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**Цель работы:** изучить работу с файлами и механизмы сериализации данных

**Лабораторное задание:**

Модифицировать приложение из предыдущей лабораторной работы, реализовав сохранение в файл и загрузку данных из файла. Предусмотреть сохранение данных, как в текстовом виде, так и в двоичном (с использованием механизма сериализации). Для этого нужно добавить 4 кнопки для сохранения и загрузки в текстовом и двоичном виде соответственно. Кроме того, в программе нужно предусмотреть использование стандартного диалога открытия файла (JFileChooser). Оформление лабораторной работы должно быть выполнено в соответствии с требованиями, приведенными в Приложении 2.

**Листинг:**

/\*

\* To change this license header, choose License Headers in Project Properties.

\* To change this template file, choose Tools | Templates

\* and open the template in the editor.

\*/

import java.io.BufferedInputStream;

import java.io.BufferedOutputStream;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.io.Serializable;

import static java.lang.Math.abs;

import static java.lang.Math.cos;

import java.util.ArrayList;

import javax.swing.table.DefaultTableModel;

import java.util.Vector;

import java.util.logging.Level;

import java.util.logging.Logger;

//package com.csharpcoderr.messageDialog;

import javax.swing.\*;

import static javax.swing.JOptionPane.showMessageDialog;

import javax.swing.filechooser.FileNameExtensionFilter;

/\*\*

\*

\* @author PENZA

\*/

class FunctionIntegral {

// {Функция, площадь которой нужно вычислить}

public double f(double x) {

//double b = Math.toRadians(x)

double F = cos(x);

return F;

}

}

class RecIntegral implements Serializable {

public int Top, Button;

public float Step;

public void addUnit(int Top, int Button, float Step) {

this.Top = Top;

this.Button = Button;

this.Step = Step;

}

}

class FileTools {

String FileName;

public String Open(String fName) {

JFileChooser fileChooser = new JFileChooser();

fileChooser.setCurrentDirectory(new File("./src"));

FileNameExtensionFilter txt = new FileNameExtensionFilter("Text File(.txt)", "txt");

FileNameExtensionFilter bin = new FileNameExtensionFilter("Bin File(.bin)", "bin");

fileChooser.addChoosableFileFilter(txt);

fileChooser.addChoosableFileFilter(bin);

fileChooser.setFileFilter(txt);

int response = fileChooser.showDialog(null, null);

if(response == JFileChooser.APPROVE\_OPTION) {

FileName = fileChooser.getSelectedFile().getAbsolutePath();

}

return FileName;

}

}

public class LW4 extends javax.swing.JFrame {

ArrayList<RecIntegral> Data = new ArrayList();

/\*\*

\* Creates new form NewJFrame

\*/

public LW4() {

initComponents();

}

static class MyException extends Exception {

String message;

MyException(String par) {

message = par;

}

}

/\*\*

\* This method is called from within the constructor to initialize the form.

\* WARNING: Do NOT modify this code. The content of this method is always

\* regenerated by the Form Editor.

\*/

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

jScrollPane1 = new javax.swing.JScrollPane();

jTable1 = new javax.swing.JTable();

jTextField1 = new javax.swing.JTextField();

jTextField2 = new javax.swing.JTextField();

jTextField3 = new javax.swing.JTextField();

jLabel1 = new javax.swing.JLabel();

jLabel2 = new javax.swing.JLabel();

jLabel3 = new javax.swing.JLabel();

jButton1 = new javax.swing.JButton();

jButton2 = new javax.swing.JButton();

jButton3 = new javax.swing.JButton();

jButton4 = new javax.swing.JButton();

jButton5 = new javax.swing.JButton();

jButton6 = new javax.swing.JButton();

jButton7 = new javax.swing.JButton();

jButton8 = new javax.swing.JButton();

jButton9 = new javax.swing.JButton();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

jTable1.setModel(new javax.swing.table.DefaultTableModel(

new Object [][] {

},

new String [] {

"Top", "Bottom", "Step", "Result"

}

) {

boolean[] canEdit = new boolean [] {

true, true, true, false

};

public boolean isCellEditable(int rowIndex, int columnIndex) {

return canEdit [columnIndex];

}

});

jScrollPane1.setViewportView(jTable1);

if (jTable1.getColumnModel().getColumnCount() > 0) {

jTable1.getColumnModel().getColumn(0).setResizable(false);

jTable1.getColumnModel().getColumn(1).setResizable(false);

jTable1.getColumnModel().getColumn(2).setResizable(false);

jTable1.getColumnModel().getColumn(3).setResizable(false);

}

jTextField1.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jTextField1ActionPerformed(evt);

}

});

jLabel1.setText("Up");

jLabel2.setText("Down");

jLabel3.setText("Step");

jButton1.setText("Add");

jButton1.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton1ActionPerformed(evt);

}

});

jButton2.setText("Delete");

jButton2.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton2ActionPerformed(evt);

}

});

jButton3.setText("Calculate");

jButton3.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton3ActionPerformed(evt);

}

});

jButton4.setText("Fill");

jButton4.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton4ActionPerformed(evt);

}

});

jButton5.setText("Clear");

jButton5.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton5ActionPerformed(evt);

}

});

jButton6.setText("Save(.txt)");

jButton6.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton6ActionPerformed(evt);

}

});

jButton7.setText("Open(.txt)");

jButton7.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton7ActionPerformed(evt);

}

});

jButton8.setText("Save(.bin)");

jButton8.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton8ActionPerformed(evt);

}

});

jButton9.setText("Open(.bin)");

jButton9.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton9ActionPerformed(evt);

}

});

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()

.addContainerGap(javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton5, javax.swing.GroupLayout.PREFERRED\_SIZE, 65, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButton4, javax.swing.GroupLayout.PREFERRED\_SIZE, 71, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGap(123, 123, 123))

.addGroup(layout.createSequentialGroup()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jLabel1)

.addComponent(jLabel2)

.addComponent(jLabel3))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addComponent(jTextField3, javax.swing.GroupLayout.PREFERRED\_SIZE, 50, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jTextField2, javax.swing.GroupLayout.PREFERRED\_SIZE, 50, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jTextField1, javax.swing.GroupLayout.PREFERRED\_SIZE, 50, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(12, 12, 12)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jButton2, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 77, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createSequentialGroup()

.addGap(6, 6, 6)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addComponent(jButton6)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton7, javax.swing.GroupLayout.PREFERRED\_SIZE, 100, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGroup(layout.createSequentialGroup()

.addComponent(jButton8)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 8, Short.MAX\_VALUE)

.addComponent(jButton9, javax.swing.GroupLayout.PREFERRED\_SIZE, 100, javax.swing.GroupLayout.PREFERRED\_SIZE)))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jButton1, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 77, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jButton3, javax.swing.GroupLayout.Alignment.TRAILING)))))

.addGroup(javax.swing.GroupLayout.Alignment.LEADING, layout.createSequentialGroup()

.addGap(25, 25, 25)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 345, javax.swing.GroupLayout.PREFERRED\_SIZE)))

.addContainerGap(8, Short.MAX\_VALUE))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()

.addGap(6, 6, 6)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jButton4)

.addComponent(jButton5))

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jTextField1, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jLabel1)

.addComponent(jButton2))

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGap(26, 26, 26)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jTextField2, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jLabel2)

.addComponent(jButton1))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jTextField3, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jLabel3)

.addComponent(jButton3)))

.addGroup(layout.createSequentialGroup()

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jButton7)

.addComponent(jButton6))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jButton8)

.addComponent(jButton9))))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 17, Short.MAX\_VALUE)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 160, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addContainerGap())

);

pack();

}// </editor-fold>

private void jTextField1ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jButton2ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

int SelectedRow = jTable1.getSelectedRow();

if (jTable1.getRowCount() != 0) {

if (SelectedRow == -1) {

model.removeRow(jTable1.getRowCount() - 1);

} else {

model.removeRow(jTable1.getSelectedRow());

}

} // TODO add your handling code here:

}

private void jButton1ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

String TextField1 = jTextField1.getText();

String TextField2 = jTextField2.getText();

String TextField3 = jTextField3.getText();

try {

float step = Float.parseFloat(TextField3);

int up = Integer.parseInt(TextField1),

down = Integer.parseInt(TextField2);

if (((down < 0.000001 || down >= 100000) || (up < 0.000001 || up >= 100000))) {

throw new MyException("Введён неверное значение предела!");

} else if (step <= 0) {

throw new MyException("Шаг задан неверно!");

} else if (abs(up - down) <= step) {

throw new MyException("Слишком большой шаг!");

}

RecIntegral Unit = new RecIntegral();

model.addRow(new Object[]{Integer.parseInt(TextField1), Integer.parseInt(TextField2), Float.parseFloat(TextField3), null});

// TODO add your handling code here:

Unit.addUnit(Integer.parseInt(TextField1), Integer.parseInt(TextField2), Float.parseFloat(TextField3));

Data.add(Unit);

} catch (MyException code) {

showMessageDialog(null, code.message);

return;

} catch (Exception code) {

showMessageDialog(null, "Неверно ввели данные!");

return;

}

}

private void jButton3ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

FunctionIntegral funk = new FunctionIntegral();

Vector data = model.getDataVector();

for (int i = 0; i < data.size(); i++) {

Vector CurrentData = (Vector) data.get(i);

double n, x1, x2;

int j, a, b;

double result = 0;

if ((int) CurrentData.get(1) < (int) CurrentData.get(0)) {

a = (int) CurrentData.get(1);

b = (int) CurrentData.get(0);

} else {

a = (int) CurrentData.get(0);

b = (int) CurrentData.get(1);

}

n = (int) ((b - a) / (float) CurrentData.get(2));

for (j = 0; j < n - 1; j++) {

x1 = a + j \* (float) CurrentData.get(2);

x2 = a + (float) CurrentData.get(2) \* (j + 1);

result += 0.5 \* (x2 - x1) \* (funk.f(x1) + funk.f(x2));

}

if ((n - 1) \* (float) CurrentData.get(2) < b) {

float newstep = (float) (b - (n - 1) \* (float) CurrentData.get(2));

x1 = a + (n - 1) \* (float) CurrentData.get(2);

result += 0.5 \* (b - x1) \* (funk.f(x1) + funk.f(b));

}

if ((int) CurrentData.get(1) < (int) CurrentData.get(0)) {

result = result \* (-1);

}

model.setValueAt(result, i, 3);

} // TODO add your handling code here:

}

private void jButton5ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

DefaultTableModel module = (DefaultTableModel) jTable1.getModel();

while (jTable1.getRowCount() != 0)

module.removeRow(jTable1.getRowCount() - 1);

}

private void jButton4ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

DefaultTableModel module = (DefaultTableModel) jTable1.getModel();

for (int i = 0; i < Data.size(); i++) {

RecIntegral Unit = Data.get(i);

module.addRow(new Object[]{Unit.Top, Unit.Button, Unit.Step, null});

}

}

private void jButton6ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileTools ft = new FileTools();

String FileName = ft.Open("save") + ".txt";

ArrayList<String> arr = new ArrayList<String>();

try {

FileOutputStream fos = new FileOutputStream(FileName);

BufferedOutputStream bis = new BufferedOutputStream(fos);

ObjectOutputStream oos = new ObjectOutputStream(bis);

for (int i = 0; i < Data.size(); i++)

{

Object Step = null, Lower = null, Top = null;

RecIntegral Node = Data.get(i);

Top = Node.Top;

Step = Node.Step;

Lower = Node.Button;

arr.add(Top.toString() + ' ' + Lower.toString() + ' ' + Step.toString());

}

oos.writeObject(arr);

oos.close();

} catch (FileNotFoundException ex) {

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

} catch (IOException ex) {

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

}

private void jButton7ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileTools ft = new FileTools();

String FileName = ft.Open("save");

ArrayList <String> arr = new ArrayList<String>();

DefaultTableModel module = (DefaultTableModel)jTable1.getModel();

while(jTable1.getRowCount() != 0)

module.removeRow(jTable1.getRowCount()-1);

while (Data.size() != 0)

Data.remove(Data.size() - 1);

try

{

FileInputStream fis = new FileInputStream(FileName);

BufferedInputStream bis = new BufferedInputStream(fis);

ObjectInputStream ois = new ObjectInputStream(bis);

arr = (ArrayList<String>)ois.readObject();

for (int i = 0; i < arr.size(); i++)

{

String str = arr.get(i),

strTop = "",

strLower = "",

strStep = "";

int size = str.length();

int j = 0;

while (str.charAt(j) != ' ')

{

strTop += str.charAt(j);

j++;

}

j++;

while (str.charAt(j) != ' ')

{

strLower += str.charAt(j);

j++;

}

j++;

while (j != size)

{

strStep += str.charAt(j);

j++;

}

RecIntegral Node = new RecIntegral();

module.addRow(new Object[]{Integer.parseInt(strTop), Integer.parseInt(strLower), Float.parseFloat(strStep), null});

Node.addUnit(Integer.parseInt(strTop), Integer.parseInt(strLower), Float.parseFloat(strStep));

Data.add(Node);

}

}

catch (FileNotFoundException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

catch (IOException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

catch (ClassNotFoundException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

}

private void jButton8ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileTools ft = new FileTools();

String FileName = ft.Open("save");

ArrayList<String> arr = new ArrayList<String>();

try {

FileOutputStream fos = new FileOutputStream(FileName);

BufferedOutputStream bis = new BufferedOutputStream(fos);

ObjectOutputStream oos = new ObjectOutputStream(bis);

for (int i = 0; i < Data.size(); i++)

{

Object Step = null, Lower = null, Top = null;

RecIntegral Node = Data.get(i);

Top = Node.Top;

Step = Node.Step;

Lower = Node.Button;

arr.add(Top.toString() + ' ' + Lower.toString() + ' ' + Step.toString());

}

oos.writeObject(arr);

oos.close();

} catch (FileNotFoundException ex) {

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

} catch (IOException ex) {

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

}

private void jButton9ActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

FileTools ft = new FileTools();

String FileName = ft.Open("save");

ArrayList <String> arr = new ArrayList<String>();

DefaultTableModel module = (DefaultTableModel)jTable1.getModel();

while(jTable1.getRowCount() != 0)

module.removeRow(jTable1.getRowCount()-1);

while (Data.size() != 0)

Data.remove(Data.size() - 1);

try

{

FileInputStream fis = new FileInputStream(FileName);

BufferedInputStream bis = new BufferedInputStream(fis);

ObjectInputStream ois = new ObjectInputStream(bis);

arr = (ArrayList<String>)ois.readObject();

for (int i = 0; i < arr.size(); i++)

{

String str = arr.get(i),

strTop = "",

strLower = "",

strStep = "";

int size = str.length();

int j = 0;

while (str.charAt(j) != ' ')

{

strTop += str.charAt(j);

j++;

}

j++;

while (str.charAt(j) != ' ')

{

strLower += str.charAt(j);

j++;

}

j++;

while (j != size)

{

strStep += str.charAt(j);

j++;

}

RecIntegral Node = new RecIntegral();

module.addRow(new Object[]{Integer.parseInt(strTop), Integer.parseInt(strLower), Float.parseFloat(strStep), null});

Node.addUnit(Integer.parseInt(strTop), Integer.parseInt(strLower), Float.parseFloat(strStep));

Data.add(Node);

}

}

catch (FileNotFoundException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

catch (IOException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

catch (ClassNotFoundException ex)

{

Logger.getLogger(LW4.class.getName()).log(Level.SEVERE, null, ex);

}

}

/\*\*

\* @param args the command line arguments

\*/

public static void main(String args[]) {

//<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) ">

/\* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel.

\* For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html

\*/

try {

for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) {

if ("Nimbus".equals(info.getName())) {

javax.swing.UIManager.setLookAndFeel(info.getClassName());

break;

}

}

} catch (ClassNotFoundException ex) {

java.util.logging.Logger.getLogger(LW4.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (InstantiationException ex) {

java.util.logging.Logger.getLogger(LW4.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (IllegalAccessException ex) {

java.util.logging.Logger.getLogger(LW4.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (javax.swing.UnsupportedLookAndFeelException ex) {

java.util.logging.Logger.getLogger(LW4.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

}

//</editor-fold>

//</editor-fold>

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new LW4().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton jButton1;

private javax.swing.JButton jButton2;

private javax.swing.JButton jButton3;

private javax.swing.JButton jButton4;

private javax.swing.JButton jButton5;

private javax.swing.JButton jButton6;

private javax.swing.JButton jButton7;

private javax.swing.JButton jButton8;

private javax.swing.JButton jButton9;

private javax.swing.JLabel jLabel1;

private javax.swing.JLabel jLabel2;

private javax.swing.JLabel jLabel3;

private javax.swing.JScrollPane jScrollPane1;

private javax.swing.JTable jTable1;

private javax.swing.JTextField jTextField1;

private javax.swing.JTextField jTextField2;

private javax.swing.JTextField jTextField3;

// End of variables declaration

}

![](data:image/png;base64,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)

Рисунок – Сохранённый txt файл

![](data:image/png;base64,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)

Рисунок – Загруженные данные из txt файла

**Вывод:** в ходе выполнения данной лабораторной работы была изучена работа с файлами и механизмами сериализации данных.