Васильев Е.О.

**Лабораторная работа 10**

**ПРОГРАММИРОВАНИЕ ОБРАБОТКИ**

**ИСКЛЮЧИТЕЛЬНЫХ СИТУАЦИЙ**

**Цель работы**:

Изучить синтаксис и семантику определения и вызова исключений, синтаксис обработчика и спецификации исключений; приобрести практические навыки запуска исключений; изучить особенности применения стандартных библиотечных исключений.

**Задание:**

Используя модифицированный АТД, обработайте все возможные исключительные ситуации.

**Код программы:**

//#include "pch.h"

#include <iostream>

#include <string>

using namespace std;

void PrintLine() {

cout << "-================================-\n";

cout << "\n";

}

template <class T>

class SoundRecord

{

private:

char\* name;

T kolvo;

T price;

char\* pr;

public:

SoundRecord();

SoundRecord(char\* a, T b, T c, char\* d);

SoundRecord(const SoundRecord& a);

~SoundRecord();

SoundRecord Sum(const SoundRecord& a);

/\*void copy(const SoundRecord &a);\*/

bool Compair(SoundRecord& a);

void destroy();

void Setname(char\* a);

void Getname();

int Setkolvo(T a);

int Getkolvo();

int SetPrice(T a);

void GetPrice();

void Setpr(char\* a);

void Getpr();

SoundRecord& operator+(const SoundRecord& a);

bool operator>(const SoundRecord& r);

SoundRecord& operator= (const SoundRecord& r);

bool operator==(const SoundRecord& a);

};

template <class T> SoundRecord<T>::SoundRecord()

{

name = new char[11];

pr = new char[11];

strcpy(name, "none");

strcpy(pr, "none");

price = 0;

kolvo = 0;

}

template <class T> SoundRecord<T>::SoundRecord(char\* a, T b, T c, char\* d)

{

name = a;

kolvo = b;

price = c;

pr = d;

}

template <class T> SoundRecord<T>::SoundRecord(const SoundRecord<T>& a)

{// констр копирования

// тело конструктора

name = new char[strlen(a.name) + 1];

pr = new char[strlen(a.pr) + 1];

strcpy(name, a.name);

strcpy(pr, a.pr);

price = a.price;

kolvo = a.kolvo;

}

template <class T>SoundRecord<T>::~SoundRecord()

{

//delete[] name;

//delete[] pr;

//cout << "Memory has been succesfully cleaned" << endl;

};

template <class T>void SoundRecord<T>::Getname() {

cout.width(5);

cout << "Наименование: " << name << "\n";

}

template <class T>int SoundRecord<T>::Setkolvo(T a) {

try

{

if (a < 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

kolvo = a;

}

template <class T>int SoundRecord<T>::Getkolvo() {

cout.width(5);

cout << "Количество: " << kolvo << "\n";

return kolvo;

}

template <class T>void SoundRecord<T>::Setname(char\* a) {

name = new char[strlen(a) + 1];

strcpy(name, a);

}

template <class T>int SoundRecord<T>::SetPrice(T a) {

try

{

if (a < 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

price = a;

}

template <class T>void SoundRecord<T>::GetPrice() {

cout.width(5);

cout << "Цена: " << price << "\n";

}

template <class T>void SoundRecord<T>::Setpr(char\* a) {

pr = new char[strlen(a) + 1];

strcpy(pr, a);

}

template <class T>void SoundRecord<T>::Getpr() {

cout.width(5);

cout << "Мощность: " << pr << "\n";

}

template <class T>SoundRecord<T>& SoundRecord<T>::operator+(const SoundRecord<T>& a)

{

SoundRecord v;

v.name = new char[strlen(a.name) + strlen(name) + 2];

v.pr = new char[strlen(a.pr) + strlen(pr) + 2];

strcpy(v.name, name);

strcat(v.name, ",");

strcat(v.name, a.name);

strcpy(v.pr, pr);

strcat(v.pr, ",");

strcat(v.pr, a.pr);

v.price = price + a.price;

v.kolvo = kolvo + a.kolvo;

v.Getname();

v.Getpr();

v.GetPrice();

v.Getkolvo();

return v;

}

template <class T>bool SoundRecord<T>::operator>(const SoundRecord<T>& a)

{

return ((!strcmp(name, a.name)) &&

price > a.price &&

kolvo > a.kolvo);

}

template <class T>SoundRecord<T>& SoundRecord<T>::operator=(const SoundRecord<T>& r)

{

price = r.price;

kolvo = r.kolvo;

pr = r.pr;

name = r.name;

return \*this;

}

template <class T>bool SoundRecord<T>::operator==(const SoundRecord<T>& a)

{

return ((!strcmp(name, a.name)) &&

price == a.price &&

kolvo == a.kolvo);

}

template <class T>void SoundRecord<T>::destroy() {

delete[] name;

delete[] pr;

cout << "Memory has been succesfully cleaned" << endl;

};

template <class T>SoundRecord<T> SoundRecord<T>::Sum(const SoundRecord<T>& a)

{

SoundRecord v;

v.name = new char[strlen(a.name) + strlen(name) + 2];

v.pr = new char[strlen(a.pr) + strlen(pr) + 2];

strcpy(v.name, name);

strcat(v.name, ",");

strcat(v.name, a.name);

strcpy(v.pr, pr);

strcat(v.pr, ",");

strcat(v.pr, a.pr);

v.price = price + a.price;

v.kolvo = kolvo + a.kolvo;

v.Getname();

v.Getpr();

v.GetPrice();

v.Getkolvo();

return v;

}

template <class T>bool SoundRecord<T>::Compair(SoundRecord<T>& a)

{

return ((!strcmp(name, a.name)) &&

price == a.price &&

kolvo == a.kolvo);

}

template <class T, class T2>

class SoundRecord1

{

private:

T2\* name;

T kolvo;

T price;

T2\* pr;

public:

SoundRecord1();

SoundRecord1(T2\* a, T b, T c, T2\* d);

SoundRecord1(const SoundRecord1& a);

~SoundRecord1();

SoundRecord1 Sum(const SoundRecord1& a);

/\*void copy(const SoundRecord &a);\*/

bool Compair(SoundRecord1& a);

void destroy();

void Setname(T2\* a);

void Getname();

int Setkolvo(T a);

int Getkolvo();

int SetPrice(T a);

void GetPrice();

void Setpr(T2\* a);

void Getpr();

SoundRecord1& operator+(const SoundRecord1& a);

bool operator>(const SoundRecord1& r);

SoundRecord1& operator= (const SoundRecord1& r);

bool operator==(const SoundRecord1& a);

};

template <class T, class T2> SoundRecord1<T, T2>::SoundRecord1()

{

name = new char[11];

pr = new char[11];

strcpy(name, "none");

strcpy(pr, "none");

price = 0;

kolvo = 0;

}

template <class T, class T2> SoundRecord1<T, T2>::SoundRecord1<T, T2>(T2\* a, T b, T c, T2\* d)

{

try

{

if (b <= -1 && c <= -1)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

name = a;

kolvo = b;

price = c;

pr = d;

}

template <class T, class T2> SoundRecord1<T, T2>::SoundRecord1<T, T2>(const SoundRecord1<T, T2>& a)

{// констр копирования

// тело конструктора

name = new char[strlen(a.name) + 1];

pr = new char[strlen(a.pr) + 1];

strcpy(name, a.name);

strcpy(pr, a.pr);

price = a.price;

kolvo = a.kolvo;

}

template <class T, class T2> SoundRecord1<T, T2>::~SoundRecord1()

{

//delete[] name;

//delete[] pr;

cout << "Memory has been succesfully cleaned" << endl;

};

template <class T, class T2 >void SoundRecord1<T, T2>::Getname() {

cout.width(5);

cout << "Наименование: " << name << "\n";

}

template <class T, class T2 >int SoundRecord1<T, T2>::Setkolvo(T a) {

try

{

if (a <= 0 && a >= 2030)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

kolvo = a;

}

template <class T, class T2 >int SoundRecord1<T, T2>::Getkolvo() {

cout.width(5);

cout << "Количество: " << kolvo << "\n";

return kolvo;

}

template <class T, class T2 >void SoundRecord1<T, T2>::Setname(T2\* a) {

name = new char[strlen(a) + 1];

strcpy(name, a);

}

template <class T, class T2 >int SoundRecord1<T, T2>::SetPrice(T a) {

try

{

if (a <= 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

price = a;

}

template <class T, class T2 >void SoundRecord1<T, T2>::GetPrice() {

cout.width(5);

cout << "Цена: " << price << "\n";

}

template <class T, class T2 >void SoundRecord1<T, T2>::Setpr(T2\* a) {

pr = new char[strlen(a) + 1];

strcpy(pr, a);

}

template <class T, class T2 >void SoundRecord1<T, T2>::Getpr() {

cout.width(5);

cout << "Мощность: " << pr << " WT"<<"\n";

}

template <class T, class T2 >SoundRecord1<T, T2>& SoundRecord1<T, T2>::operator+(const SoundRecord1<T, T2>& a)

{

SoundRecord1 v;

v.name = new char[strlen(a.name) + strlen(name) + 2];

v.pr = new char[strlen(a.pr) + strlen(pr) + 2];

strcpy(v.name, name);

strcat(v.name, ",");

strcat(v.name, a.name);

strcpy(v.pr, pr);

strcat(v.pr, ",");

strcat(v.pr, a.pr);

v.price = price + a.price;

v.kolvo = kolvo + a.kolvo;

v.Getname();

v.Getpr();

v.GetPrice();

v.Getkolvo();

return v;

}

template <class T, class T2 >bool SoundRecord1<T, T2>::operator>(const SoundRecord1<T, T2>& a)

{

return ((!strcmp(name, a.name)) &&

price > a.price &&

kolvo > a.kolvo);

}

template <class T, class T2 >SoundRecord1<T, T2>& SoundRecord1<T, T2>::operator=(const SoundRecord1<T, T2>& r)

{

price = r.price;

kolvo = r.kolvo;

pr = r.pr;

name = r.name;

return \*this;

}

template <class T, class T2 >bool SoundRecord1<T, T2>::operator==(const SoundRecord1<T, T2>& a)

{

return ((!strcmp(name, a.name)) &&

price == a.price &&

kolvo == a.kolvo);

}

template <class T, class T2 >void SoundRecord1<T, T2>::destroy() {

delete[] name;

delete[] pr;

cout << "Memory has been succesfully cleaned" << endl;

};

template <class T, class T2 >SoundRecord1<T, T2> SoundRecord1<T, T2>::Sum(const SoundRecord1<T, T2>& a)

{

SoundRecord v;

v.name = new char[strlen(a.name) + strlen(name) + 2];

v.pr = new char[strlen(a.pr) + strlen(pr) + 2];

strcpy(v.name, name);

strcat(v.name, ",");

strcat(v.name, a.name);

strcpy(v.pr, pr);

strcat(v.pr, ",");

strcat(v.pr, a.pr);

v.price = price + a.price;

v.kolvo = kolvo + a.kolvo;

v.Getname();

v.Getpr();

v.GetPrice();

v.Getkolvo();

return v;

}

template <class T, class T2 >bool SoundRecord1<T, T2>::Compair(SoundRecord1<T, T2>& a)

{

return ((!strcmp(name, a.name)) &&

price == a.price &&

kolvo == a.kolvo);

}

//ОДИНОЧНОЕ НАСЛЕДОВАНИЕ

class Lamp : public SoundRecord<char>

{

public:

void SetMark(char\* a);

void GetMark();

void SetAvailability(bool i);

void GetAvailability();

Lamp() {

Mark = new char[11];

strcpy(Mark, "none");

}

private:

char\* Mark;

bool Availability;

};

void Lamp::SetMark(char\* a) {

Mark = new char[strlen(a) + 1];

strcpy(Mark, a);

}

void Lamp::GetMark()

{

cout << "Наименование: " << Mark << "\n";

}

void Lamp::GetAvailability()

{

if (Availability) {

cout << "Имеется в наличии: да\n";

}

else {

cout << "Имеется в наличии: нет\n";

}

}

void Lamp::SetAvailability(bool i)

{

if (i)

{

Availability = 1;

}

else

{

Availability = 0;

}

}

//МНОЖЕСТВЕННОЕ НАСЛЕДОВАНИЕ

class Frequency : public SoundRecord<char>

{

public:

Frequency() {

chastota = 400;

}

void GetCha() {

cout << "Частота = " << chastota << "Hz\n";

}

int SetCha(int n) {

try

{

if (n <= 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

chastota = n;

}

private:

int chastota;

};

class speakers : public Frequency, public Lamp

{

public:

void GetHead() {

cout << "Размер динамиков = " << Head << " дюймов \n";

}

int SetHead(float n) {

try

{

if (n <= 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

Head = n;

}

private:

float Head;

};

//speakers::speakers()

//{

//

//}

int main()

{

setlocale(LC\_ALL, "Russian");

PrintLine();

Lamp i6;

cout << "введите число для теста: \n";

int t;

cin >> t;

try

{

if (t <= 0)

throw exception("invalid number");

}

catch (const exception& ta)

{

cout << "ERROR - " << ta.what() << "\n";

return 0;

}

cout << "проверка работы методов унаследованных от базового класса\n";

cout << "\n";

i6.Setname((char\*)"VOX");

i6.Getname();

PrintLine();

Lamp i7;

i7 = i6;

i7.Getname();

cout << "\n";

PrintLine();

cout << "проверка работы методов производного класса\n";

cout << "\n";

i6.SetMark((char\*)"Marshall");

i6.GetMark();

i6.SetAvailability(1);

i6.GetAvailability();

i7.SetAvailability(0);

i7.GetAvailability();

cout << "\n";

PrintLine();

SoundRecord<int> G5;

cout << "проверка работы множественного наследования\n";

cout << "\n";

speakers f3;

f3.GetCha();

f3.GetAvailability();

f3.GetMark();

f3.SetCha(t);

f3.GetCha();

f3.SetHead(12.3);

f3.GetHead();

cout << "\n";

PrintLine();

system("pause");

}

**Тестирование**

Вызов ошибки:
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**Контрольные вопросы**

1. Дайте определение исключения.

2. В каком блоке описывается список обработчиков для возбужденного ис-ключения?

3. Опишите синтаксис обработчика исключения.

4. Что такое спецификация исключения?

5. Для каких целей используется функция unexpected?

1. Исключение – это возникающая в программе нештатная ситуация, с которой программа не может справиться.
2. В блоке catch.
3. Синтаксически обработчик имеет вид:

catch (формальный\_аргумент)

составная\_конструкция

1. спецификация исключения является частью объявления и определения функции и имеет следующий вид: заголовок\_функции throw (список\_типов)
2. Предоставляемая системой функция unexpected() вызывается, когда она возбудила исключение, которое отсутствует в ее списке спецификации исключения