**Язык JavaScript**

* [**Введение**](https://learn.javascript.ru/getting-started)

# Введение в JavaScript

Давайте посмотрим, что такого особенного в JavaScript, почему именно он, и какие еще технологии существуют, кроме JavaScript.

## [Что такое JavaScript?](https://learn.javascript.ru/intro" \l "что-такое-javascript)

JavaScript изначально создавался для того, чтобы сделать web-странички «живыми». Программы на этом языке называются скриптами. В браузере они подключаются напрямую к HTML и, как только загружается страничка – тут же выполняются.

**Программы на JavaScript – обычный текст**. Они не требуют какой-то специальной подготовки.

В этом плане JavaScript сильно отличается от другого языка, который называется [Java](http://ru.wikipedia.org/wiki/Java).

**Почему JavaScript?**

Когда создавался язык JavaScript, у него изначально было другое название: «LiveScript». Но тогда был очень популярен язык Java, и маркетологи решили, что схожее название сделает новый язык более популярным.

Планировалось, что JavaScript будет эдаким «младшим братом» Java. Однако, история распорядилась по-своему, JavaScript сильно вырос, и сейчас это совершенно независимый язык, со своей спецификацией, которая называется [ECMAScript](https://ru.wikipedia.org/wiki/ECMAScript), и к Java не имеет никакого отношения.

У него много особенностей, которые усложняют освоение, но по ходу учебника мы с ними разберёмся.

JavaScript может выполняться не только в браузере, а где угодно, нужна лишь специальная программа – [интерпретатор](http://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D0%BF%D1%80%D0%B5%D1%82%D0%B0%D1%82%D0%BE%D1%80). Процесс выполнения скрипта называют «интерпретацией».

**Компиляция и интерпретация, для программистов**

Для выполнения программ, не важно на каком языке, существуют два способа: «компиляция» и «интерпретация».

* Компиляция – это когда исходный код программы, при помощи специального инструмента, другой программы, которая называется «компилятор», преобразуется в другой язык, как правило – в машинный код. Этот машинный код затем распространяется и запускается. При этом исходный код программы остаётся у разработчика.
* Интерпретация – это когда исходный код программы получает другой инструмент, который называют «интерпретатор», и выполняет его «как есть». При этом распространяется именно сам исходный код (скрипт). Этот подход применяется в браузерах для JavaScript.

Современные интерпретаторы перед выполнением преобразуют JavaScript в машинный код или близко к нему, оптимизируют, а уже затем выполняют. И даже во время выполнения стараются оптимизировать. Поэтому JavaScript работает очень быстро.

Во все основные браузеры встроен интерпретатор JavaScript, именно поэтому они могут выполнять скрипты на странице. Но, разумеется, JavaScript можно использовать не только в браузере. Это полноценный язык, программы на котором можно запускать и на сервере, и даже в стиральной машинке, если в ней установлен соответствующий интерпретатор.

**Поговорим о браузерах**

Далее в этой главе мы говорим о возможностях и ограничениях JavaScript именно в контексте браузера.

## [Что умеет JavaScript?](https://learn.javascript.ru/intro" \l "что-умеет-javascript)

Современный JavaScript – это «безопасный» язык программирования общего назначения. Он не предоставляет низкоуровневых средств работы с памятью, процессором, так как изначально был ориентирован на браузеры, в которых это не требуется.

Что же касается остальных возможностей – они зависят от окружения, в котором запущен JavaScript. В браузере JavaScript умеет делать всё, что относится к манипуляции со страницей, взаимодействию с посетителем и, в какой-то мере, с сервером:

* Создавать новые HTML-теги, удалять существующие, менять стили элементов, прятать, показывать элементы и т.п.
* Реагировать на действия посетителя, обрабатывать клики мыши, перемещения курсора, нажатия на клавиатуру и т.п.
* Посылать запросы на сервер и загружать данные без перезагрузки страницы (эта технология называется "AJAX").
* Получать и устанавливать cookie, запрашивать данные, выводить сообщения…
* …и многое, многое другое!

## [Что НЕ умеет JavaScript?](https://learn.javascript.ru/intro" \l "что-не-умеет-javascript)

JavaScript – быстрый и мощный язык, но браузер накладывает на его исполнение некоторые ограничения…

Это сделано для безопасности пользователей, чтобы злоумышленник не мог с помощью JavaScript получить личные данные или как-то навредить компьютеру пользователя.

Этих ограничений нет там, где JavaScript используется вне браузера, например на сервере. Кроме того, современные браузеры предоставляют свои механизмы по установке плагинов и расширений, которые обладают расширенными возможностями, но требуют специальных действий по установке от пользователя

**Большинство возможностей JavaScript в браузере ограничено текущим окном и страницей.**
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* JavaScript не может читать/записывать произвольные файлы на жесткий диск, копировать их или вызывать программы. Он не имеет прямого доступа к операционной системе.

Современные браузеры могут работать с файлами, но эта возможность ограничена специально выделенной директорией – «песочницей». Возможности по доступу к устройствам также прорабатываются в современных стандартах и частично доступны в некоторых браузерах.

* JavaScript, работающий в одной вкладке, не может общаться с другими вкладками и окнами, за исключением случая, когда он сам открыл это окно или несколько вкладок из одного источника (одинаковый домен, порт, протокол).

Есть способы это обойти, и они раскрыты в учебнике, но они требуют специального кода на оба документа, которые находятся в разных вкладках или окнах. Без него, из соображений безопасности, залезть из одной вкладки в другую при помощи JavaScript нельзя.

* Из JavaScript можно легко посылать запросы на сервер, с которого пришла страница. Запрос на другой домен тоже возможен, но менее удобен, т. к. и здесь есть ограничения безопасности.

## [В чём уникальность JavaScript?](https://learn.javascript.ru/intro" \l "в-чём-уникальность-javascript)

Есть как минимум три замечательных особенности JavaScript:

* Полная интеграция с HTML/CSS.
* Простые вещи делаются просто.
* Поддерживается всеми распространёнными браузерами и включён по умолчанию.

**Этих трёх вещей одновременно нет больше ни в одной браузерной технологии.**

Поэтому JavaScript и является самым распространённым средством создания браузерных интерфейсов.

## [Тенденции развития](https://learn.javascript.ru/intro" \l "тенденции-развития)

Перед тем, как вы планируете изучить новую технологию, полезно ознакомиться с её развитием и перспективами. Здесь в JavaScript всё более чем хорошо.

### [HTML 5](https://learn.javascript.ru/intro" \l "html-5)

HTML 5 – эволюция стандарта HTML, добавляющая новые теги и, что более важно, ряд новых возможностей браузерам.

Вот несколько примеров:

* Чтение/запись файлов на диск (в специальной «песочнице», то есть не любые).
* Встроенная в браузер база данных, которая позволяет хранить данные на компьютере пользователя.
* Многозадачность с одновременным использованием нескольких ядер процессора.
* Проигрывание видео/аудио, без Flash.
* 2D и 3D-рисование с аппаратной поддержкой, как в современных играх.

Многие возможности HTML5 всё ещё в разработке, но браузеры постепенно начинают их поддерживать.

Тенденция: JavaScript становится всё более и более мощным и возможности браузера растут в сторону десктопных приложений.

### [ECMAScript 6](https://learn.javascript.ru/intro" \l "ecmascript-6)

Сам язык JavaScript улучшается. Современный стандарт ECMAScript 5 включает в себя новые возможности для разработки, ECMAScript 6 будет шагом вперёд в улучшении синтаксиса языка.

Современные браузеры улучшают свои движки, чтобы увеличить скорость исполнения JavaScript, исправляют баги и стараются следовать стандартам.

Тенденция: JavaScript становится всё быстрее и стабильнее, в язык добавляются новые возможности.

Очень важно то, что новые стандарты HTML5 и ECMAScript сохраняют максимальную совместимость с предыдущими версиями. Это позволяет избежать неприятностей с уже существующими приложениями.

Впрочем, небольшая проблема с «супер-современными штучками» всё же есть. Иногда браузеры стараются включить новые возможности, которые ещё не полностью описаны в стандарте, но настолько интересны, что разработчики просто не могут ждать.

…Однако, со временем стандарт меняется и браузерам приходится подстраиваться к нему, что может привести к ошибкам в уже написанном, основанном на старой реализации, JavaScript-коде. Поэтому следует дважды подумать перед тем, как применять на практике такие «супер-новые» решения.

При этом все браузеры сходятся к стандарту, и различий между ними уже гораздо меньше, чем всего лишь несколько лет назад.

Тенденция: всё идет к полной совместимости со стандартом.

## [Альтернативные браузерные технологии](https://learn.javascript.ru/intro" \l "альтернативные-браузерные-технологии)

Вместе с JavaScript на страницах используются и другие технологии. Связка с ними может помочь достигнуть более интересных результатов в тех местах, где браузерный JavaScript пока не столь хорош, как хотелось бы.

### [Java](https://learn.javascript.ru/intro" \l "java)

Java – язык общего назначения, на нём можно писать самые разные программы. Для интернет-страниц есть особая возможность – написание апплетов.

Апплет – это программа на языке Java, которую можно подключить к HTML при помощи тега applet, выглядит это примерно так:

<applet code="BTApplet.class" codebase="/files/tutorial/intro/alt/">

<param name="nodes" value="50,30,70,20,40,60,80,35,65,75,85,90">

<param name="root" value="50">

</applet>

Такой тег загружает Java-программу из файла BTApplet.class и выполняет её с параметрами param. Апплет выполняется в отдельной части страницы, в прямоугольном «контейнере». Все действия пользователя внутри него обрабатывает апплет. Контейнер, впрочем, может быть и спрятан, если апплету нечего показывать.

Конечно, для этого на компьютере должна быть установлена и включена среда выполнения Java, включая браузерный плагин. Кроме того, апплет должен быть подписан сертификатом издателя (в примере выше апплет без подписи), иначе Java заблокирует его.

**Чем нам, JavaScript-разработчикам, может быть интересен Java?**

В первую очередь тем, что подписанный Java-апплет может всё то же, что и обычная программа, установленная на компьютере посетителя. Конечно, для этого понадобится согласие пользователя при открытии такого апплета.

**Достоинства**

* Java может делать всё от имени посетителя, совсем как установленная программа. Потенциально опасные действия требуют подписанного апплета и согласия пользователя.

**Недостатки**

* Java требует больше времени для загрузки.
* Среда выполнения Java, включая браузерный плагин, должна быть установлена на компьютере посетителя и включена.
* Java-апплет не интегрирован с HTML-страницей, а выполняется отдельно. Но он может вызывать функции JavaScript.

### [Плагины и расширения для браузера](https://learn.javascript.ru/intro" \l "плагины-и-расширения-для-браузера)

Все современные браузеры предоставляют возможность написать плагины. Для этого можно использовать как JavaScript (Chrome, Opera, Firefox), так и язык С (ActiveX для Internet Explorer).

Эти плагины могут как отображать содержимое специального формата (плагин для проигрывания музыки, для показа PDF), так и взаимодействовать со страницей.

Как и в ситуации с Java-апплетом, у них широкие возможности, но посетитель поставит их в том случае, если вам доверяет.

### [Adobe Flash](https://learn.javascript.ru/intro" \l "adobe-flash)

Adobe Flash – кросс-браузерная платформа для мультимедиа-приложений, анимаций, аудио и видео.

Flash-ролик – это скомпилированная программа, написанная на языке ActionScript. Её можно подключить к HTML-странице и запустить в прямоугольном контейнере.

В первую очередь Flash полезен тем, что позволяет **кросс-браузерно** работать с микрофоном, камерой, с буфером обмена, а также поддерживает продвинутые возможности по работе с сетевыми соединениями.

**Достоинства**

* Сокеты, UDP для P2P и другие продвинутые возможности по работе с сетевыми соединениями
* Поддержка мультимедиа: изображения, аудио, видео. Работа с веб-камерой и микрофоном.

**Недостатки**

* Flash должен быть установлен и включён. А на некоторых устройствах он вообще не поддерживается.
* Flash не интегрирован с HTML-страницей, а выполняется отдельно.
* Существуют ограничения безопасности, однако они немного другие, чем в JavaScript.

Из Flash можно вызывать JavaScript и наоборот, поэтому обычно сайты используют JavaScript, а там, где он не справляется – можно подумать о Flash.

## [Языки поверх JavaScript](https://learn.javascript.ru/intro" \l "языки-поверх-javascript)

Синтаксис JavaScript устраивает не всех: одним он кажется слишком свободным, другим – наоборот, слишком ограниченным, третьи хотят добавить в язык дополнительные возможности, которых нет в стандарте…

Это нормально, ведь требования и проекты у всех разные.

В последние годы появилось много языков, которые добавляют различные возможности «поверх» JavaScript, а для запуска в браузере – при помощи специальных инструментов «трансляторов» превращаются в обычный JavaScript-код.

Это преобразование происходит автоматически и совершенно прозрачно, при этом неудобств в разработке и отладке практически нет.

При этом разные языки выглядят по-разному и добавляют совершенно разные вещи:

* Язык [CoffeeScript](http://coffeescript.org/) – это «синтаксический сахар» поверх JavaScript. Он сосредоточен на большей ясности и краткости кода. Как правило, его особенно любят программисты на Ruby.
* Язык [TypeScript](http://www.typescriptlang.org/) сосредоточен на добавлении строгой типизации данных. Он предназначен для упрощения разработки и поддержки больших систем. Его разрабатывает Microsoft.
* Язык [Dart](https://www.dartlang.org/) интересен тем, что он не только транслируется в JavaScript, как и другие языки, но и имеет свою независимую среду выполнения, которая даёт ему ряд возможностей и доступна для встраивания в приложения (вне браузера). Он разрабатывается компанией Google.

**ES6 и ES7 прямо сейчас**

Существуют также трансляторы, которые берут код, использующий возможности будущих стандартов JavaScript, и преобразуют его в более старый вариант, который понимают все браузеры.

Например, [babeljs](https://babeljs.io/).

Благодаря этому, мы можем использовать многие возможности будущего уже сегодня.

## [Итого](https://learn.javascript.ru/intro" \l "итого)

Язык JavaScript уникален благодаря своей полной интеграции с HTML/CSS. Он работает почти у всех посетителей.

…Но хороший JavaScript-программист не должен забывать и о других технологиях.

Ведь наша цель – создание хороших приложений, и здесь Flash, Java и браузерные расширения имеют свои уникальные возможности, которые можно использовать вместе с JavaScript.

Что же касается CoffeeScript, TypeScript и других языков, построенных над JavaScript – они могут быть очень полезны. Рекомендуется посмотреть их, хотя бы в общих чертах, но, конечно, уже после освоения самого JavaScript.

# Справочники и спецификации

В этом разделе мы познакомимся со справочниками и спецификациями.

Если вы только начинаете изучение, то вряд ли они будут нужны прямо сейчас. Тем не менее, эта глава находится в начале, так как предсказать точный момент, когда вы захотите заглянуть в справочник – невозможно, но точно известно, что этот момент настанет.

Поэтому рекомендуется кратко взглянуть на них и взять на заметку, чтобы при необходимости вернуться к ним в будущем.

## [Справочники, и как в них искать](https://learn.javascript.ru/pre-coding" \l "справочники-и-как-в-них-искать)

Самая полная и подробная информация по JavaScript и браузерам есть в справочниках.

Её объём таков, что перевести всё с английского невозможно. Даже сделать «единый полный справочник» не получается, так как изменений много и они происходят постоянно.

Тем не менее, жить вполне можно если знать, куда смотреть.

**Есть три основных справочника по JavaScript на английском языке**:

1. [Mozilla Developer Network](https://developer.mozilla.org/) – содержит информацию, верную для основных браузеров. Также там присутствуют расширения только для Firefox (они помечены).

Когда мне нужно быстро найти «стандартную» информацию по RegExp – ввожу в Google **«RegExp MDN»**, и ключевое слово «MDN» (Mozilla Developer Network) приводит к информации из этого справочника.

1. [MSDN](http://msdn.microsoft.com/) – справочник от Microsoft. Там много информации, в том числе и по JavaScript (они называют его «JScript»). Если нужно что-то, специфичное для IE – лучше лезть сразу туда.

Например, для информации об особенностях RegExp в IE – полезное сочетание: **«RegExp msdn»**. Иногда к поисковой фразе лучше добавить термин «JScript»: **«RegExp msdn jscript»**.

1. [Safari Developer Library](https://developer.apple.com/library/safari/navigation/index.html) – менее известен и используется реже, но в нём тоже можно найти ценную информацию.

Есть ещё справочники, не от разработчиков браузеров, но тоже хорошие:

1. [http://help.dottoro.com](http://help.dottoro.com/) – содержит подробную информацию по HTML/CSS/JavaScript.
2. <http://javascript.ru/manual> – справочник по JavaScript на русском языке, он содержит основную информацию по языку, без функций для работы с документом. К нему можно обращаться и по адресу, если знаете, что искать. Например, так: <http://javascript.ru/RegExp>.
3. [http://www.quirksmode.org](http://www.quirksmode.org/) – информация о браузерных несовместимостях. Этот ресурс сам по себе довольно старый и, в первую очередь, полезен для поддержки устаревших браузеров. Для поиска можно пользоваться комбинацией **«quirksmode onkeypress»** в Google.
4. [http://caniuse.com](http://caniuse.com/) – ресурс о поддержке браузерами новейших возможностей HTML/CSS/JavaScript. Например, для поддержки функций криптографии: <http://caniuse.com/#feat=cryptography>.
5. <https://kangax.github.io/compat-table> – таблица с обзором поддержки спецификации ECMAScript различными платформами.

## [Спецификации](https://learn.javascript.ru/pre-coding" \l "спецификации)

Спецификация – это самый главный, определяющий документ, в котором написано, как себя ведёт JavaScript, браузер, CSS и т.п.

Если что-то непонятно, и справочник не даёт ответ, то спецификация, как правило, раскрывает тему гораздо глубже и позволяет расставить точки над i.

### [Спецификация ECMAScript](https://learn.javascript.ru/pre-coding" \l "спецификация-ecmascript)

Спецификация (формальное описание синтаксиса, базовых объектов и алгоритмов) языка Javascript называется [ECMAScript](http://www.ecma-international.org/publications/standards/Ecma-262.htm).

Её перевод есть на сайте в разделе [стандарт языка](http://es5.javascript.ru/).

**Почему не просто "JavaScript" ?**

Вы можете спросить: «Почему спецификация для JavaScript не называется просто «JavaScript», зачем существует какое-то отдельное название?»

Всё потому, что JavaScript™ – зарегистрированная торговая марка, принадлежащая корпорации Oracle.

Название «ECMAScript» было выбрано, чтобы сохранить спецификацию независимой от владельцев торговой марки.

Спецификация может рассказать многое о том, как работает язык, и она является самым фундаментальным, доверенным источником информации.

### [Спецификации HTML/DOM/CSS](https://learn.javascript.ru/pre-coding" \l "спецификации-html-dom-css)

JavaScript – язык общего назначения, поэтому в спецификации ECMAScript нет ни слова о браузерах.

Главная организация, которая занимается HTML, CSS, XML и множеством других стандартов – [Консорциум Всемирной паутины](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BD%D1%81%D0%BE%D1%80%D1%86%D0%B8%D1%83%D0%BC_%D0%92%D1%81%D0%B5%D0%BC%D0%B8%D1%80%D0%BD%D0%BE%D0%B9_%D0%BF%D0%B0%D1%83%D1%82%D0%B8%D0%BD%D1%8B) (World Wide Consortium, сокращённо W3C).

Информацию о них можно найти на сайте [w3.org](http://w3.org/). К сожалению, найти в этой куче то, что нужно, может быть нелегко, особенно когда неизвестно в каком именно стандарте искать. Самый лучший способ – попросить Google с указанием сайта.

Например, для поиска document.cookie набрать [document.cookie site:w3.org](https://www.google.com/search?q=document.cookie+site%3Aw3.org).

Последние версии стандартов расположены на домене [dev.w3.org](http://dev.w3.org/).

Кроме того, в том, что касается HTML5 и DOM/CSS, W3C активно использует наработки другой организации – [WhatWG](https://whatwg.org/). Поэтому самые актуальные версии спецификаций по этим темам обычно находятся на <https://whatwg.org/specs/>.

Иногда бывает так, что информация на сайте [http://dev.w3.org](http://dev.w3.org/) отличается от [http://whatwg.org](http://whatwg.org/). В этом случае, как правило, следует руководствоваться [http://whatwg.org](http://whatwg.org/).

## [Итого](https://learn.javascript.ru/pre-coding#итого)

Итак, посмотрим какие у нас есть источники информации.

Справочники:

* [Mozilla Developer Network](https://developer.mozilla.org/) – информация для Firefox и большинства браузеров. Google-комбо: "RegExp MDN", ключевое слово «MDN».
* [MSDN](http://msdn.microsoft.com/) – информация по IE. Google-комбо: "RegExp msdn". Иногда лучше добавить термин «JScript»: "RegExp msdn jscript".
* [Safari Developer Library](https://developer.apple.com/library/safari/navigation/index.html) – информация по Safari.
* [http://help.dottoro.com](http://help.dottoro.com/) – подробная информация по HTML/CSS/JavaScript с учётом браузерной совместимости. Google-комбо: "RegExp dottoro".
* <http://javascript.ru/manual> – справочник по JavaScript на русском языке. К нему можно обращаться и по адресу, если знаете, что искать. Например, так: <http://javascript.ru/RegExp>. Google-комбо: "RegExp site:javascript.ru".

Спецификации содержат важнейшую информацию о том, как оно «должно работать»:

* JavaScript, современный стандарт [ES5 (англ)](http://www.ecma-international.org/publications/standards/Ecma-262.htm), и предыдущий [ES3 (рус)](http://javascript.ru/ecma).
* HTML/DOM/CSS – на сайте [http://w3.org](http://www.w3.org/). Google-комбо: "document.cookie site:w3.org".
* …А самые последние версии стандартов – на [http://dev.w3.org](http://dev.w3.org/) и на [http://whatwg.org/specs/](https://whatwg.org/specs/).

То, как оно на самом деле работает и несовместимости:

* <http://quirksmode.org/>. Google-комбо: "innerHeight quirksmode".

Поддержка современных и новейших возможностей браузерами:

* [http://caniuse.com](http://caniuse.com/). Google-комбо: "caniuse geolocation".

# Редакторы для кода

Для разработки обязательно нужен хороший редактор.

Выбранный вами редактор должен иметь в своем арсенале:

1. Подсветку синтаксиса.
2. Автодополнение.
3. «Фолдинг» (от англ. folding) – возможность скрыть-раскрыть блок кода.

## [IDE](https://learn.javascript.ru/editor" \l "ide)

Термин IDE (Integrated Development Environment) – «интегрированная среда разработки», означает редактор, который расширен большим количеством «наворотов», умеет работать со вспомогательными системами, такими как багтрекер, контроль версий, и много чего ещё.

Как правило, IDE загружает весь проект целиком, поэтому может предоставлять автодополнение по функциям всего проекта, удобную навигацию по его файлам и т.п.

Если вы ещё не задумывались над выбором IDE, присмотритесь к следующим вариантам.

* Продукты IntelliJ: [WebStorm](http://www.jetbrains.com/webstorm/), а также в зависимости от дополнительного языка программирования [PHPStorm (PHP)](http://www.jetbrains.com/phpstorm/), [IDEA (Java)](http://www.jetbrains.com/idea/), [RubyMine (Ruby)](http://www.jetbrains.com/ruby/) и другие.
* Visual Studio, в сочетании с разработкой под .NET (Win)
* Продукты на основе Eclipse, в частности [Aptana](http://www.aptana.com/) и Zend Studio
* [Komodo IDE](http://www.activestate.com/komodo-ide) и его облегчённая версия [Komodo Edit](http://www.activestate.com/komodo-edit).
* [Netbeans](http://netbeans.org/)

Почти все они, за исключением Visual Studio, кросс-платформенные.

Сортировка в этом списке ничего не означает. Выбор осуществляется по вкусу и по другим технологиям, которые нужно использовать вместе с JavaScript.

Большинство IDE – платные, с возможностью скачать и бесплатно использовать некоторое время. Но их стоимость, по сравнению с зарплатой веб-разработчика, невелика, поэтому ориентироваться можно на удобство.

## [Лёгкие редакторы](https://learn.javascript.ru/editor" \l "лёгкие-редакторы)

Лёгкие редакторы – не такие мощные, как IDE, но они быстрые и простые, мгновенно стартуют.

Основная сфера применения лёгкого редактора – мгновенно открыть нужный файл, чтобы что-то в нём поправить.

На практике «лёгкие» редакторы могут обладать большим количеством плагинов, так что граница между IDE и «лёгким» редактором размыта, спорить что именно редактор, а что IDE – не имеет смысла.

Достойны внимания:

* [Sublime Text](http://www.sublimetext.com/) (кросс-платформенный, shareware).
* [Atom](https://atom.io/) (кросс-платформенный, free).
* [SciTe](http://www.scintilla.org/) простой, легкий и очень быстрый (Windows, бесплатный).
* [Notepad++](http://sourceforge.net/projects/notepad-plus/) (Windows, бесплатный).
* Vim, Emacs. Если умеете их готовить.

## [Мои редакторы](https://learn.javascript.ru/editor" \l "мои-редакторы)

Лично мои любимые редакторы:

* Как IDE – редакторы от Jetbrains: для чистого JavaScript [WebStorm](http://www.jetbrains.com/webstorm/), если ещё какой-то язык, то в зависимости от языка: [PHPStorm (PHP)](http://www.jetbrains.com/phpstorm/), [IDEA (Java)](http://www.jetbrains.com/idea/), [RubyMine (Ruby)](http://www.jetbrains.com/ruby/). У них есть и другие редакторы под разные языки, но я ими не пользовался.
* Как быстрый редактор – [Sublime Text](http://www.sublimetext.com/).
* Иногда Visual Studio, если разработка идёт под платформу .NET (Win).

Если не знаете, что выбрать – можно посмотреть на них ;)

## [Не будем ссориться](https://learn.javascript.ru/editor" \l "не-будем-ссориться)

В списках выше перечислены редакторы, которые использую я или мои знакомые – хорошие разработчики. Конечно, существуют и другие отличные редакторы, если вам что-то нравится – пользуйтесь.

Выбор редактора, как и любого инструмента, во многом индивидуален и зависит от ваших проектов, привычек, личных предпочтений.

# Консоль разработчика

При разработке скриптов всегда возможны ошибки… Впрочем, что я говорю? У вас абсолютно точно будут ошибки, если конечно вы – человек, а не [робот](http://ru.wikipedia.org/wiki/%D0%91%D0%B5%D0%BD%D0%B4%D0%B5%D1%80_(%D0%A4%D1%83%D1%82%D1%83%D1%80%D0%B0%D0%BC%D0%B0)).

Чтобы читать их в удобном виде, а также получать массу полезной информации о выполнении скриптов, в браузерах есть инструменты разработки.

**Для разработки рекомендуется использовать Chrome или Firefox.**

Другие браузеры, как правило, находятся в положении «догоняющих» по возможностям встроенных инструментов разработки. Если ошибка, к примеру, именно в Internet Explorer, тогда уже смотрим конкретно в нём, но обычно – Chrome/Firefox.

В инструментах разработчика предусмотрена масса возможностей, но на текущем этапе мы просто посмотрим, как их открывать, смотреть в консоли ошибки и запускать команды JavaScript.

## [Google Chrome](https://learn.javascript.ru/devtools" \l "google-chrome)

Откройте страницу [bug.html](https://learn.javascript.ru/article/devtools/bug.html).

В её JavaScript-коде есть ошибка. Конечно, обычному посетителю она не видна, нужно открыть инструменты разработчика.

Для этого используйте клавишу F12 под Windows, а если у вас Mac, то Cmd+Opt+J.

При этом откроются инструменты разработчика и вкладка Console, в которой будет ошибка.

Выглядеть будет примерно так:
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* При клике на bug.html вы перейдёте во вкладку с кодом к месту ошибки, там будет и краткое описание ошибки. В данном случае ошибка вызвана строкой lalala, которая интерпретатору непонятна.
* В этом же окошке вы можете набирать команды на JavaScript. Например, наберите alert("Hello") – команду вывода сообщения и запустите её нажатием Enter. Мы познакомимся с этой и другими командами далее.
* Для перевода курсора на следующую строку (если команда состоит из нескольких строк) – используется сочетание Shift+Enter.

Далее в учебнике мы подробнее рассмотрим отладку в Chrome в главе [Отладка в браузере Chrome](https://learn.javascript.ru/debugging-chrome).

## [Firefox](https://learn.javascript.ru/devtools" \l "firefox)

Для разработки в Firefox используется расширение Firebug.

1. Первым делом его надо установить.

Это можно сделать со страницы <https://addons.mozilla.org/ru/firefox/addon/firebug/>.

Перезапустите браузер. Firebug появится в правом-нижнем углу окна:
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Если иконки не видно – возможно, у вас выключена панель расширений. Нажмите Ctrl+\ для её отображения.

Ну а если её нет и там, то нажмите F12 – это горячая клавиша для запуска Firebug, расширение появится, если установлено.

1. Далее, для того чтобы консоль заработала, её надо включить.

Если консоль уже была включена ранее, то этот шаг не нужен, но если она серая – выберите в меню Консоль и включите её:
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1. Для того, чтобы Firebug работал без глюков, желательно сначала открыть Firebug, а уже потом – зайти на страницу.

С открытым Firebug зайдите на страницу с ошибкой: [bug.html](https://learn.javascript.ru/devtools/bug.html).

Консоль покажет ошибку:
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Кликните на строчке с ошибкой и браузер покажет исходный код. При необходимости включайте дополнительные панели.

Как и в Chrome, можно набирать и запускать команды. Область для команд на рисунке находится справа, запуск команд осуществляется нажатием Ctrl+Enter (для Mac – Cmd+Enter).

Можно перенести её вниз, нажав на кнопочку ![https://learn.javascript.ru/article/devtools/firefox_console_down.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAANCAAAAACF0LH4AAAAuUlEQVQIHQXBC06DQBQF0HtfpzCTGNBE0yaUsg/3vw0Tq7Sm2PCxKDDMx3M4AtO1/p71S7E3ABQwfpx6H/x8n8sHQEV7eesD4P3NbaoEwp/P1gEAXFsPEWrt2hAigRjR9Y9Q/vfvgBMZY4Wv0UEEaJIjAo5JA4oIjFnqtJQyrRdjSGGW0Z71qz5bZhmpmJfTsNSNXZgfcoESXfj3YbXc5lWhCd4Rptu1W9Kn3bMRgGNk9KsLorYbRvAfk1ZbVBrOBUoAAAAASUVORK5CYII=) (на рисунке её не видно, но она присутствует в правом нижнем углу панели разработки).

Об основных возможностях можно прочитать на сайте [firebug.ru](http://firebug.ru/).

## [Internet Explorer](https://learn.javascript.ru/devtools" \l "internet-explorer)

Панель разработчика запускается нажатием F12.

Откройте её и зайдите на страницу с ошибкой: [bug.html](https://learn.javascript.ru/devtools/bug.html). Если вы разобрались с Chrome/Firefox, то дальнейшее будет вам более-менее понятно, так как инструменты IE построены позже и по аналогии с Chrome/Firefox.

## [Safari](https://learn.javascript.ru/devtools" \l "safari)

Горячие клавиши: Ctrl+Shift+I, Ctrl+Alt+C для Mac – Cmd вместо Ctrl.

Для доступа к функционалу разработки через меню:

1. В Safari первым делом нужно активировать меню разработки.

Откройте меню, нажав на колесико справа-сверху и выберите Настройки.

Затем вкладка Дополнительно:
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Отметьте Показывать меню "Разработка" в строке меню. Закройте настройки.

1. Нажмите на колесико и выберите Показать строку меню.

Инструменты будут доступны в появившейся строке меню, в пункте Разработка.

## [Итого](https://learn.javascript.ru/devtools#итого)

Мы разобрали, как открывать инструменты разработчика и смотреть ошибки, а также запускать простые команды, не отходя от браузера.

Далее мы приступим к изучению JavaScript.

# Привет, мир!

В этой статье мы создадим простой скрипт и посмотрим, как он работает.

## [Тег SCRIPT](https://learn.javascript.ru/hello-world" \l "тег-script)

**А побыстрее?**

В том (и только в том!) случае, если читатель нетерпелив и уже разрабатывал на JavaScript или имеет достаточно опыта в другом языке программировании, он может не читать каждую статью этого раздела, а перепрыгнуть сразу к главе [Всё вместе: особенности JavaScript](https://learn.javascript.ru/javascript-specials). Там будет кратко самое основное.

Если же у вас есть достаточно времени и желание начать с азов, то читайте дальше :)

Программы на языке JavaScript можно вставить в любое место HTML при помощи тега SCRIPT. Например:

<!DOCTYPE HTML>

<html>

<head>

<!-- Тег meta для указания кодировки -->

<meta charset="utf-8">

</head>

<body>

<p>Начало документа...</p>

<script>

alert( 'Привет, Мир!' );

</script>

<p>...Конец документа</p>

</body>

</html>

Этот пример использует следующие элементы:

**<script> ... </script>**

Тег script содержит исполняемый код. Предыдущие стандарты HTML требовали обязательного указания атрибута type, но сейчас он уже не нужен. Достаточно просто <script>.

Браузер, когда видит <script>:

1. Начинает отображать страницу, показывает часть документа до script
2. Встретив тег script, переключается в JavaScript-режим и не показывает, а исполняет его содержимое.
3. Закончив выполнение, возвращается обратно в HTML-режим и только тогда отображает оставшуюся часть документа.

Попробуйте этот пример в действии, и вы сами всё увидите.

**alert(сообщение)**

Отображает окно с сообщением и ждёт, пока посетитель не нажмёт «Ок».

**Кодировка и тег META**

При попытке сделать такой же файл у себя на диске и запустить, вы можете столкнуться с проблемой – выводятся «кракозяблы», «квадратики» и «вопросики» вместо русского текста.

Чтобы всё было хорошо, нужно:

1. Убедиться, что в HEAD есть строка <meta charset="utf-8">. Если вы будете открывать файл с диска, то именно он укажет браузеру кодировку.
2. Убедиться, что редактор сохранил файл именно в кодировке UTF-8, а не, скажем, в windows-1251.

Указание кодировки – часть обычного HTML, я упоминаю об этом «на всякий случай», чтобы не было сюрпризов при запуске примеров локально.

## [Современная разметка для SCRIPT](https://learn.javascript.ru/hello-world" \l "современная-разметка-для-script)

В старых скриптах оформление тега SCRIPT было немного сложнее. В устаревших руководствах можно встретить следующие элементы:

**Атрибут <script type=…>**

В отличие от HTML5, стандарт HTML 4 требовал обязательного указания этого атрибута. Выглядел он так: type="text/javascript". Если указать другое значение type, то скрипт выполнен не будет.

В современной разработке атрибут type не обязателен.

**Атрибут <script language=…>**

Этот атрибут предназначен для указания языка, на котором написан скрипт. По умолчанию, язык – JavaScript, так что и этот атрибут ставить не обязательно.

**Комментарии до и после скриптов**

В совсем старых руководствах и книгах иногда рекомендуют использовать HTML-комментарии внутри SCRIPT, чтобы спрятать Javascript от браузеров, которые не поддерживают его.

Выглядит это примерно так:

<script type="text/javascript"><!--

...

//--></script>

Браузер, для которого предназначались такие трюки, очень старый Netscape, давно умер. Поэтому в этих комментариях нет нужды.

Итак, для вставки скрипта мы просто пишем <script>, без дополнительных атрибутов и комментариев.

# Внешние скрипты, порядок исполнения

Если JavaScript-кода много – его выносят в отдельный файл, который подключается в HTML:

<script src="/path/to/script.js"></script>

Здесь /path/to/script.js – это абсолютный путь к файлу, содержащему скрипт (из корня сайта).

Браузер сам скачает скрипт и выполнит.

Можно указать и полный URL, например:

<script src="https://cdnjs.cloudflare.com/ajax/libs/lodash.js/4.3.0/lodash.js"></script>

Вы также можете использовать путь относительно текущей страницы. Например, src="lodash.js"обозначает файл из текущей директории.

Чтобы подключить несколько скриптов, используйте несколько тегов:

<script src="/js/script1.js"></script>

<script src="/js/script2.js"></script>

...

**На заметку:**

Как правило, в HTML пишут только самые простые скрипты, а сложные выносят в отдельный файл.

Браузер скачает его только первый раз и в дальнейшем, при правильной настройке сервера, будет брать из своего [кеша](http://ru.wikipedia.org/wiki/%D0%9A%D1%8D%D1%88).

Благодаря этому один и тот же большой скрипт, содержащий, к примеру, библиотеку функций, может использоваться на разных страницах без полной перезагрузки с сервера.

**Если указан атрибут src, то содержимое тега игнорируется.**

В одном теге SCRIPT нельзя одновременно подключить внешний скрипт и указать код.

Вот так не сработает:

<script src="file.js">

alert(1); // так как указан src, то внутренняя часть тега игнорируется

</script>

Нужно выбрать: либо SCRIPT идёт с src, либо содержит код. Тег выше следует разбить на два: один – с src, другой – с кодом, вот так:

<script src="file.js"></script>

<script>

alert( 1 );

</script>

## [Асинхронные скрипты: defer/async](https://learn.javascript.ru/external-script" \l "асинхронные-скрипты-defer-async)

Браузер загружает и отображает HTML постепенно. Особенно это заметно при медленном интернет-соединении: браузер не ждёт, пока страница загрузится целиком, а показывает ту часть, которую успел загрузить.

Если браузер видит тег <script>, то он по стандарту обязан сначала выполнить его, а потом показать оставшуюся часть страницы.

Например, в примере ниже – пока все кролики не будут посчитаны – нижний <p> не будет показан:

<!DOCTYPE HTML>

<html>

<head>

<meta charset="utf-8">

</head>

<body>

<p>Начинаем считать:</p>

<script>

alert( 'Первый кролик!' );

alert( 'Второй кролик!' );

alert( 'Третий кролик!' );

</script>

<p>Кролики посчитаны!</p>

</body>

</html>

Такое поведение называют «синхронным». Как правило, оно вполне нормально, но есть важное следствие.

**Если скрипт – внешний, то пока браузер не выполнит его, он не покажет часть страницы под ним.**

То есть, в таком документе, пока не загрузится и не выполнится big.js, содержимое <body> будет скрыто:

<html>

<head>

<script src="big.js"></script>

</head>

<body>

Этот текст не будет показан, пока браузер не выполнит big.js.

</body>

</html>

И здесь вопрос – действительно ли мы этого хотим? То есть, действительно ли оставшуюся часть страницы нельзя показывать до загрузки скрипта?

Есть ситуации, когда мы не только НЕ хотим такой задержки, но она даже опасна.

Например, если мы подключаем внешний скрипт, который показывает рекламу или вставляет счётчик посещений, а затем идёт наша страница. Конечно, неправильно, что пока счётчик или реклама не подгрузятся – оставшаяся часть страницы не показывается. Счётчик посещений не должен никак задерживать отображение страницы сайта. Реклама тоже не должна тормозить сайт и нарушать его функционал.

А что, если сервер, с которого загружается внешний скрипт, перегружен? Посетитель в этом случае может ждать очень долго!

Вот пример, с подобным скриптом (стоит искусственная задержка загрузки):

<p>Важная информация не покажется, пока не загрузится скрипт.</p>

<script src="https://js.cx/hello/ads.js?speed=0"></script>

<p>...Важная информация!</p>

Что делать?

Можно поставить все подобные скрипты в конец страницы – это уменьшит проблему, но не избавит от неё полностью, если скриптов несколько. Допустим, в конце страницы 3 скрипта, и первый из них тормозит – получается, другие два его будут ждать – тоже нехорошо.

Кроме того, браузер дойдёт до скриптов, расположенных в конце страницы, они начнут грузиться только тогда, когда вся страница загрузится. А это не всегда правильно. Например, счётчик посещений наиболее точно сработает, если загрузить его пораньше.

Поэтому «расположить скрипты внизу» – не лучший выход.

Кардинально решить эту проблему помогут атрибуты async или defer:

**Атрибут async**

Поддерживается всеми браузерами, кроме IE9-. Скрипт выполняется полностью асинхронно. То есть, при обнаружении <script async src="..."> браузер не останавливает обработку страницы, а спокойно работает дальше. Когда скрипт будет загружен – он выполнится.

**Атрибут defer**

Поддерживается всеми браузерами, включая самые старые IE. Скрипт также выполняется асинхронно, не заставляет ждать страницу, но есть два отличия от async.

Первое – браузер гарантирует, что относительный порядок скриптов с defer будет сохранён.

То есть, в таком коде (с async) первым сработает тот скрипт, который раньше загрузится:

<script src="1.js" async></script>

<script src="2.js" async></script>

А в таком коде (с defer) первым сработает всегда 1.js, а скрипт 2.js, даже если загрузился раньше, будет его ждать.

<script src="1.js" defer></script>

<script src="2.js" defer></script>

Поэтому атрибут defer используют в тех случаях, когда второй скрипт 2.js зависит от первого 1.js, к примеру – использует что-то, описанное первым скриптом.

Второе отличие – скрипт с defer сработает, когда весь HTML-документ будет обработан браузером.

Например, если документ достаточно большой…

<script src="async.js" async></script>

<script src="defer.js" defer></script>

Много много много букв

…То скрипт async.js выполнится, как только загрузится – возможно, до того, как весь документ готов. А defer.js подождёт готовности всего документа.

Это бывает удобно, когда мы в скрипте хотим работать с документом, и должны быть уверены, что он полностью получен.

**async вместе с defer**

При одновременном указании async и defer в современных браузерах будет использован только async, в IE9- – только defer (не понимает async).

**Атрибуты async/defer – только для внешних скриптов**

Атрибуты async/defer работают только в том случае, если назначены на внешние скрипты, т.е. имеющие src.

При попытке назначить их на обычные скрипты <script>…</script>, они будут проигнороированы.

Тот же пример с async:

<p>Важная информация теперь не ждёт, пока загрузится скрипт...</p>

<script async src="https://js.cx/hello/ads.js?speed=0"></script>

<p>...Важная информация!</p>

При запуске вы увидите, что вся страница отобразилась тут же, а alert из внешнего скрипта появится позже, когда загрузится скрипт.

**Эти атрибуты давно «в ходу»**

Большинство современных систем рекламы и счётчиков знают про эти атрибуты и используют их.

Перед вставкой внешнего тега <script> понимающий программист всегда проверит, есть ли у него подобный атрибут. Иначе медленный скрипт может задержать загрузку страницы.

**Забегая вперёд**

Для продвинутого читателя, который знает, что теги <script> можно добавлять на страницу в любой момент при помощи самого javascript, заметим, что скрипты, добавленные таким образом, ведут себя так же, как async. То есть, выполняются как только загрузятся, без сохранения относительного порядка.

Если же нужно сохранить порядок выполнения, то есть добавить несколько скриптов, которые выполнятся строго один за другим, то используется свойство script.async = false.

Выглядит это примерно так:

function addScript(src){

var script = document.createElement('script');

script.src = src;

script.async = false; // чтобы гарантировать порядок

document.head.appendChild(script);

}

addScript('1.js'); // загружаться эти скрипты начнут сразу

addScript('2.js'); // выполнятся, как только загрузятся

addScript('3.js'); // но, гарантированно, в порядке 1 -> 2 -> 3

Более подробно работу со страницей мы разберём во второй части учебника.

## [Итого](https://learn.javascript.ru/external-script#итого)

* Скрипты вставляются на страницу как текст в теге <script>, либо как внешний файл через <script src="путь"></script>
* Специальные атрибуты async и defer используются для того, чтобы пока грузится внешний скрипт – браузер показал остальную (следующую за ним) часть страницы. Без них этого не происходит.
* Разница между async и defer: атрибут defer сохраняет относительную последовательность скриптов, а async – нет. Кроме того, defer всегда ждёт, пока весь HTML-документ будет готов, а async – нет.

Очень важно не только читать учебник, но делать что-то самостоятельно.

Решите задачки, чтобы удостовериться, что вы всё правильно поняли.

# Структура кода

В этой главе мы рассмотрим общую структуру кода, команды и их разделение.

## [Команды](https://learn.javascript.ru/structure" \l "команды)

Раньше мы уже видели пример команды: alert('Привет, мир!') выводит сообщение.

Для того, чтобы добавить в код ещё одну команду – можно поставить её после точки с запятой.

Например, вместо одного вызова alert сделаем два:

alert('Привет'); alert('Мир');

Как правило, каждая команда пишется на отдельной строке – так код лучше читается:

alert('Привет');

alert('Мир');

## [Точка с запятой](https://learn.javascript.ru/structure" \l "semicolon)

Точку с запятой во многих случаях можно не ставить, если есть переход на новую строку.

Так тоже будет работать:

alert('Привет')

alert('Мир')

В этом случае JavaScript интерпретирует переход на новую строчку как разделитель команд и автоматически вставляет «виртуальную» точку с запятой между ними.

**Однако, важно то, что «во многих случаях» не означает «всегда»!**

Например, запустите этот код:

alert(3 +

1

+ 2);

Выведет 6.

То есть, точка с запятой не ставится. Почему? Интуитивно понятно, что здесь дело в «незавершённом выражении», конца которого JavaScript ждёт с первой строки и поэтому не ставит точку с запятой. И здесь это, пожалуй, хорошо и приятно.

**Но в некоторых важных ситуациях JavaScript «забывает» вставить точку с запятой там, где она нужна.**

Таких ситуаций не так много, но ошибки, которые при этом появляются, достаточно сложно обнаруживать и исправлять.

Чтобы не быть голословным, вот небольшой пример.

Такой код работает:

[1, 2].forEach(alert)

Он выводит по очереди 1, 2. Почему он работает – сейчас не важно, позже разберёмся.

Важно, что вот такой код уже работать не будет:

alert("Сейчас будет ошибка")

[1, 2].forEach(alert)

Выведется только первый alert, а дальше – ошибка. Потому что перед квадратной скобкой JavaScript точку с запятой не ставит, а как раз здесь она нужна (упс!).

Если её поставить, то всё будет в порядке:

alert( "Сейчас будет ошибка" );

[1, 2].forEach(alert)

**Поэтому в JavaScript рекомендуется точки с запятой ставить. Сейчас это, фактически, стандарт, которому следуют все большие проекты.**

## [Комментарии](https://learn.javascript.ru/structure" \l "комментарии)

Со временем программа становится большой и сложной. Появляется необходимость добавить комментарии, которые объясняют, что происходит и почему.

Комментарии могут находиться в любом месте программы и никак не влияют на её выполнение. Интерпретатор JavaScript попросту игнорирует их.

Однострочные комментарии начинаются с двойного слэша //. Текст считается комментарием до конца строки:

// Команда ниже говорит "Привет"

alert( 'Привет' );

alert( 'Мир' ); // Второе сообщение выводим отдельно

Многострочные комментарии начинаются слешем-звездочкой «/\*» и заканчиваются звездочкой-слэшем «\*/», вот так:

/\* Пример с двумя сообщениями.

Это - многострочный комментарий.

\*/

alert( 'Привет' );

alert( 'Мир' );

Всё содержимое комментария игнорируется. Если поместить код внутрь /\* … \*/ или после // – он не выполнится.

/\* Закомментировали код

alert( 'Привет' );

\*/

alert( 'Мир' );

**Используйте горячие клавиши!**

В большинстве редакторов комментарий можно поставить горячей клавишей, обычно это Ctrl+/для однострочных и что-то вроде Ctrl+Shift+/ – для многострочных комментариев (нужно выделить блок и нажать сочетание клавиш). Детали смотрите в руководстве по редактору.

**Вложенные комментарии не поддерживаются!**

В этом коде будет ошибка:

/\*

/\* вложенный комментарий ?!? \*/

\*/

alert('Мир');

Не бойтесь комментариев. Чем больше кода в проекте – тем они важнее. Что же касается увеличения размера кода – это не страшно, т.к. существуют инструменты сжатия JavaScript, которые при публикации кода легко их удалят.

На следующих занятиях мы поговорим о переменных, блоках и других структурных элементах программы на JavaScript.

# Современный стандарт, "use strict"

Очень долго язык JavaScript развивался без потери совместимости. Новые возможности добавлялись в язык, но старые – никогда не менялись, чтобы не «сломать» уже существующие HTML/JS-страницы с их использованием.

Однако, это привело к тому, что любая ошибка в дизайне языка становилась «вмороженной» в него навсегда.

Так было до появления стандарта ECMAScript 5 (ES5), который одновременно добавил новые возможности и внёс в язык ряд исправлений, которые могут привести к тому, что старый код, который был написан до его появления, перестанет работать.

Чтобы этого не случилось, решили, что по умолчанию эти опасные изменения будут выключены, и код будет работать по-старому. А для того, чтобы перевести код в режим полного соответствия современному стандарту, нужно указать специальную директиву use strict.

Эта директива не поддерживается IE9-.

## [Директива use strict](https://learn.javascript.ru/strict-mode" \l "директива-use-strict)

Директива выглядит как строка "use strict"; или 'use strict'; и ставится в начале скрипта.

Например:

"use strict";

// этот код будет работать по современному стандарту ES5

...

**Отменить действие use strict никак нельзя**

Не существует директивы no use strict или подобной, которая возвращает в старый режим.

Если уж вошли в современный режим, то это дорога в один конец.

**use strict для функций**

Через некоторое время мы будем проходить [функции](https://learn.javascript.ru/function-basics). На будущее заметим, что use strict также можно указывать в начале функций, тогда строгий режим будет действовать только внутри функции.

В следующих главах мы будем подробно останавливаться на отличиях в работе языка при use strict и без него.

## [Нужен ли мне «use strict»?](https://learn.javascript.ru/strict-mode" \l "нужен-ли-мне-use-strict)

Если говорить абстрактно, то – да, нужен. В строгом режиме исправлены некоторые ошибки в дизайне языка, и вообще, современный стандарт – это хорошо.

Однако, есть и две проблемы.

**Поддержка браузеров IE9-, которые игнорируют "use strict".**

Предположим, что мы, используя "use strict", разработали код и протестировали его в браузере Chrome. Всё работает… Однако, вероятность ошибок при этом в IE9- выросла! Он-то всегда работает по старому стандарту, а значит, иногда по-другому. Возникающие ошибки придётся отлаживать уже в IE9-, и это намного менее приятно, нежели в Chrome.

Впрочем, проблема не так страшна. Несовместимостей мало. И если их знать (а в учебнике мы будем останавливаться на них) и писать правильный код, то всё будет в порядке и "use strict" станет нашим верным помощником.

**Библиотеки, написанные без учёта "use strict".**

Некоторые библиотеки, которые написаны без "use strict", не всегда корректно работают, если вызывающий код содержит "use strict".

В первую очередь имеются в виду сторонние библиотеки, которые писали не мы, и которые не хотелось бы переписывать или править.

Таких библиотек мало, но при переводе давно существующих проектов на "use strict" эта проблема возникает с завидной регулярностью.

Вывод?

**Писать код с use strict следует лишь в том случае, если вы уверены, что описанных выше проблем не будет.**

Конечно же, весь код, который находится в этом учебнике, корректно работает в режиме "use strict".

## [ES5-shim](https://learn.javascript.ru/strict-mode" \l "es5-shim)

Браузер IE8 поддерживает только совсем старую версию стандарта JavaScript, а именно ES3.

К счастью, многие возможности современного стандарта можно добавить в этот браузер, подключив библиотеку [ES5 shim](https://github.com/es-shims/es5-shim), а именно – скрипты es5-shim.js и es5-sham.js из неё.

## [Итого](https://learn.javascript.ru/strict-mode#итого)

В этой главе мы познакомились с понятием «строгий режим».

Далее мы будем предполагать, что разработка ведётся либо в современном браузере, либо в IE8- с подключённым [ES5 shim](https://github.com/es-shims/es5-shim). Это позволит нам использовать большинство возможностей современного JavaScript во всех браузерах.

Очень скоро, буквально в следующей главе, мы увидим особенности строгого режима на конкретных примерах.

# Переменные

В зависимости от того, для чего вы делаете скрипт, понадобится работать с информацией.

Если это электронный магазин – то это товары, корзина. Если чат – посетители, сообщения и так далее.

Чтобы хранить информацию, используются переменные.

## [Переменная](https://learn.javascript.ru/variables" \l "переменная)

Переменная состоит из имени и выделенной области памяти, которая ему соответствует.

Для объявления или, другими словами, создания переменной используется ключевое слово var:

var message;

После объявления, можно записать в переменную данные:

var message;

message = 'Hello'; // сохраним в переменной строку

Эти данные будут сохранены в соответствующей области памяти и в дальнейшем доступны при обращении по имени:

var message;

message = 'Hello!';

alert( message ); // выведет содержимое переменной

Для краткости можно совместить объявление переменной и запись данных:

var message = 'Hello!';

Можно даже объявить несколько переменных сразу:

var user = 'John', age = 25, message = 'Hello';

### [Аналогия из жизни](https://learn.javascript.ru/variables" \l "аналогия-из-жизни)

Проще всего понять переменную, если представить её как «коробку» для данных, с уникальным именем.

Например, переменная message – это коробка, в которой хранится значение "Hello!":
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В коробку можно положить любое значение, а позже – поменять его. Значение в переменной можно изменять сколько угодно раз:

var message;

message = 'Hello!';

message = 'World!'; // заменили значение

alert( message );

При изменении значения старое содержимое переменной удаляется.
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Можно объявить две переменные и копировать данные из одной в другую:

var hello = 'Hello world!';

var message;

// скопировали значение

message = hello;

alert( hello ); // Hello world!

alert( message ); // Hello world!

**На заметку:**

Существуют [функциональные](http://ru.wikipedia.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA_%D1%84%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B3%D0%BE_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) языки программирования, в которых значение переменной менять нельзя. Например, [Scala](http://www.scala-lang.org/) или [Erlang](http://www.erlang.org/).

В таких языках положил один раз значение в коробку – и оно хранится там вечно, ни удалить ни изменить. А нужно что-то другое сохранить – изволь создать новую коробку (объявить новую переменную), повторное использование невозможно.

С виду – не очень удобно, но, как ни странно, и на таких языках вполне можно успешно программировать. Более того, оказывается, что в ряде областей, например в распараллеливании вычислений, они имеют преимущества. Изучение какого-нибудь функционального языка рекомендуется для расширения кругозора.

## [Имена переменных](https://learn.javascript.ru/variables" \l "variable-naming)

На имя переменной в JavaScript наложены всего два ограничения.

1. Имя может состоять из: букв, цифр, символов $ и \_
2. Первый символ не должен быть цифрой.

Например:

var myName;

var test123;

**Что особенно интересно – доллар '$' и знак подчеркивания '\_' являются такими же обычными символами, как буквы:**

var $ = 1; // объявили переменную с именем '$'

var \_ = 2; // переменная с именем '\_'

alert( $ + \_ ); // 3

А такие переменные были бы неправильными:

var 1a; // начало не может быть цифрой

var my-name; // дефис '-' не является разрешенным символом

**Регистр букв имеет значение**

Переменные apple и AppLE – две разные переменные.

**Русские буквы допустимы, но не рекомендуются**

В названии переменных можно использовать и русские буквы, например:

var имя = "Вася";

alert( имя ); // "Вася"

Технически, ошибки здесь нет, но на практике сложилась традиция использовать в именах только английские буквы.

**Зарезервированные имена**

Существует список зарезервированных слов, которые нельзя использовать для переменных, так как они используются самим языком, например: var, class, return, export и др.

Например, такой пример выдаст синтаксическую ошибку:

var return = 5; // ошибка

alert(return);

## [Важность директивы var](https://learn.javascript.ru/variables" \l "важность-директивы-var)

В старом стандарте JavaScript разрешалось создавать переменную и без var, просто присвоив ей значение:

num = 5; // переменная num будет создана, если ее не было

В режиме "use strict" так делать уже нельзя.

Следующий код выдаст ошибку:

"use strict";

num = 5; // error: num is not defined

Обратим внимание, директиву use strict нужно ставить до кода, иначе она не сработает:

var something;

"use strict"; // слишком поздно

num = 5; // ошибки не будет, так как строгий режим не активирован

**Ошибка в IE8- без var**

Если же вы собираетесь поддерживать IE8-, то у меня для вас ещё одна причина всегда использовать var.

Следущий документ в IE8- ничего не выведет, будет ошибка:

<div id="test"></div>

<script>

test = 5; // здесь будет ошибка!

alert( test ); // не сработает

</script>

Это потому, что переменная test не объявлена через var и совпадает с id элемента <div>. Даже не спрашивайте почему – это ошибка в браузере IE до версии 9.

Самое «забавное» то, что такая ошибка присвоения значений будет только в IE8- и только если на странице присутствует элемент с совпадающим с именем id.

Такие ошибки особенно «весело» исправлять и отлаживать.

Вывод простой – всегда объявляем переменные через var, и сюрпризов не будет. Даже в старых IE.

## [Константы](https://learn.javascript.ru/variables" \l "константы)

Константа – это переменная, которая никогда не меняется. Как правило, их называют большими буквами, через подчёркивание. Например:

var COLOR\_RED = "#F00";

var COLOR\_GREEN = "#0F0";

var COLOR\_BLUE = "#00F";

var COLOR\_ORANGE = "#FF7F00";

var color = COLOR\_ORANGE;

alert( color ); // #FF7F00

Технически, константа является обычной переменной, то есть её можно изменить. Но мы договариваемся этого не делать.

Зачем нужны константы? Почему бы просто не писать var color = "#FF7F00"?

1. Во-первых, константа COLOR\_ORANGE – это понятное имя. По присвоению var color="#FF7F00"непонятно, что цвет – оранжевый. Иными словами, константа COLOR\_ORANGE является «понятным псевдонимом» для значения #FF7F00.
2. Во-вторых, опечатка в строке, особенно такой сложной как #FF7F00, может быть не замечена, а в имени константы её допустить куда сложнее.

**Константы используют вместо строк и цифр, чтобы сделать программу понятнее и избежать ошибок.**

## [Итого](https://learn.javascript.ru/variables#итого)

* В JavaScript можно объявлять переменные для хранения данных. Это делается при помощи var.
* Технически, можно просто записать значение и без объявления переменной, однако по ряду причин это не рекомендуется.
* Вместе с объявлением можно сразу присвоить значение: var x = 10.
* Переменные, которые названы БОЛЬШИМИ\_БУКВАМИ, являются константами, то есть никогда не меняются. Как правило, они используются для удобства, чтобы было меньше ошибок.

# Правильный выбор имени переменной

Правильный выбор имени переменной – одна из самых важных и сложных вещей в программировании, которая отличает начинающего от гуру.

Дело в том, что большинство времени мы тратим не на изначальное написание кода, а на его развитие.

Возможно, эти слова не очевидны, если вы пока что ничего большого не писали или пишете код «только для чтения» (написал 5 строк, отдал заказчику и забыл). Но чем более серьёзные проекты вы будете делать, тем более актуальны они будут для вас.

Что такое это «развитие»? Это когда я вчера написал код, а сегодня (или спустя неделю) прихожу и хочу его поменять. Например, вывести сообщение не так, а эдак… Обработать товары по-другому, добавить функционал… А где у меня там сообщение хранится? А где товар?..

Гораздо проще найти нужные данные, если они правильно помечены, то есть когда переменная названа правильно.

## [Правила именования](https://learn.javascript.ru/variable-names" \l "правила-именования)

* **Правило 1.**

**Никакого транслита. Только английский.**

Неприемлемы:

var moiTovari;

var cena;

var ssilka;

Подойдут:

var myGoods;

var price;

var link;

Чем плох транслит?

Во-первых, среди разработчиков всего мира принято использовать английский язык для имён переменных. И если ваш код потом попадёт к кому-то другому, например вы будете в команде больше чем из одного человека, то велик шанс, что транслит ему не понравится.

Во-вторых, русский транслит хуже читается и длиннее, чем названия на английском.

В-третьих, в проектах вы наверняка будете применять библиотеки, написанные другими людьми. Многое уже готово, в распоряжении современного разработчика есть масса инструментов, все они используют названия переменных и функций на английском языке, и вы, конечно, будете их использовать. А от кода, где транслит перемешан с английским – волосы могут встать дыбом, и не только на голове.

Если вы вдруг не знаете английский – самое время выучить.

* **Правило 2.**

**Использовать короткие имена только для переменных «местного значения».**

Называть переменные именами, не несущими смысловой нагрузки, например a, e, p, mg – можно только в том случае, если они используются в небольшом фрагменте кода и их применение очевидно.

Вообще же, название переменной должно быть понятным. Иногда для этого нужно использовать несколько слов.

* **Правило 3.**

**Переменные из нескольких слов пишутся вместеВотТак.**

Например:

var borderLeftWidth;

Этот способ записи называется «верблюжьей нотацией» или, по-английски, «camelCase».

Существует альтернативный стандарт, когда несколько слов пишутся через знак подчеркивания '\_':

var border\_left\_width;

Преимущественно в JavaScript используется вариант borderLeftWidth, в частности во встроенных языковых и браузерных функциях. Поэтому целесообразно остановиться на нём.

Ещё одна причина выбрать «верблюжью нотацию» – запись в ней немного короче, чем с подчеркиванием, т.к. не нужно вставлять '\_'.

* **Правило последнее, главное.**

**Имя переменной должно максимально чётко соответствовать хранимым в ней данным.**

Придумывание таких имен – одновременно коротких и точных, при которых всегда понятно, что где лежит, приходит с опытом, но только если сознательно стремиться к этому.

Позвольте поделиться одним небольшим секретом, который очень прост, но позволит улучшить названия переменных и сэкономит время.

Бывает так, что, написав код, мы через некоторое время к нему возвращаемся, надо что-то поправить. И мы примерно помним, что переменная, в которой хранится нужное вам значение, называется… Ну, скажем,borderLeftWidth. Мы ищем её в коде, не находим, но, разобравшись, обнаруживаем, что на самом деле переменная называлась вот так: leftBorderWidth.

**Если мы ищем переменную с одним именем, а находим – с другим, то зачастую самый лучший ход – это переименовать переменную, чтобы имя было тем, которое вы искали.**

То есть, в коде leftBorderWidth, а мы её переименуем на ту, которую искали: borderLeftWidth.

Зачем? Дело в том, что в следующий раз, когда вы захотите что-то поправить, то вы будете искать по тому же самому имени. Соответственно, это сэкономит вам время.

Есть причина и поважнее. Поскольку именно это имя переменной пришло в голову – скорее всего, оно больше соответствует хранимым там данным, чем то, которое было мы придумали изначально. Исключения бывают, но в любом случае – такое несовпадение – это повод задуматься.

Чтобы удобно переименовывать переменную, нужно использовать [хороший редактор JavaScript](https://learn.javascript.ru/editor), тогда этот процесс будет очень простым и быстрым.

**Если коротко…**

Смысл имени переменной – это «имя на коробке», по которому мы сможем максимально быстро находить нужные нам данные.

**Не нужно бояться переименовывать переменные, если вы придумали имя получше.**

Современные редакторы позволяют делать это очень удобно и быстро. Это в конечном счете сэкономит вам время.

**Храните в переменной то, что следует**

Бывают ленивые программисты, которые, вместо того чтобы объявить новую переменную, используют существующую.

В результате получается, что такая переменная – как коробка, в которую кидают то одно, то другое, то третье, при этом не меняя название. Что в ней лежит сейчас? А кто его знает… Нужно подойти, проверить.

Сэкономит такой программист время на объявлении переменной – потеряет в два раза больше на отладке кода.

**«Лишняя» переменная – добро, а не зло.**

# Шесть типов данных, typeof

В JavaScript существует несколько основных типов данных.

В этой главе мы получим о них общее представление, а позже, в соответствующих главах подробно познакомимся с использованием каждого типа в отдельности.

## [Число «number»](https://learn.javascript.ru/types-intro" \l "число-number)

var n = 123;

n = 12.345;

Единый тип число используется как для целых, так и для дробных чисел.

Существуют специальные числовые значения Infinity (бесконечность) и NaN (ошибка вычислений).

Например, бесконечность Infinity получается при делении на ноль:

alert( 1 / 0 ); // Infinity

Ошибка вычислений NaN будет результатом некорректной математической операции, например:

alert( "нечисло" \* 2 ); // NaN, ошибка

Эти значения формально принадлежат типу «число», хотя, конечно, числами в их обычном понимании не являются.

Особенности работы с числами в JavaScript разобраны в главе [Числа](https://learn.javascript.ru/number).

## [Строка «string»](https://learn.javascript.ru/types-intro" \l "строка-string)

var str = "Мама мыла раму";

str = 'Одинарные кавычки тоже подойдут';

**В JavaScript одинарные и двойные кавычки равноправны.** Можно использовать или те или другие.

**Тип символ не существует, есть только строка.**

В некоторых языках программирования есть специальный тип данных для одного символа. Например, в языке С это char. В JavaScript есть только тип «строка» string. Что, надо сказать, вполне удобно.

Более подробно со строками мы познакомимся в главе [Строки](https://learn.javascript.ru/string).

## [Булевый (логический) тип «boolean»](https://learn.javascript.ru/types-intro" \l "булевый-логический-тип-boolean)

У него всего два значения: true (истина) и false (ложь).

Как правило, такой тип используется для хранения значения типа да/нет, например:

var checked = true; // поле формы помечено галочкой

checked = false; // поле формы не содержит галочки

О нём мы поговорим более подробно, когда будем обсуждать логические вычисления и условные операторы.

## [Специальное значение «null»](https://learn.javascript.ru/types-intro" \l "специальное-значение-null)

Значение null не относится ни к одному из типов выше, а образует свой отдельный тип, состоящий из единственного значения null:

var age = null;

В JavaScript null не является «ссылкой на несуществующий объект» или «нулевым указателем», как в некоторых других языках. Это просто специальное значение, которое имеет смысл «ничего» или «значение неизвестно».

В частности, код выше говорит о том, что возраст age неизвестен.

## [Специальное значение «undefined»](https://learn.javascript.ru/types-intro" \l "специальное-значение-undefined)

Значение undefined, как и null, образует свой собственный тип, состоящий из одного этого значения. Оно имеет смысл «значение не присвоено».

Если переменная объявлена, но в неё ничего не записано, то её значение как раз и есть undefined:

var x;

alert( x ); // выведет "undefined"

Можно присвоить undefined и в явном виде, хотя это делается редко:

var x = 123;

x = undefined;

alert( x ); // "undefined"

В явном виде undefined обычно не присваивают, так как это противоречит его смыслу. Для записи в переменную «пустого» или «неизвестного» значения используется null.

## [Объекты «object»](https://learn.javascript.ru/types-intro" \l "объекты-object)

Первые 5 типов называют «примитивными».

Особняком стоит шестой тип: «объекты».

Он используется для коллекций данных и для объявления более сложных сущностей.

Объявляются объекты при помощи фигурных скобок {...}, например:

var user = { name: "Вася" };

Мы подробно разберём способы объявления объектов и, вообще, работу с объектами, позже, в главе [Объекты как ассоциативные массивы](https://learn.javascript.ru/object).

## [Оператор typeof](https://learn.javascript.ru/types-intro" \l "type-typeof)

Оператор typeof возвращает тип аргумента.

У него есть два синтаксиса: со скобками и без:

1. Синтаксис оператора: typeof x.
2. Синтаксис функции: typeof(x).

Работают они одинаково, но первый синтаксис короче.

**Результатом typeof является строка, содержащая тип:**

typeof undefined // "undefined"

typeof 0 // "number"

typeof true // "boolean"

typeof "foo" // "string"

typeof {} // "object"

typeof null // "object" (1)

typeof function(){} // "function" (2)

Последние две строки помечены, потому что typeof ведет себя в них по-особому.

1. Результат typeof null == "object" – это официально признанная ошибка в языке, которая сохраняется для совместимости. На самом деле null – это не объект, а отдельный тип данных.
2. Функции мы пройдём чуть позже. Пока лишь заметим, что функции не являются отдельным базовым типом в JavaScript, а подвидом объектов. Но typeof выделяет функции отдельно, возвращая для них "function". На практике это весьма удобно, так как позволяет легко определить функцию.

К работе с типами мы также вернёмся более подробно в будущем, после изучения основных структур данных.

## [Итого](https://learn.javascript.ru/types-intro#итого)

Есть 5 «примитивных» типов: number, string, boolean, null, undefined и 6-й тип – объекты object.

Очень скоро мы изучим их во всех деталях.

Оператор typeof x позволяет выяснить, какой тип находится в x, возвращая его в виде строки.

# Основные операторы

Для работы с переменными, со значениями, JavaScript поддерживает все стандартные операторы, большинство которых есть и в других языках программирования.

Несколько операторов мы знаем со школы – это обычные сложение +, умножение \*, вычитание и так далее.

В этой главе мы сконцентрируемся на операторах, которые в курсе математики не проходят, и на их особенностях в JavaScript.

## [Термины: «унарный», «бинарный», «операнд»](https://learn.javascript.ru/operators" \l "термины-унарный-бинарный-операнд)

У операторов есть своя терминология, которая используется во всех языках программирования.

Прежде, чем мы двинемся дальше – несколько терминов, чтобы понимать, о чём речь.

* Операнд – то, к чему применяется оператор. Например: 5 \* 2 – оператор умножения с левым и правым операндами. Другое название: «аргумент оператора».
* Унарным называется оператор, который применяется к одному выражению. Например, оператор унарный минус "-" меняет знак числа на противоположный:

var x = 1;

x = -x;

alert( x ); // -1, применили унарный минус

* Бинарным называется оператор, который применяется к двум операндам. Тот же минус существует и в бинарной форме:

var x = 1, y = 3;

alert( y - x ); // 2, бинарный минус

## [Сложение строк, бинарный +](https://learn.javascript.ru/operators" \l "сложение-строк-бинарный)

Обычно при помощи плюса '+' складывают числа.

Но если бинарный оператор '+' применить к строкам, то он их объединяет в одну:

var a = "моя" + "строка";

alert( a ); // моястрока

Иначе говорят, что «плюс производит конкатенацию (сложение) строк».

**Если хотя бы один аргумент является строкой, то второй будет также преобразован к строке!**

Причем не важно, справа или слева находится операнд-строка, в любом случае нестроковый аргумент будет преобразован. Например:

alert( '1' + 2 ); // "12"

alert( 2 + '1' ); // "21"

**Это приведение к строке – особенность исключительно бинарного оператора "+".**

Остальные арифметические операторы работают только с числами и всегда приводят аргументы к числу.

Например:

alert( 2 - '1' ); // 1

alert( 6 / '2' ); // 3

### [Преобразование к числу, унарный плюс +](https://learn.javascript.ru/operators" \l "преобразование-к-числу-унарный-плюс)

Унарный, то есть применённый к одному значению, плюс ничего не делает с числами:

alert( +1 ); // 1

alert( +(1 - 2) ); // -1

Как видно, плюс ничего не изменил в выражениях. Результат – такой же, как и без него.

Тем не менее, он широко применяется, так как его «побочный эффект» – преобразование значения в число.

Например, когда мы получаем значения из HTML-полей или от пользователя, то они обычно в форме строк.

А что, если их нужно, к примеру, сложить? Бинарный плюс сложит их как строки:

var apples = "2";

var oranges = "3";

alert( apples + oranges ); // "23", так как бинарный плюс складывает строки

Поэтому используем унарный плюс, чтобы преобразовать к числу:

var apples = "2";

var oranges = "3";

alert( +apples + +oranges ); // 5, число, оба операнда предварительно преобразованы в числа

С точки зрения математики такое изобилие плюсов может показаться странным. С точки зрения программирования – никаких разночтений: сначала выполнятся унарные плюсы, приведут строки к числам, а затем – бинарный '+' их сложит.

Почему унарные плюсы выполнились до бинарного сложения? Как мы сейчас увидим, дело в их приоритете.

## [Приоритет](https://learn.javascript.ru/operators" \l "приоритет)

В том случае, если в выражении есть несколько операторов – порядок их выполнения определяется приоритетом.

Из школы мы знаем, что умножение в выражении 2 \* 2 + 1 выполнится раньше сложения, т.к. его приоритет выше, а скобки явно задают порядок выполнения. Но в JavaScript – гораздо больше операторов, поэтому существует целая [таблица приоритетов](https://developer.mozilla.org/en/JavaScript/Reference/operators/operator_precedence).

Она содержит как уже пройденные операторы, так и те, которые мы еще не проходили. В ней каждому оператору задан числовой приоритет. Тот, у кого число больше – выполнится раньше. Если приоритет одинаковый, то порядок выполнения – слева направо.

Отрывок из таблицы:

| **Приоритет** | **Название** | **Обозначение** |
| --- | --- | --- |
| … | … | … |
| 15 | унарный плюс | + |
| 15 | унарный минус | - |
| 14 | умножение | \* |
| 14 | деление | / |
| 13 | сложение | + |
| 13 | вычитание | - |
| … | … | … |
| 3 | присваивание | = |
| … | … | … |

Так как «унарный плюс» имеет приоритет 15, выше, чем 13 у обычного «сложения», то в выражении +apples + +oranges сначала сработали плюсы у apples и oranges, а затем уже обычное сложение.

## [Присваивание](https://learn.javascript.ru/operators" \l "присваивание)

Обратим внимание, в таблице приоритетов также есть оператор присваивания =.

У него – один из самых низких приоритетов: 3.

Именно поэтому, когда переменную чему-либо присваивают, например, x = 2 \* 2 + 1 сначала выполнится арифметика, а уже затем – произойдёт присваивание =.

var x = 2 \* 2 + 1;

alert( x ); // 5

**Возможно присваивание по цепочке:**

var a, b, c;

a = b = c = 2 + 2;

alert( a ); // 4

alert( b ); // 4

alert( c ); // 4

Такое присваивание работает справа-налево, то есть сначала вычислятся самое правое выражение 2+2, присвоится в c, затем выполнится b = c и, наконец, a = b.

**Оператор "=" возвращает значение**

Все операторы возвращают значение. Вызов x = выражение не является исключением.

Он записывает выражение в x, а затем возвращает его. Благодаря этому присваивание можно использовать как часть более сложного выражения:

var a = 1;

var b = 2;

var c = 3 - (a = b + 1);

alert( a ); // 3

alert( c ); // 0

В примере выше результатом (a = b + 1) является значение, которое записывается в a (т.е. 3). Оно используется для вычисления c.

Забавное применение присваивания, не так ли?

Знать, как это работает – стоит обязательно, а вот писать самому – только если вы уверены, что это сделает код более читаемым и понятным.

## [Взятие остатка %](https://learn.javascript.ru/operators" \l "взятие-остатка)

Оператор взятия остатка % интересен тем, что, несмотря на обозначение, никакого отношения к процентам не имеет.

Его результат a % b – это остаток от деления a на b.

Например:

alert( 5 % 2 ); // 1, остаток от деления 5 на 2

alert( 8 % 3 ); // 2, остаток от деления 8 на 3

alert( 6 % 3 ); // 0, остаток от деления 6 на 3

## [Инкремент/декремент: ++, --](https://learn.javascript.ru/operators" \l "инкремент-декремент)

Одной из наиболее частых операций в JavaScript, как и во многих других языках программирования, является увеличение или уменьшение переменной на единицу.

Для этого существуют даже специальные операторы:

* **Инкремент** ++ увеличивает на 1:

var i = 2;

i++; // более короткая запись для i = i + 1.

alert(i); // 3

* **Декремент** -- уменьшает на 1:

var i = 2;

i--; // более короткая запись для i = i - 1.

alert(i); // 1

**Важно:**

Инкремент/декремент можно применить только к переменной. Код 5++ даст ошибку.

Вызывать эти операторы можно не только после, но и перед переменной: i++ (называется «постфиксная форма») или ++i («префиксная форма»).

Обе эти формы записи делают одно и то же: увеличивают на 1.

Тем не менее, между ними существует разница. Она видна только в том случае, когда мы хотим не только увеличить/уменьшить переменную, но и использовать результат в том же выражении.

Например:

var i = 1;

var a = ++i; // (\*)

alert(a); // 2

В строке (\*) вызов ++i увеличит переменную, а затем вернёт ее значение в a. Так что в a попадёт значение i после увеличения.

**Постфиксная форма i++ отличается от префиксной ++i тем, что возвращает старое значение, бывшее до увеличения.**

В примере ниже в a попадёт старое значение i, равное 1:

var i = 1;

var a = i++; // (\*)

alert(a); // 1

* Если результат оператора не используется, а нужно только увеличить/уменьшить переменную – без разницы, какую форму использовать:

var i = 0;

i++;

++i;

alert( i ); // 2

* Если хочется тут же использовать результат, то нужна префиксная форма:

var i = 0;

alert( ++i ); // 1

* Если нужно увеличить, но нужно значение переменной до увеличения – постфиксная форма:

var i = 0;

alert( i++ ); // 0

**Инкремент/декремент можно использовать в любых выражениях**

При этом он имеет более высокий приоритет и выполняется раньше, чем арифметические операции:

var i = 1;

alert( 2 \* ++i ); // 4

var i = 1;

alert( 2 \* i++ ); // 2, выполнился раньше но значение вернул старое

При этом, нужно с осторожностью использовать такую запись, потому что в более длинной строке при быстром «вертикальном» чтении кода легко пропустить такой i++, и будет неочевидно, что переменая увеличивается.

Три строки, по одному действию в каждой – длиннее, зато нагляднее:

var i = 1;

alert( 2 \* i );

i++;

## [Побитовые операторы](https://learn.javascript.ru/operators" \l "побитовые-операторы)

Побитовые операторы рассматривают аргументы как 32-разрядные целые числа и работают на уровне их внутреннего двоичного представления.

Эти операторы не являются чем-то специфичным для JavaScript, они поддерживаются в большинстве языков программирования.

Поддерживаются следующие побитовые операторы:

* AND(и) ( & )
* OR(или) ( | )
* XOR(побитовое исключающее или) ( ^ )
* NOT(не) ( ~ )
* LEFT SHIFT(левый сдвиг) ( << )
* RIGHT SHIFT(правый сдвиг) ( >> )
* ZERO-FILL RIGHT SHIFT(правый сдвиг с заполнением нулями) ( >>> )

Они используются редко, поэтому вынесены в отдельную главу [Побитовые операторы](https://learn.javascript.ru/bitwise-operators).

## [Сокращённая арифметика с присваиванием](https://learn.javascript.ru/operators" \l "сокращённая-арифметика-с-присваиванием)

Часто нужно применить оператор к переменной и сохранить результат в ней же, например:

var n = 2;

n = n + 5;

n = n \* 2;

Эту запись можно укоротить при помощи совмещённых операторов, вот так:

var n = 2;

n += 5; // теперь n=7 (работает как n = n + 5)

n \*= 2; // теперь n=14 (работает как n = n \* 2)

alert( n ); // 14

Так можно сделать для операторов +,-,\*,/,% и бинарных <<,>>,>>>,&,|,^.

Вызов с присваиванием имеет в точности такой же приоритет, как обычное присваивание, то есть выполнится после большинства других операций:

var n = 2;

n \*= 3 + 5;

alert( n ); // 16 (n = 2 \* 8)

## [Оператор запятая](https://learn.javascript.ru/operators" \l "оператор-запятая)

Один из самых необычных операторов – запятая ','.

Его можно вызвать явным образом, например:

var a = (5, 6);

alert( a );

Запятая позволяет перечислять выражения, разделяя их запятой ','. Каждое из них – вычисляется и отбрасывается, за исключением последнего, которое возвращается.

Запятая – единственный оператор, приоритет которого ниже присваивания. В выражении a = (5,6) для явного задания приоритета использованы скобки, иначе оператор '=' выполнился бы до запятой ',', получилось бы (a=5), 6.

Зачем же нужен такой странный оператор, который отбрасывает значения всех перечисленных выражений, кроме последнего?

Обычно он используется в составе более сложных конструкций, чтобы сделать несколько действий в одной строке. Например:

// три операции в одной строке

for (a = 1, b = 3, c = a\*b; a < 10; a++) {

...

}

Такие трюки используются во многих JavaScript-фреймворках для укорачивания кода.

# Операторы сравнения и логические значения

В этом разделе мы познакомимся с операторами сравнения и с логическими значениями, которые такие операторы возвращают.

Многие операторы сравнения знакомы нам из математики:

* Больше/меньше: a > b, a < b.
* Больше/меньше или равно: a >= b, a <= b.
* Равно a == b. Для сравнения используется два символа равенства '='. Один символ a = b означал бы присваивание.
* «Не равно». В математике он пишется как ≠, в JavaScript – знак равенства с восклицательным знаком перед ним !=.

## [Логические значения](https://learn.javascript.ru/comparison" \l "логические-значения)

Как и другие операторы, сравнение возвращает значение. Это значение имеет логический тип.

Существует всего два логических значения:

* true – имеет смысл «да», «верно», «истина».
* false – означает «нет», «неверно», «ложь».

Например:

alert( 2 > 1 ); // true, верно

alert( 2 == 1 ); // false, неверно

alert( 2 != 1 ); // true

Логические значения можно использовать и напрямую, присваивать переменным, работать с ними как с любыми другими:

var a = true; // присваивать явно

var b = 3 > 4; // или как результат сравнения

alert( b ); // false

alert( a == b ); // (true == false) неверно, выведет false

## [Сравнение строк](https://learn.javascript.ru/comparison" \l "сравнение-строк)

Строки сравниваются побуквенно:

alert( 'Б' > 'А' ); // true

**Осторожно, Unicode!**

Аналогом «алфавита» во внутреннем представлении строк служит кодировка, у каждого символа – свой номер (код). JavaScript использует кодировку [Unicode](http://ru.wikipedia.org/wiki/%D0%AE%D0%BD%D0%B8%D0%BA%D0%BE%D0%B4).

При этом сравниваются численные коды символов. В частности, код у символа Б больше, чем у А, поэтому и результат сравнения такой.

**В кодировке Unicode обычно код у строчной буквы больше, чем у прописной.**

Поэтому регистр имеет значение:

alert( 'а' > 'Я' ); // true, строчные буквы больше прописных

Для корректного сравнения символы должны быть в одинаковом регистре.

Если строка состоит из нескольких букв, то сравнение осуществляется как в телефонной книжке или в словаре. Сначала сравниваются первые буквы, потом вторые, и так далее, пока одна не будет больше другой.

Иными словами, больше – та строка, которая в телефонной книге была бы на большей странице.

Например:

* Если первая буква первой строки больше – значит первая строка больше, независимо от остальных символов:

alert( 'Банан' > 'Аят' );

* Если одинаковы – сравнение идёт дальше. Здесь оно дойдёт до третьей буквы:

alert( 'Вася' > 'Ваня' ); // true, т.к. 'с' > 'н'

* При этом любая буква больше отсутствия буквы:

alert( 'Привет' > 'Прив' ); // true, так как 'е' больше чем "ничего".

Такое сравнение называется лексикографическим.

**Важно:**

Обычно мы получаем значения от посетителя в виде строк. Например, prompt возвращает строку, которую ввел посетитель.

Числа, полученные таким образом, в виде строк сравнивать нельзя, результат будет неверен. Например:

alert( "2" > "14" ); // true, неверно, ведь 2 не больше 14

В примере выше 2 оказалось больше 14, потому что строки сравниваются посимвольно, а первый символ '2' больше '1'.

Правильно было бы преобразовать их к числу явным образом. Например, поставив перед ними +:

alert( +"2" > +"14" ); // false, теперь правильно

## [Сравнение разных типов](https://learn.javascript.ru/comparison" \l "сравнение-разных-типов)

При сравнении значений разных типов, используется числовое преобразование. Оно применяется к обоим значениям.

Например:

alert( '2' > 1 ); // true, сравнивается как 2 > 1

alert( '01' == 1 ); // true, сравнивается как 1 == 1

alert( false == 0 ); // true, false становится числом 0

alert( true == 1 ); // true, так как true становится числом 1.

Тема преобразований типов будет продолжена далее, в главе [Преобразование типов для примитивов](https://learn.javascript.ru/types-conversion).

## [Строгое равенство](https://learn.javascript.ru/comparison" \l "строгое-равенство)

В обычном операторе == есть «проблема» – он не может отличить 0 от false:

alert( 0 == false ); // true

Та же ситуация с пустой строкой:

alert( '' == false ); // true

Это естественное следствие того, что операнды разных типов преобразовались к числу. Пустая строка, как и false, при преобразовании к числу дают 0.

Что же делать, если всё же нужно отличить 0 от false?

**Для проверки равенства без преобразования типов используются операторы строгого равенства === (тройное равно) и !==.**

Если тип разный, то они всегда возвращают false:

alert( 0 === false ); // false, т.к. типы различны

Строгое сравнение предпочтительно, если мы хотим быть уверены, что «сюрпризов» не будет.

## [Сравнение с null и undefined](https://learn.javascript.ru/comparison" \l "сравнение-с-null-и-undefined)

Проблемы со специальными значениями возможны, когда к переменной применяется операция сравнения > < <= >=, а у неё может быть как численное значение, так и null/undefined.

**Интуитивно кажется, что null/undefined эквивалентны нулю, но это не так.**

Они ведут себя по-другому.

1. Значения null и undefined равны == друг другу и не равны чему бы то ни было ещё. Это жёсткое правило буквально прописано в спецификации языка.
2. При преобразовании в число null становится 0, а undefined становится NaN.

Посмотрим забавные следствия.

### [Некорректный результат сравнения null с 0](https://learn.javascript.ru/comparison" \l "некорректный-результат-сравнения-null-с-0)

Сравним null с нулём:

alert( null > 0 ); // false

alert( null == 0 ); // false

Итак, мы получили, что null не больше и не равен нулю. А теперь…

alert(null >= 0); // true

Как такое возможно? Если нечто «больше или равно нулю», то резонно полагать, что оно либо больше, либо равно. Но здесь это не так.

Дело в том, что алгоритмы проверки равенства == и сравнения >= > < <= работают по-разному.

Сравнение честно приводит к числу, получается ноль. А при проверке равенства значения null и undefined обрабатываются особым образом: они равны друг другу, но не равны чему-то ещё.

В результате получается странная с точки зрения здравого смысла ситуация, которую мы видели в примере выше.

### [Несравнимый undefined](https://learn.javascript.ru/comparison" \l "несравнимый-undefined)

Значение undefined вообще нельзя сравнивать:

alert( undefined > 0 ); // false (1)

alert( undefined < 0 ); // false (2)

alert( undefined == 0 ); // false (3)

* Сравнения (1) и (2) дают false потому, что undefined при преобразовании к числу даёт NaN. А значение NaN по стандарту устроено так, что сравнения ==, <, >, <=, >= и даже === с ним возвращают false.
* Проверка равенства (3) даёт false, потому что в стандарте явно прописано, что undefined равно лишь null и ничему другому.

**Вывод: любые сравнения с undefined/null, кроме точного ===, следует делать с осторожностью.**

Желательно не использовать сравнения >= > < <= с ними, во избежание ошибок в коде.

## [Итого](https://learn.javascript.ru/comparison#итого)

* В JavaScript есть логические значения true (истина) и false (ложь). Операторы сравнения возвращают их.
* Строки сравниваются побуквенно.
* Значения разных типов приводятся к числу при сравнении, за исключением строгого равенства ===(!==).
* Значения null и undefined равны == друг другу и не равны ничему другому. В других сравнениях (с участием >,<) их лучше не использовать, так как они ведут себя не как 0.

Мы ещё вернёмся к теме сравнения позже, когда лучше изучим различные типы данных в JavaScript.

# Побитовые операторы

Побитовые операторы интерпретируют операнды как последовательность из 32 битов (нулей и единиц). Они производят операции, используя двоичное представление числа, и возвращают новую последовательность из 32 бит (число) в качестве результата.

Эта глава требует дополнительных знаний в программировании и не очень важная, при первом чтении вы можете пропустить её и вернуться потом, когда захотите понять, как побитовые операторы работают.

## [Формат 32-битного целого числа со знаком](https://learn.javascript.ru/bitwise-operators" \l "signed-format)

Побитовые операторы в JavaScript работают с 32-битными целыми числами в их двоичном представлении.

Это представление называется «32-битное целое со знаком, старшим битом слева и дополнением до двойки».

Разберём, как устроены числа внутри подробнее, это необходимо знать для битовых операций с ними.

* Что такое [двоичная система счисления](http://ru.wikipedia.org/wiki/%C4%E2%EE%E8%F7%ED%E0%FF_%F1%E8%F1%F2%E5%EC%E0_%F1%F7%E8%F1%EB%E5%ED%E8%FF), вам, надеюсь, уже известно. При разборе побитовых операций мы будем обсуждать именно двоичное представление чисел, из 32 бит.
* Старший бит слева – это научное название для самого обычного порядка записи цифр (от большего разряда к меньшему). При этом, если больший разряд отсутствует, то соответствующий бит равен нулю.

Примеры представления чисел в двоичной системе:

a = 0; // 00000000000000000000000000000000

a = 1; // 00000000000000000000000000000001

a = 2; // 00000000000000000000000000000010

a = 3; // 00000000000000000000000000000011

a = 255;// 00000000000000000000000011111111

Обратите внимание, каждое число состоит ровно из 32-битов.

* Дополнение до двойки – это название способа поддержки отрицательных чисел.

**Двоичный вид числа, обратного данному (например, 5 и -5) получается путём обращения всех битов с прибавлением 1.**

То есть, нули заменяются на единицы, единицы – на нули и к числу прибавляется 1. Получается внутреннее представление того же числа, но со знаком минус.

Например, вот число 314:

00000000000000000000000100111010

Чтобы получить -314, первый шаг – обратить биты числа: заменить 0 на 1, а 1 на 0:

11111111111111111111111011000101

Второй шаг – к полученному двоичному числу прибавить единицу, обычным двоичным сложением: 11111111111111111111111011000101 + 1 = 11111111111111111111111011000110.

Итак, мы получили:

-314 = 11111111111111111111111011000110

Принцип дополнения до двойки делит все двоичные представления на два множества: если крайний-левый бит равен 0 – число положительное, если 1 – число отрицательное. Поэтому этот бит называется *знаковым битом*.

## [Список операторов](https://learn.javascript.ru/bitwise-operators" \l "список-операторов)

В следующей таблице перечислены все побитовые операторы. Далее операторы разобраны более подробно.

|  |  |  |
| --- | --- | --- |
| **Оператор** | **Использование** | **Описание** |
| Побитовое И (AND) | a & b | Ставит 1 на бит результата, для которого соответствующие биты операндов равны 1. |
| Побитовое ИЛИ (OR) | a | b | Ставит 1 на бит результата, для которого хотя бы один из соответствующих битов операндов равен 1. |
| Побитовое исключающее ИЛИ (XOR) | a ^ b | Ставит 1 на бит результата, для которого только один из соответствующих битов операндов равен 1 (но не оба). |
| Побитовое НЕ (NOT) | ~a | Заменяет каждый бит операнда на противоположный. |
| Левый сдвиг | `a << b` | Сдвигает двоичное представление a на b битов влево, добавляя справа нули. |
| Правый сдвиг, переносящий знак | `a >> b` | Сдвигает двоичное представление a на b битов вправо, отбрасывая сдвигаемые биты. |
| Правый сдвиг с заполнением нулями | `a >>> b` | Сдвигает двоичное представление a на b битов вправо, отбрасывая сдвигаемые биты и добавляя нули слева. |

Побитовые операторы работают следующим образом:

1. Операнды преобразуются в 32-битные целые числа, представленные последовательностью битов. Дробная часть, если она есть, отбрасывается.
2. Для бинарных операторов – каждый бит в первом операнде рассматривается вместе с соответствующим битом второго операнда: первый бит с первым, второй со вторым и т.п. Оператор применяется к каждой паре бит, давая соответствующий бит результата.
3. Получившаяся в результате последовательность бит интерпретируется как обычное число.

Посмотрим, как работают операторы, на примерах.

**Вспомогательные функции parseInt, toString**

Для удобной работы с примерами в этой статье, если вы захотите протестировать что-то в консоли, пригодятся две функции.

* parseInt("11000", 2) – переводит строку с двоичной записью числа в число.
* n.toString(2) – получает для числа n запись в 2-ной системе в виде строки.

Например:

var access = parseInt("11000", 2); // получаем число из строки

alert( access ); // 24, число с таким 2-ным представлением

var access2 = access.toString(2); // обратно двоичную строку из числа

alert( access2 ); // 11000

Без них перевод в двоичную систему и обратно был бы куда менее удобен. Более подробно они разбираются в главе [Числа](https://learn.javascript.ru/number).

## [& (Побитовое И)](https://learn.javascript.ru/bitwise-operators" \l "побитовое-и)

Выполняет операцию И над каждой парой бит.

Результат a & b равен единице только когда оба бита a и b равны единице.

Таблица истинности для &:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a & b** |
| 0 | 0 | 0 |
| 0 | 1 | 0 |
| 1 | 0 | 0 |
| 1 | 1 | 1 |

Пример:

9 (по осн. 10)

= 00000000000000000000000000001001 (по осн. 2)

14 (по осн. 10)

= 00000000000000000000000000001110 (по осн. 2)

--------------------------------

14 & 9 (по осн. 10)

= 00000000000000000000000000001000 (по осн. 2)

= 8 (по осн. 10)

## [| (Побитовое ИЛИ)](https://learn.javascript.ru/bitwise-operators" \l "побитовое-или)

Выполняет операцию ИЛИ над каждой парой бит. Результат a | b равен 1, если хотя бы один бит из a,bравен 1.

Таблица истинности для |:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a | b** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 1 |

Пример:

9 (по осн. 10)

= 00000000000000000000000000001001 (по осн. 2)

14 (по осн. 10)

= 00000000000000000000000000001110 (по осн. 2)

--------------------------------

14 | 9 (по осн. 10)

= 00000000000000000000000000001111 (по осн. 2)

= 15 (по осн. 10)

## [^ (Исключающее ИЛИ)](https://learn.javascript.ru/bitwise-operators" \l "исключающее-или)

Выполняет операцию «Исключающее ИЛИ» над каждой парой бит.

a Исключающее ИЛИ b равно 1, если только a=1 или только b=1, но не оба одновременно a=b=1.

Таблица истинности для исключающего ИЛИ:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a ^ b** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

Как видно, оно даёт 1, если ЛИБО слева 1, ЛИБО справа 1, но не одновременно. Поэтому его и называют «исключающее ИЛИ».

Пример:

9 (по осн. 10)

= 00000000000000000000000000001001 (по осн. 2)

14 (по осн. 10)

= 00000000000000000000000000001110 (по осн. 2)

--------------------------------

14 ^ 9 (по осн. 10)

= 00000000000000000000000000000111 (по осн. 2)

= 7 (по осн. 10)

**Исключающее ИЛИ в шифровании**

Исключающее или можно использовать для шифрования, так как эта операция полностью обратима. Двойное применение исключающего ИЛИ с тем же аргументом даёт исходное число.

Иначе говоря, верна формула: a ^ b ^ b == a.

Пускай Вася хочет передать Пете секретную информацию data. Эта информация заранее превращена в число, например строка интерпретируется как последовательность кодов символов.

Вася и Петя заранее договариваются о числовом ключе шифрования key.

Алгоритм:

* Вася берёт двоичное представление data и делает операцию data ^ key. При необходимости data бьётся на части, равные по длине key, чтобы можно было провести побитовое ИЛИ ^ для каждой части. В JavaScript оператор ^ работает с 32-битными целыми числами, так что dataнужно разбить на последовательность таких чисел.
* Результат data ^ key отправляется Пете, это шифровка.

Например, пусть в data очередное число равно 9, а ключ key равен 1220461917.

Данные: 9 в двоичном виде

00000000000000000000000000001001

Ключ: 1220461917 в двоичном виде

01001000101111101100010101011101

Результат операции 9 ^ key:

01001000101111101100010101010100

Результат в 10-ной системе (шифровка):

1220461908

* Петя, получив очередное число шифровки 1220461908, применяет к нему такую же операцию ^ key.
* Результатом будет исходное число data.

В нашем случае:

Полученная шифровка в двоичной системе:

9 ^ key = 1220461908

01001000101111101100010101010100

Ключ: 1220461917 в двоичном виде:

01001000101111101100010101011101

Результат операции 1220461917 ^ key:

00000000000000000000000000001001

Результат в 10-ной системе (исходное сообщение):

9

Конечно, такое шифрование поддаётся частотному анализу и другим методам дешифровки, поэтому современные алгоритмы используют операцию XOR ^ как одну из важных частей более сложной многоступенчатой схемы.

## [~ (Побитовое НЕ)](https://learn.javascript.ru/bitwise-operators" \l "побитовое-не)

Производит операцию НЕ над каждым битом, заменяя его на обратный ему.

Таблица истинности для НЕ:

|  |  |
| --- | --- |
| **a** | **~a** |
| 0 | 1 |
| 1 | 0 |

Пример:

9 (по осн. 10)

= 00000000000000000000000000001001 (по осн. 2)

--------------------------------

~9 (по осн. 10)

= 11111111111111111111111111110110 (по осн. 2)

= -10 (по осн. 10)

Из-за внутреннего представления отрицательных чисел получается так, что ~n == -(n+1).

Например:

alert( ~3 ); // -4

alert( ~-1 ); // 0

### [<< (Битовый сдвиг влево)](https://learn.javascript.ru/bitwise-operators" \l "битовый-сдвиг-влево)

Операторы битового сдвига принимают два операнда. Первый – это число для сдвига, а второй – количество битов, которые нужно сдвинуть в первом операнде.

Оператор << сдвигает первый операнд на указанное число битов влево. Лишние биты отбрасываются, справа добавляются нулевые биты.

Например, 9 << 2 даст 36:

9 (по осн.10)

= 00000000000000000000000000001001 (по осн.2)

--------------------------------

9 << 2 (по осн.10)

= 00000000000000000000000000100100 (по осн.2)

= 36 (по осн.10)

Операция << 2 сдвинула и отбросила два левых нулевых бита и добавила справа два новых нулевых.

**Левый сдвиг почти равен умножению на 2**

Битовый сдвиг << N обычно имеет тот же эффект, что и умножение на два N раз, например:

alert( 3 << 1 ); // 6, умножение на 2

alert( 3 << 2 ); // 12, умножение на 2 два раза

alert( 3 << 3 ); // 24, умножение на 2 три раза

Конечно, следует иметь в виду, что побитовые операторы работают только с 32-битными числами, поэтому верхний порог такого «умножения» ограничен:

alert(10000000000 << 1); // -1474836480, отброшен крайний-левый бит

alert(10000000000 \* 2); // 20000000000, обычное умножение

### [>> (Правый битовый сдвиг, переносящий знак)](https://learn.javascript.ru/bitwise-operators" \l "правый-битовый-сдвиг-переносящий-знак)

Этот оператор сдвигает биты вправо, отбрасывая лишние. При этом слева добавляется копия крайнего-левого бита.

Знак числа (представленный крайним-левым битом) при этом не меняется, так как новый крайний-левый бит имеет то же значение, что и исходном числе.

Поэтому он назван «переносящим знак».

Например, 9 >> 2 даст 2:

9 (по осн.10)

= 00000000000000000000000000001001 (по осн.2)

--------------------------------

9 >> 2 (по осн.10)

= 00000000000000000000000000000010 (по осн.2)

= 2 (по осн.10)

Операция >> 2 сдвинула вправо и отбросила два правых бита 01 и добавила слева две копии первого бита 00.

Аналогично, -9 >> 2 даст -3:

-9 (по осн.10)

= 11111111111111111111111111110111 (по осн.2)

--------------------------------

-9 >> 2 (по осн.10)

= 11111111111111111111111111111101 (по осн.2) = -3 (по осн.10)

Здесь операция >> 2 сдвинула вправо и отбросила два правых бита 11 и добавила слева две копии первого бита 11. , Знак числа сохранён, так как крайний-левый (знаковый) бит сохранил значение 1.

**Правый сдвиг почти равен целочисленному делению на 2**

Битовый сдвиг >> N обычно имеет тот же результат, что и целочисленное деление на два N раз:

alert( 100 >> 1 ); // 50, деление на 2

alert( 100 >> 2 ); // 25, деление на 2 два раза

alert( 100 >> 3 ); // 12, деление на 2 три раза, целая часть от результата

### [>>> (Правый сдвиг с заполнением нулями)](https://learn.javascript.ru/bitwise-operators" \l "правый-сдвиг-с-заполнением-нулями)

Этот оператор сдвигает биты первого операнда вправо. Лишние биты справа отбрасываются. Слева добавляются нулевые биты.

Знаковый бит становится равным 0, поэтому результат всегда положителен.

**Для неотрицательных чисел правый сдвиг с заполнением нулями >>> и правый сдвиг с переносом знака >> дадут одинаковый результат, т.к в обоих случаях слева добавятся нули.**

Для отрицательных чисел – результат работы разный. Например, -9 >>> 2 даст 1073741821, в отличие от -9 >> 2 (дает -3):

-9 (по осн.10)

= 11111111111111111111111111110111 (по осн.2)

--------------------------------

-9 >>> 2 (по осн.10)

= 00111111111111111111111111111101 (по осн.2)

= 1073741821 (по осн.10)

## [Применение побитовых операторов](https://learn.javascript.ru/bitwise-operators" \l "применение-побитовых-операторов)

Побитовые операторы используются редко, но всё же используются.

Случаи применения побитовых операторов, которые мы здесь разберём, составляют большинство всех использований в JavaScript.

**Осторожно, приоритеты!**

В JavaScript побитовые операторы ^, &, | выполняются после сравнений ==.

Например, в сравнении a == b^0 будет сначала выполнено сравнение a == b, а потом уже операция ^0, как будто стоят скобки (a == b)^0.

Обычно это не то, чего мы хотим. Чтобы гарантировать желаемый порядок, нужно ставить скобки: a == (b^0).

### [Маска](https://learn.javascript.ru/bitwise-operators" \l "маска)

Для этого примера представим, что наш скрипт работает с пользователями.

У них могут быть различные роли в проекте:

* Гость
* Редактор
* Админ

Каждой роли соответствует ряд доступов к статьям и функционалу сайта.

Например, Гость может лишь просматривать статьи сайта, а Редактор – ещё и редактировать их, и тому подобное.

Что-то в таком духе:

| **Пользователь** | **Просмотр статей** | **Изменение статей** | **Просмотр товаров** | **Изменение товаров** | **Управление правами** |
| --- | --- | --- | --- | --- | --- |
| Гость | Да | Нет | Да | Нет | Нет |
| Редактор | Да | Да | Да | Да | Нет |
| Админ | Да | Да | Да | Да | Да |

Если вместо «Да» поставить 1, а вместо «Нет» – 0, то каждый набор доступов описывается числом:

| **Пользователь** | **Просмотр статей** | **Изменение статей** | **Просмотр товаров** | **Изменение товаров** | **Управление правами** | **В 10-ной системе** |
| --- | --- | --- | --- | --- | --- | --- |
| Гость | 1 | 0 | 1 | 0 | 0 | = 20 |
| Редактор | 1 | 1 | 1 | 1 | 0 | = 30 |
| Админ | 1 | 1 | 1 | 1 | 1 | = 31 |

В последней колонке находится десятичное число, которое получится, если прочитать строку доступов в двоичном виде.

Например, доступ гостя 10100 = 20.

Такая интерпретация доступов позволяет «упаковать» много информации в одно число. Это экономит память, а кроме этого – это удобно, поскольку в дополнение к экономии – по такому значению очень легко проверить, имеет ли посетитель заданную комбинацию доступов!

Для этого посмотрим, как в 2-ной системе представляется каждый доступ в отдельности.

* Доступ, соответствующий только управлению правами: 00001 (=1) (все нули кроме 1 на позиции, соответствующей этому доступу).
* Доступ, соответствующий только изменению товаров: 00010 (=2).
* Доступ, соответствующий только просмотру товаров: 00100 (=4).
* Доступ, соответствующий только изменению статей: 01000 (=8).
* Доступ, соответствующий только просмотру статей: 10000 (=16).

Доступ одновременно на просмотр и изменение статей – это двоичное число с 1 на соответствующих позициях, то есть access = 11000.

Как правило, доступы задаются в виде констант:

var ACCESS\_ADMIN = 1; // 00001

var ACCESS\_GOODS\_EDIT = 2; // 00010

var ACCESS\_GOODS\_VIEW = 4; // 00100

var ACCESS\_ARTICLE\_EDIT = 8; // 01000

var ACCESS\_ARTICLE\_VIEW = 16; // 10000

Из этих констант получить нужную комбинацию доступов можно при помощи операции |.

var guest = ACCESS\_ARTICLE\_VIEW | ACCESS\_GOODS\_VIEW; // 10100

var editor = guest | ACCESS\_ARTICLE\_EDIT | ACCESS\_GOODS\_EDIT; // 11110

var admin = editor | ACCESS\_ADMIN; // 11111

Теперь, чтобы понять, есть ли в доступе editor нужный доступ, например управление правами – достаточно применить к нему побитовый оператор И (&) с соответствующей константой.

Ненулевой результат будет означать, что доступ есть:

alert(editor & ACCESS\_ADMIN); // 0, доступа нет

alert(editor & ACCESS\_ARTICLE\_EDIT); // 8, доступ есть

Такая проверка работает, потому что оператор И ставит 1 на те позиции результата, на которых в обоих операндах стоит 1.

**Можно проверить один из нескольких доступов.**

Например, проверим, есть ли права на просмотр ИЛИ изменение товаров. Соответствующие права задаются битом 1 на втором и третьем месте с конца, что даёт число 00110 (=6 в 10-ной системе).

var check = ACCESS\_GOODS\_VIEW | ACCESS\_GOODS\_EDIT; // 6, 00110

alert( admin & check ); // не 0, значит есть доступ к просмотру ИЛИ изменению

Битовой маской называют как раз комбинацию двоичных значений (check в примере выше), которая используется для проверки и выборки единиц на нужных позициях.

Маски могут быть весьма удобны.

В частности, их используют в функциях, чтобы одним параметром передать несколько «флагов», т.е. однобитных значений.

Пример вызова функции с маской:

// найти пользователей с правами на изменение товаров или администраторов

findUsers(ACCESS\_GOODS\_EDIT | ACCESS\_ADMIN);

Это довольно-таки коротко и элегантно, но, вместе с тем, применение масок налагает определённые ограничения. В частности, побитовые операторы в JavaScript работают только с 32-битными числами, а значит, к примеру, 33 доступа уже в число не упакуешь. Да и работа с двоичной системой счисления – как ни крути, менее удобна, чем с десятичной или с обычными логическими значениями true/false.

Поэтому основная сфера применения масок – это быстрые вычисления, экономия памяти, низкоуровневые операции, связанные с рисованием из JavaScript (3d-графика), интеграция с некоторыми функциями ОС (для серверного JavaScript), и другие ситуации, когда уже существуют функции, требующие битовую маску.

### [Округление](https://learn.javascript.ru/bitwise-operators" \l "округление)

Так как битовые операции отбрасывают десятичную часть, то их можно использовать для округления. Достаточно взять любую операцию, которая не меняет значение числа.

Например, двойное НЕ (~):

alert( ~~12.345 ); // 12

Подойдёт и Исключающее ИЛИ (^) с нулём:

alert( 12.345 ^ 0 ); // 12

Последнее даже более удобно, поскольку отлично читается:

alert(12.3 \* 14.5 ^ 0); // (=178) "12.3 умножить на 14.5 и округлить"

У побитовых операторов достаточно низкий приоритет, он меньше чем у остальной арифметики:

alert( 1.1 + 1.2 ^ 0 ); // 2, сложение выполнится раньше округления

### [Проверка на&#8209;1](https://learn.javascript.ru/bitwise-operators" \l "проверка-на-1)

[Внутренний формат](https://learn.javascript.ru/bitwise-operators#signed-format) 32-битных чисел устроен так, что для смены знака нужно все биты заменить на противоположные («обратить») и прибавить 1.

Обращение битов – это побитовое НЕ (~). То есть, при таком формате представления числа -n = ~n + 1. Или, если перенести единицу: ~n = -(n+1).

Как видно из последнего равенства, ~n == 0 только если n == -1. Поэтому можно легко проверить равенство n == -1:

var n = 5;

if (~n) { // сработает, т.к. ~n = -(5+1) = -6

alert( "n не -1" ); // выведет!

}

var n = -1;

if (~n) { // не сработает, т.к. ~n = -(-1+1) = 0

alert( "...ничего не выведет..." );

}

Проверка на -1 пригождается, например, при поиске символа в строке. Вызов str.indexOf("подстрока")возвращает позицию подстроки в str, или -1 если не нашёл.

var str = "Проверка";

if (~str.indexOf("верка")) { // Сочетание "if (~...indexOf)" читается как "если найдено"

alert( 'найдено!' );

}

### [Умножение и деление на степени 2](https://learn.javascript.ru/bitwise-operators" \l "умножение-и-деление-на-степени-2)

Оператор a << b, сдвигая биты, по сути умножает a на 2 в степени b.

Например:

alert( 1 << 2 ); // 1\*(2\*2) = 4

alert( 1 << 3 ); // 1\*(2\*2\*2) = 8

alert( 3 << 3 ); // 3\*(2\*2\*2) = 24

При этом следует иметь в виду, что максимальный верхний порог такого умножения меньше, чем обычно, так как побитовый оператор оперирует 32-битными целыми, в то время как обычные операторы оперируют числами длиной 64 бита.

Оператор сдвига в другую сторону a >> b, производит обратную операцию – целочисленное деление a на 2b.

alert( 8 >> 2 ); // 2 = 8/4, убрали 2 нуля в двоичном представлении

alert( 11 >> 2 ); // 2, целочисленное деление (менее значимые биты просто отброшены)

## [Итого](https://learn.javascript.ru/bitwise-operators#итого)

* Бинарные побитовые операторы: & | ^ << >> >>>.
* Унарный побитовый оператор один: ~.

Как правило, битовое представление числа используется для:

* Округления числа: (12.34^0) = 12.
* Проверки на равенство -1: if (~n) { n не -1 }.
* Упаковки нескольких битововых значений («флагов») в одно значение. Это экономит память и позволяет проверять наличие комбинации флагов одним оператором &.
* Других ситуаций, когда нужны битовые маски.

# Взаимодействие с пользователем: alert, prompt, confirm

В этом разделе мы рассмотрим базовые UI операции: alert, prompt и confirm, которые позволяют работать с данными, полученными от пользователя.

## [alert](https://learn.javascript.ru/uibasic" \l "alert)

Синтаксис:

alert(сообщение)

alert выводит на экран окно с сообщением и приостанавливает выполнение скрипта, пока пользователь не нажмёт «ОК».

alert( "Привет" );

Окно сообщения, которое выводится, является модальным окном. Слово «модальное» означает, что посетитель не может взаимодействовать со страницей, нажимать другие кнопки и т.п., пока не разберётся с окном. В данном случае – пока не нажмёт на «OK».

## [prompt](https://learn.javascript.ru/uibasic" \l "prompt)

Функция prompt принимает два аргумента:

result = prompt(title, default);

Она выводит модальное окно с заголовком title, полем для ввода текста, заполненным строкой по умолчанию default и кнопками OK/CANCEL.

Пользователь должен либо что-то ввести и нажать OK, либо отменить ввод кликом на CANCEL или нажатием Esc на клавиатуре.

**Вызов prompt возвращает то, что ввёл посетитель – строку или специальное значение null, если ввод отменён.**

**Safari 5.1+ не возвращает null**

Единственный браузер, который не возвращает null при отмене ввода – это Safari. При отсутствии ввода он возвращает пустую строку. Предположительно, это ошибка в браузере.

Если нам важен этот браузер, то пустую строку нужно обрабатывать точно так же, как и null, т.е. считать отменой ввода.

Как и в случае с alert, окно prompt модальное.

var years = prompt('Сколько вам лет?', 100);

alert('Вам ' + years + ' лет!')

**Всегда указывайте default**

Второй параметр может отсутствовать. Однако при этом IE вставит в диалог значение по умолчанию "undefined".

Запустите этот код в IE, чтобы понять о чём речь:

var test = prompt("Тест");

Поэтому рекомендуется всегда указывать второй аргумент:

var test = prompt("Тест", ''); // <-- так лучше

## [confirm](https://learn.javascript.ru/uibasic" \l "confirm)

Синтаксис:

result = confirm(question);

confirm выводит окно с вопросом question с двумя кнопками: OK и CANCEL.

**Результатом будет true при нажатии OK и false – при CANCEL(Esc).**

Например:

var isAdmin = confirm("Вы - администратор?");

alert( isAdmin );

## [Особенности встроенных функций](https://learn.javascript.ru/uibasic" \l "особенности-встроенных-функций)

Конкретное место, где выводится модальное окно с вопросом – обычно это центр браузера, и внешний вид окна выбирает браузер. Разработчик не может на это влиять.

С одной стороны – это недостаток, так как нельзя вывести окно в своем, особо красивом, дизайне.

С другой стороны, преимущество этих функций по сравнению с другими, более сложными методами взаимодействия, которые мы изучим в дальнейшем – как раз в том, что они очень просты.

Это самый простой способ вывести сообщение или получить информацию от посетителя. Поэтому их используют в тех случаях, когда простота важна, а всякие «красивости» особой роли не играют.

## [Резюме](https://learn.javascript.ru/uibasic" \l "резюме)

* alert выводит сообщение.
* prompt выводит сообщение и ждёт, пока пользователь введёт текст, а затем возвращает введённое значение или null, если ввод отменён (CANCEL/Esc).

confirm выводит сообщение и ждёт, пока пользователь нажмёт «OK» или «CANCEL» и возвращает true/false.

# Условные операторы: if, '?'

Иногда, в зависимости от условия, нужно выполнить различные действия. Для этого используется оператор if.

Например:

var year = prompt('В каком году появилась спецификация ECMA-262 5.1?', '');

if (year != 2011) alert( 'А вот и неправильно!' );

## [Оператор if](https://learn.javascript.ru/ifelse" \l "оператор-if)

Оператор if («если») получает условие, в примере выше это year != 2011. Он вычисляет его, и если результат – true, то выполняет команду.

Если нужно выполнить более одной команды – они оформляются блоком кода в фигурных скобках:

if (year != 2011) {

alert( 'А вот..' );

alert( '..и неправильно!' );

}

**Рекомендуется использовать фигурные скобки всегда, даже когда команда одна.**

Это улучшает читаемость кода.

## [Преобразование к логическому типу](https://learn.javascript.ru/ifelse" \l "преобразование-к-логическому-типу)

Оператор if (...) вычисляет и преобразует выражение в скобках к логическому типу.

В логическом контексте:

* Число 0, пустая строка "", null и undefined, а также NaN являются false,
* Остальные значения – true.

Например, такое условие никогда не выполнится:

if (0) { // 0 преобразуется к false

...

}

…А такое – выполнится всегда:

if (1) { // 1 преобразуется к true

...

}

Можно и просто передать уже готовое логическое значение, к примеру, заранее вычисленное в переменной:

var cond = (year != 2011); // true/false

if (cond) {

...

}

## [Неверное условие, else](https://learn.javascript.ru/ifelse" \l "неверное-условие-else)

Необязательный блок else («иначе») выполняется, если условие неверно:

var year = prompt('Введите год появления стандарта ECMA-262 5.1', '');

if (year == 2011) {

alert( 'Да вы знаток!' );

} else {

alert( 'А вот и неправильно!' ); // любое значение, кроме 2011

}

## [Несколько условий, else if](https://learn.javascript.ru/ifelse" \l "несколько-условий-else-if)

Бывает нужно проверить несколько вариантов условия. Для этого используется блок else if .... Например:

var year = prompt('В каком году появилась спецификация ECMA-262 5.1?', '');

if (year < 2011) {

alert( 'Это слишком рано..' );

} else if (year > 2011) {

alert( 'Это поздновато..' );

} else {

alert( 'Да, точно в этом году!' );

}

В примере выше JavaScript сначала проверит первое условие, если оно ложно – перейдет ко второму – и так далее, до последнего else.

## [Оператор вопросительный знак „?“](https://learn.javascript.ru/ifelse" \l "оператор-вопросительный-знак)

Иногда нужно в зависимости от условия присвоить переменную. Например:

var access;

var age = prompt('Сколько вам лет?', '');

if (age > 14) {

access = true;

} else {

access = false;

}

alert(access);

Оператор вопросительный знак '?' позволяет делать это короче и проще.

Он состоит из трех частей:

условие ? значение1 : значение2

Проверяется условие, затем если оно верно – возвращается значение1, если неверно – значение2, например:

access = (age > 14) ? true : false;

Оператор '?' выполняется позже большинства других, в частности – позже сравнений, поэтому скобки можно не ставить:

access = age > 14 ? true : false;

…Но когда скобки есть – код лучше читается. Так что рекомендуется их писать.

**На заметку:**

В данном случае можно было бы обойтись и без оператора '?', т.к. сравнение само по себе уже возвращает true/false:

access = age > 14;

**«Тернарный оператор»**

Вопросительный знак – единственный оператор, у которого есть аж три аргумента, в то время как у обычных операторов их один-два. Поэтому его называют «тернарный оператор».

## [Несколько операторов „?“](https://learn.javascript.ru/ifelse" \l "несколько-операторов)

Последовательность операторов '?' позволяет вернуть значение в зависимости не от одного условия, а от нескольких.

Например:

var age = prompt('возраст?', 18);

var message = (age < 3) ? 'Здравствуй, малыш!' :

(age < 18) ? 'Привет!' :

(age < 100) ? 'Здравствуйте!' :

'Какой необычный возраст!';

alert( message );

Поначалу может быть сложно понять, что происходит. Однако, внимательно приглядевшись, мы замечаем, что это обычная последовательная проверка!

Вопросительный знак проверяет сначала age < 3, если верно – возвращает 'Здравствуй, малыш!', если нет – идет за двоеточие и проверяет age < 18. Если это верно – возвращает 'Привет!', иначе проверка age < 100 и 'Здравствуйте!'… И наконец, если ничего из этого не верно, то 'Какой необычный возраст!'.

То же самое через if..else:

if (age < 3) {

message = 'Здравствуй, малыш!';

} else if (age < 18) {

message = 'Привет!';

} else if (age < 100) {

message = 'Здравствуйте!';

} else {

message = 'Какой необычный возраст!';

}

## [Нетрадиционное использование „?“](https://learn.javascript.ru/ifelse" \l "нетрадиционное-использование)

Иногда оператор вопросительный знак '?' используют как замену if:

var company = prompt('Какая компания создала JavaScript?', '');

(company == 'Netscape') ?

alert('Да, верно') : alert('Неправильно');

Работает это так: в зависимости от условия, будет выполнена либо первая, либо вторая часть после '?'.

Результат выполнения не присваивается в переменную, так что пропадёт (впрочем, alert ничего не возвращает).

**Рекомендуется не использовать вопросительный знак таким образом.**

Несмотря на то, что с виду такая запись короче if, она является существенно менее читаемой.

Вот, для сравнения, то же самое с if:

var company = prompt('Какая компания создала JavaScript?', '');

if (company == 'Netscape') {

alert('Да, верно');

} else {

alert('Неправильно');

}

При чтении кода глаз идёт вертикально и конструкции, занимающие несколько строк, с понятной вложенностью, воспринимаются гораздо легче. Возможно, вы и сами почувствуете, пробежавшись глазами, что синтаксис с if более прост и очевиден чем с оператором '?'.

Смысл оператора '?' – вернуть то или иное значение, в зависимости от условия. Пожалуйста, используйте его по назначению, а для выполнения разных веток кода есть if.

# Логические операторы

Для операций над логическими значениями в JavaScript есть || (ИЛИ), && (И) и ! (НЕ).

Хоть они и называются «логическими», но в JavaScript могут применяться к значениям любого типа и возвращают также значения любого типа.

## [|| (ИЛИ)](https://learn.javascript.ru/logical-ops" \l "или)

Оператор ИЛИ выглядит как двойной символ вертикальной черты:

result = a || b;

Логическое ИЛИ в классическом программировании работает следующим образом: "если хотя бы один из аргументов true, то возвращает true, иначе – false". В JavaScript, как мы увидим далее, это не совсем так, но для начала рассмотрим только логические значения.

Получается следующая «таблица результатов»:

alert( true || true ); // true

alert( false || true ); // true

alert( true || false ); // true

alert( false || false ); // false

Если значение не логического типа – то оно к нему приводится в целях вычислений. Например, число 1 будет воспринято как true, а 0 – как false:

if (1 || 0) { // сработает как if( true || false )

alert( 'верно' );

}

Обычно оператор ИЛИ используется в if, чтобы проверить, выполняется ли хотя бы одно из условий, например:

var hour = 9;

if (hour < 10 || hour > 18) {

alert( 'Офис до 10 или после 18 закрыт' );

}

Можно передать и больше условий:

var hour = 12,

isWeekend = true;

if (hour < 10 || hour > 18 || isWeekend) {

alert( 'Офис до 10 или после 18 или в выходной закрыт' );

}

## [Короткий цикл вычислений](https://learn.javascript.ru/logical-ops" \l "короткий-цикл-вычислений)

JavaScript вычисляет несколько ИЛИ слева направо. При этом, чтобы экономить ресурсы, используется так называемый «короткий цикл вычисления».

Допустим, вычисляются несколько ИЛИ подряд: a || b || c || .... Если первый аргумент – true, то результат заведомо будет true (хотя бы одно из значений – true), и остальные значения игнорируются.

Это особенно заметно, когда выражение, переданное в качестве второго аргумента, имеет сторонний эффект – например, присваивает переменную.

При запуске примера ниже присвоение x не произойдёт:

var x;

true || (x = 1);

alert(x); // undefined, x не присвоен

…А в примере ниже первый аргумент – false, так что ИЛИ попытается вычислить второй, запустив тем самым присваивание:

var x;

false || (x = 1);

alert(x); // 1

## [Значение ИЛИ](https://learn.javascript.ru/logical-ops" \l "значение-или)

*|| запинается на «правде»,  
&& запинается на «лжи».*

Илья Канатов, участник курса JavaScript

Итак, как мы видим, оператор ИЛИ вычисляет ровно столько значений, сколько необходимо – до первого true.

При этом оператор ИЛИ возвращает то значение, на котором остановились вычисления. Причём, не преобразованное к логическому типу.

Например:

alert( 1 || 0 ); // 1

alert( true || 'неважно что' ); // true

alert( null || 1 ); // 1

alert( undefined || 0 ); // 0

Это используют, в частности, чтобы выбрать первое «истинное» значение из списка:

var undef; // переменная не присвоена, т.е. равна undefined

var zero = 0;

var emptyStr = "";

var msg = "Привет!";

var result = undef || zero || emptyStr || msg || 0;

alert( result ); // выведет "Привет!" - первое значение, которое является true

Если все значения «ложные», то || возвратит последнее из них:

alert( undefined || '' || false || 0 ); // 0

Итак, оператор || вычисляет операнды слева направо до первого «истинного» и возвращает его, а если все ложные – то последнее значение.

Иначе можно сказать, что "|| запинается на правде".

## [&& (И)](https://learn.javascript.ru/logical-ops" \l "и)

Оператор И пишется как два амперсанда &&:

result = a && b;

В классическом программировании И возвращает true, если оба аргумента истинны, а иначе – false:

alert( true && true ); // true

alert( false && true ); // false

alert( true && false ); // false

alert( false && false ); // false

Пример с if:

var hour = 12,

minute = 30;

if (hour == 12 && minute == 30) {

alert( 'Время 12:30' );

}

Как и в ИЛИ, в И допустимы любые значения:

if (1 && 0) { // вычислится как true && false

alert( 'не сработает, т.к. условие ложно' );

}

К И применим тот же принцип «короткого цикла вычислений», но немного по-другому, чем к ИЛИ.

Если левый аргумент – false, оператор И возвращает его и заканчивает вычисления. Иначе – вычисляет и возвращает правый аргумент.

Например:

// Первый аргумент - true,

// Поэтому возвращается второй аргумент

alert( 1 && 0 ); // 0

alert( 1 && 5 ); // 5

// Первый аргумент - false,

// Он и возвращается, а второй аргумент игнорируется

alert( null && 5 ); // null

alert( 0 && "не важно" ); // 0

Можно передать и несколько значений подряд, при этом возвратится первое «ложное» (на котором остановились вычисления), а если его нет – то последнее:

alert( 1 && 2 && null && 3 ); // null

alert( 1 && 2 && 3 ); // 3

Итак, оператор && вычисляет операнды слева направо до первого «ложного» и возвращает его, а если все истинные – то последнее значение.

Иначе можно сказать, что "&& запинается на лжи".

**Приоритет у && больше, чем у ||**

Приоритет оператора И && больше, чем ИЛИ ||, так что он выполняется раньше.

Поэтому в следующем коде сначала будет вычислено правое И: 1 && 0 = 0, а уже потом – ИЛИ.

alert( 5 || 1 && 0 ); // 5

**Не используйте && вместо if**

Оператор && в простых случаях можно использовать вместо if, например:

var x = 1;

(x > 0) && alert( 'Больше' );

Действие в правой части && выполнится только в том случае, если до него дойдут вычисления. То есть, alert сработает, если в левой части будет true.

Получился аналог:

var x = 1;

if (x > 0) {

alert( 'Больше' );

}

Однако, как правило, вариант с if лучше читается и воспринимается. Он более очевиден, поэтому лучше использовать его. Это, впрочем, относится и к другим неочевидным применениям возможностей языка.

## [! (НЕ)](https://learn.javascript.ru/logical-ops" \l "не)

Оператор НЕ – самый простой. Он получает один аргумент. Синтаксис:

var result = !value;

Действия !:

1. Сначала приводит аргумент к логическому типу true/false.
2. Затем возвращает противоположное значение.

Например:

alert( !true ); // false

alert( !0 ); // true

**В частности, двойное НЕ используют для преобразования значений к логическому типу:**

alert( !!"строка" ); // true

alert( !!null ); // false

# Преобразование типов для примитивов

Система преобразования типов в JavaScript очень проста, но отличается от других языков. Поэтому она часто служит «камнем преткновения» для приходящих из других языков программистов.

Всего есть три преобразования:

1. Строковое преобразование.
2. Числовое преобразование.
3. Преобразование к логическому значению.

**Эта глава описывает преобразование только примитивных значений, объекты разбираются далее.**

## [Строковое преобразование](https://learn.javascript.ru/types-conversion" \l "строковое-преобразование)

Строковое преобразование происходит, когда требуется представление чего-либо в виде строки. Например, его производит функция alert.

var a = true;

alert( a ); // "true"

Можно также осуществить преобразование явным вызовом String(val):

alert( String(null) === "null" ); // true

Как видно из примеров выше, преобразование происходит наиболее очевидным способом, «как есть»: false становится "false", null – "null", undefined – "undefined" и т.п.

Также для явного преобразования применяется оператор "+", у которого один из аргументов строка. В этом случае он приводит к строке и другой аргумент, например:

alert( true + "test" ); // "truetest"

alert( "123" + undefined ); // "123undefined"

## [Численное преобразование](https://learn.javascript.ru/types-conversion" \l "численное-преобразование)

Численное преобразование происходит в математических функциях и выражениях, а также при сравнении данных различных типов (кроме сравнений ===, !==).

Для преобразования к числу в явном виде можно вызвать Number(val), либо, что короче, поставить перед выражением унарный плюс "+":

var a = +"123"; // 123

var a = Number("123"); // 123, тот же эффект

| **Значение** | **Преобразуется в...** |
| --- | --- |
| undefined | NaN |
| null | 0 |
| true / false | 1 / 0 |
| Строка | Пробельные символы по краям обрезаются. Далее, если остаётся пустая строка, то 0, иначе из непустой строки "считывается" число, при ошибке результат NaN. |

Например:

// после обрезания пробельных символов останется "123"

alert( +" \n 123 \n \n" ); // 123

Ещё примеры:

* Логические значения:
* alert( +true ); // 1

alert( +false ); // 0

* Сравнение разных типов – значит численное преобразование:

alert( "\n0 " == 0 ); // true

При этом строка "\n0" преобразуется к числу, как указано выше: начальные и конечные пробелы обрезаются, получается строка "0", которая равна 0.

* С логическими значениями:
* alert( "\n" == false );

alert( "1" == true );

Здесь сравнение "==" снова приводит обе части к числу. В первой строке слева и справа получается 0, во второй 1.

### [Специальные значения](https://learn.javascript.ru/types-conversion" \l "специальные-значения)

Посмотрим на поведение специальных значений более внимательно.

**Интуитивно, значения null/undefined ассоциируются с нулём, но при преобразованиях ведут себя иначе.**

Специальные значения преобразуются к числу так:

|  |  |
| --- | --- |
| **Значение** | **Преобразуется в...** |
| undefined | NaN |
| null | 0 |

Это преобразование осуществляется при арифметических операциях и сравнениях > >= < <=, но не при проверке равенства ==. Алгоритм проверки равенства для этих значений в спецификации прописан отдельно (пункт [11.9.3](http://es5.github.com/x11.html#x11.9.3)). В нём считается, что null и undefined равны "==" между собой, но эти значения не равны никакому другому значению.

Это ведёт к забавным последствиям.

Например, null не подчиняется законам математики – он «больше либо равен нулю»: null>=0, но не больше и не равен:

alert( null >= 0 ); // true, т.к. null преобразуется к 0

alert( null > 0 ); // false (не больше), т.к. null преобразуется к 0

alert( null == 0 ); // false (и не равен!), т.к. == рассматривает null особо.

Значение undefined вообще «несравнимо»:

alert( undefined > 0 ); // false, т.к. undefined -> NaN

alert( undefined == 0 ); // false, т.к. это undefined (без преобразования)

alert( undefined < 0 ); // false, т.к. undefined -> NaN

**Для более очевидной работы кода и во избежание ошибок лучше не давать специальным значениям участвовать в сравнениях > >= < <=.**

Используйте в таких случаях переменные-числа или приводите к числу явно.

## [Логическое преобразование](https://learn.javascript.ru/types-conversion" \l "логическое-преобразование)

Преобразование к true/false происходит в логическом контексте, таком как if(value), и при применении логических операторов.

Все значения, которые интуитивно «пусты», становятся false. Их несколько: 0, пустая строка, null, undefined и NaN.

Остальное, в том числе и любые объекты – true.

Полная таблица преобразований:

|  |  |
| --- | --- |
| **Значение** | **Преобразуется в...** |
| undefined, null | false |
| Числа | Все true, кроме 0, NaN -- false. |
| Строки | Все true, кроме пустой строки "" -- false |
| Объекты | Всегда true |

**Для явного преобразования используется двойное логическое отрицание !!value или вызов Boolean(value).**

**Обратите внимание: строка "0" становится true**

В отличие от многих языков программирования (например PHP), "0" в JavaScript является true, как и строка из пробелов:

alert( !!"0" ); // true

alert( !!" " ); // любые непустые строки, даже из пробелов - true!

Логическое преобразование интересно тем, как оно сочетается с численным.

**Два значения могут быть равны, но одно из них в логическом контексте true, другое – false**.

Например, равенство в следующем примере верно, так как происходит численное преобразование:

alert( 0 == "\n0\n" ); // true

…А в логическом контексте левая часть даст false, правая – true:

if ("\n0\n") {

alert( "true, совсем не как 0!" );

}

С точки зрения преобразования типов в JavaScript это совершенно нормально. При сравнении с помощью «==» – численное преобразование, а в if – логическое, только и всего.

## [Итого](https://learn.javascript.ru/types-conversion#итого)

В JavaScript есть три преобразования:

1. Строковое: String(value) – в строковом контексте или при сложении со строкой. Работает очевидным образом.
2. Численное: Number(value) – в численном контексте, включая унарный плюс +value. Происходит при сравнении разных типов, кроме строгого равенства.
3. Логическое: Boolean(value) – в логическом контексте, можно также сделать двойным НЕ: !!value.

Точные таблицы преобразований даны выше в этой главе.

Особым случаем является проверка равенства с null и undefined. Они равны друг другу, но не равны чему бы то ни было ещё, этот случай прописан особо в спецификации.

# Циклы while, for

При написании скриптов зачастую встает задача сделать однотипное действие много раз.

Например, вывести товары из списка один за другим. Или просто перебрать все числа от 1 до 10 и для каждого выполнить одинаковый код.

Для многократного повторения одного участка кода – предусмотрены циклы.

## [Цикл while](https://learn.javascript.ru/while-for" \l "цикл-while)

Цикл while имеет вид:

while (условие) {

// код, тело цикла

}

Пока условие верно – выполняется код из тела цикла.

Например, цикл ниже выводит i пока i < 3:

var i = 0;

while (i < 3) {

alert( i );

i++;

}

**Повторение цикла по-научному называется «итерация». Цикл в примере выше совершает три итерации.**

Если бы i++ в коде выше не было, то цикл выполнялся бы (в теории) вечно. На практике, браузер выведет сообщение о «зависшем» скрипте и посетитель его остановит.

**Бесконечный цикл** можно сделать и проще:

while (true) {

// ...

}

**Условие в скобках интерпретируется как логическое значение, поэтому вместо while (i!=0)обычно пишут while (i)**:

var i = 3;

while (i) { // при i, равном 0, значение в скобках будет false и цикл остановится

alert( i );

i--;

}

## [Цикл do…while](https://learn.javascript.ru/while-for" \l "цикл-do-while)

Проверку условия можно поставить под телом цикла, используя специальный синтаксис do..while:

do {

// тело цикла

} while (условие);

Цикл, описанный, таким образом, сначала выполняет тело, а затем проверяет условие.

Например:

var i = 0;

do {

alert( i );

i++;

} while (i < 3);

Синтаксис do..while редко используется, т.к. обычный while нагляднее – в нём не приходится искать глазами условие и ломать голову, почему оно проверяется именно в конце.

## [Цикл for](https://learn.javascript.ru/while-for" \l "цикл-for)

Чаще всего применяется цикл for. Выглядит он так:

for (начало; условие; шаг) {

// ... тело цикла ...

}

Пример цикла, который выполняет alert(i) для i от 0 до 2 включительно (до 3):

var i;

for (i = 0; i < 3; i++) {

alert( i );

}

Здесь:

* **Начало:** i=0.
* **Условие:** i<3.
* **Шаг:** i++.
* **Тело:** alert(i), т.е. код внутри фигурных скобок (они не обязательны, если только одна операция)

Цикл выполняется так:

1. Начало: i=0 выполняется один-единственный раз, при заходе в цикл.
2. Условие: i<3 проверяется перед каждой итерацией и при входе в цикл, если оно нарушено, то происходит выход.
3. Тело: alert(i).
4. Шаг: i++ выполняется после тела на каждой итерации, но перед проверкой условия.
5. Идти на шаг 2.

Иными словами, поток выполнения: начало → (если условие → тело → шаг) → (если условие → тело→ шаг) → … и так далее, пока верно условие.

**На заметку:**

В цикле также можно определить переменную:

for (var i = 0; i < 3; i++) {

alert(i); // 0, 1, 2

}

Эта переменная будет видна и за границами цикла, в частности, после окончания цикла i станет равно 3.

## [Пропуск частей for](https://learn.javascript.ru/while-for" \l "пропуск-частей-for)

Любая часть for может быть пропущена.

Например, можно убрать начало. Цикл в примере ниже полностью идентичен приведённому выше:

var i = 0;

for (; i < 3; i++) {

alert( i ); // 0, 1, 2

}

Можно убрать и шаг:

var i = 0;

for (; i < 3;) {

alert( i );

// цикл превратился в аналог while (i<3)

}

А можно и вообще убрать всё, получив бесконечный цикл:

for (;;) {

// будет выполняться вечно

}

При этом сами точки с запятой ; обязательно должны присутствовать, иначе будет ошибка синтаксиса.

**for..in**

Существует также специальная конструкция for..in для перебора свойств объекта.

Мы познакомимся с ней позже, когда будем [говорить об объектах](https://learn.javascript.ru/object-for-in#for..in).

## [Прерывание цикла: break](https://learn.javascript.ru/while-for" \l "прерывание-цикла-break)

Выйти из цикла можно не только при проверке условия но и, вообще, в любой момент. Эту возможность обеспечивает директива break.

Например, следующий код подсчитывает сумму вводимых чисел до тех пор, пока посетитель их вводит, а затем – выдаёт:

var sum = 0;

while (true) {

var value = +prompt("Введите число", '');

if (!value) break; // (\*)

sum += value;

}

alert( 'Сумма: ' + sum );

Директива break в строке (\*), если посетитель ничего не ввёл, полностью прекращает выполнение цикла и передаёт управление на строку за его телом, то есть на alert.

Вообще, сочетание «бесконечный цикл + break» – отличная штука для тех ситуаций, когда условие, по которому нужно прерваться, находится не в начале-конце цикла, а посередине.

## [Следующая итерация: continue](https://learn.javascript.ru/while-for" \l "continue)

Директива continue прекращает выполнение текущей итерации цикла.

Она – в некотором роде «младшая сестра» директивы break: прерывает не весь цикл, а только текущее выполнение его тела, как будто оно закончилось.

Её используют, если понятно, что на текущем повторе цикла делать больше нечего.

Например, цикл ниже использует continue, чтобы не выводить чётные значения:

for (var i = 0; i < 10; i++) {

if (i % 2 == 0) continue;

alert(i);

}

Для чётных i срабатывает continue, выполнение тела прекращается и управление передаётся на следующий проход for.

**Директива continue позволяет обойтись без скобок**

Цикл, который обрабатывает только нечётные значения, мог бы выглядеть так:

for (var i = 0; i < 10; i++) {

if (i % 2) {

alert( i );

}

}

С технической точки зрения он полностью идентичен. Действительно, вместо continue можно просто завернуть действия в блок if. Однако, мы получили дополнительный уровень вложенности фигурных скобок. Если код внутри if более длинный, то это ухудшает читаемость, в отличие от варианта с continue.

**Нельзя использовать break/continue справа от оператора „?“**

Обычно мы можем заменить if на оператор вопросительный знак '?'.

То есть, запись:

if (условие) {

a();

} else {

b();

}

…Аналогична записи:

условие ? a() : b();

В обоих случаях в зависимости от условия выполняется либо a() либо b().

Но разница состоит в том, что оператор вопросительный знак '?', использованный во второй записи, возвращает значение.

**Синтаксические конструкции, которые не возвращают значений, нельзя использовать в операторе '?'.**

К таким относятся большинство конструкций и, в частности, break/continue.

Поэтому такой код приведёт к ошибке:

(i > 5) ? alert(i) : continue;

Впрочем, как уже говорилось ранее, оператор вопросительный знак '?' не стоит использовать таким образом. Это – всего лишь ещё одна причина, почему для проверки условия предпочтителен if.

## [Метки для break/continue](https://learn.javascript.ru/while-for" \l "метки-для-break-continue)

Бывает нужно выйти одновременно из нескольких уровней цикла.

Например, внутри цикла по i находится цикл по j, и при выполнении некоторого условия мы бы хотели выйти из обоих циклов сразу:

outer: for (var i = 0; i < 3; i++) {

for (var j = 0; j < 3; j++) {

var input = prompt('Значение в координатах '+i+','+j, '');

// если отмена ввода или пустая строка -

// завершить оба цикла

if (!input) break outer; // (\*)

}

}

alert('Готово!');

В коде выше для этого использована метка.

Метка имеет вид "имя:", имя должно быть уникальным. Она ставится перед циклом, вот так:

outer: for (var i = 0; i < 3; i++) { ... }

Можно также выносить её на отдельную строку:

outer:

for (var i = 0; i < 3; i++) { ... }

Вызов break outer ищет ближайший внешний цикл с такой меткой и переходит в его конец.

В примере выше это означает, что будет разорван самый внешний цикл и управление перейдёт на alert.

Директива continue также может быть использована с меткой, в этом случае управление перепрыгнет на следующую итерацию цикла с меткой.

## [Итого](https://learn.javascript.ru/while-for#итого)

JavaScript поддерживает три вида циклов:

* while – проверка условия перед каждым выполнением.
* do..while – проверка условия после каждого выполнения.
* for – проверка условия перед каждым выполнением, а также дополнительные настройки.

Чтобы организовать бесконечный цикл, используют конструкцию while(true). При этом он, как и любой другой цикл, может быть прерван директивой break.

Если на данной итерации цикла делать больше ничего не надо, но полностью прекращать цикл не следует – используют директиву continue.

Обе этих директивы поддерживают «метки», которые ставятся перед циклом. Метки – единственный способ для break/continue повлиять на выполнение внешнего цикла.

Заметим, что метки не позволяют прыгнуть в произвольное место кода, в JavaScript нет такой возможности.

# Конструкция switch

Конструкция switch заменяет собой сразу несколько if.

Она представляет собой более наглядный способ сравнить выражение сразу с несколькими вариантами.

## [Синтаксис](https://learn.javascript.ru/switch" \l "синтаксис)

Выглядит она так:

switch(x) {

case 'value1': // if (x === 'value1')

...

[break]

case 'value2': // if (x === 'value2')

...

[break]

default:

...

[break]

}

* Переменная x проверяется на строгое равенство первому значению value1, затем второму value2 и так далее.
* Если соответствие установлено – switch начинает выполняться от соответствующей директивы case и далее, до ближайшего*break* (или до конца switch).
* Если ни один case не совпал – выполняется (если есть) вариант default.

При этом case называют вариантами*switch*.

## [Пример работы](https://learn.javascript.ru/switch" \l "пример-работы)

Пример использования switch (сработавший код выделен):

var a = 2 + 2;

switch (a) {

case 3:

alert( 'Маловато' );

break;

case 4:

alert( 'В точку!' );

break;

case 5:

alert( 'Перебор' );

break;

default:

alert( 'Я таких значений не знаю' );

}

Здесь оператор switch последовательно сравнит a со всеми вариантами из case.

Сначала 3, затем – так как нет совпадения – 4. Совпадение найдено, будет выполнен этот вариант, со строки alert('В точку!') и далее, до ближайшего break, который прервёт выполнение.

**Если break нет, то выполнение пойдёт ниже по следующим case, при этом остальные проверки игнорируются.**

Пример без break:

var a = 2 + 2;

switch (a) {

case 3:

alert( 'Маловато' );

case 4:

alert( 'В точку!' );

case 5:

alert( 'Перебор' );

default:

alert( 'Я таких значений не знаю' );

}

В примере выше последовательно выполнятся три alert:

alert( 'В точку!' );

alert( 'Перебор' );

alert( 'Я таких значений не знаю' );

В case могут быть любые выражения, в том числе включающие в себя переменные и функции.

Например:

var a = 1;

var b = 0;

switch (a) {

case b + 1:

alert( 1 );

break;

default:

alert('нет-нет, выполнится вариант выше')

}

## [Группировка case](https://learn.javascript.ru/switch" \l "группировка-case)

Несколько значений case можно группировать.

В примере ниже case 3 и case 5 выполняют один и тот же код:

var a = 2+2;

switch (a) {

case 4:

alert('Верно!');

break;

case 3: // (\*)

case 5: // (\*\*)

alert('Неверно!');

alert('Немного ошиблись, бывает.');

break;

default:

alert('Странный результат, очень странный');

}

При case 3 выполнение идёт со строки (\*), при case 5 – со строки (\*\*).

## [Тип имеет значение](https://learn.javascript.ru/switch" \l "тип-имеет-значение)

Следующий пример принимает значение от посетителя.

var arg = prompt("Введите arg?")

switch (arg) {

case '0':

case '1':

alert( 'Один или ноль' );

case '2':

alert( 'Два' );

break;

case 3:

alert( 'Никогда не выполнится' );

default:

alert('Неизвестное значение: ' + arg)

}

Что оно выведет при вводе числа 0? Числа 1? 2? 3?

Подумайте, выпишите свои ответы, исходя из текущего понимания работы switch и потом читайте дальше…

* При вводе 0 выполнится первый alert, далее выполнение продолжится вниз до первого break и выведет второй alert('Два'). Итого, два вывода alert.
* При вводе 1 произойдёт то же самое.
* При вводе 2, switch перейдет к case '2', и сработает единственный alert('Два').
* **При вводе 3, switch перейдет на default.** Это потому, что prompt возвращает строку '3', а не число. Типы разные. Оператор switch предполагает строгое равенство ===, так что совпадения не будет.

# Функции

Зачастую нам надо повторять одно и то же действие во многих частях программы.

Например, красиво вывести сообщение необходимо при приветствии посетителя, при выходе посетителя с сайта, ещё где-нибудь.

Чтобы не повторять один и тот же код во многих местах, придуманы функции. Функции являются основными «строительными блоками» программы.

Примеры встроенных функций вы уже видели – это alert(message), prompt(message, default) и confirm(question). Но можно создавать и свои.

## [Объявление](https://learn.javascript.ru/function-basics" \l "объявление)

Пример объявления функции:

function showMessage() {

alert( 'Привет всем присутствующим!' );

}

Вначале идет ключевое слово function, после него имя функции, затем список параметров в скобках (в примере выше он пустой) и тело функции – код, который выполняется при её вызове.

Объявленная функция доступна по имени, например:

function showMessage() {

alert( 'Привет всем присутствующим!' );

}

showMessage();

showMessage();

Этот код выведет сообщение два раза. Уже здесь видна **главная цель создания функций: избавление от дублирования кода**.

Если понадобится поменять сообщение или способ его вывода – достаточно изменить его в одном месте: в функции, которая его выводит.

## [Локальные переменные](https://learn.javascript.ru/function-basics" \l "локальные-переменные)

Функция может содержать локальные переменные, объявленные через var. Такие переменные видны только внутри функции:

function showMessage() {

var message = 'Привет, я - Вася!'; // локальная переменная

alert( message );

}

showMessage(); // 'Привет, я - Вася!'

alert( message ); // <-- будет ошибка, т.к. переменная видна только внутри

**Блоки if/else, switch, for, while, do..while не влияют на область видимости переменных.**

При объявлении переменной в таких блоках, она всё равно будет видна во всей функции.

Например:

function count() {

// переменные i,j не будут уничтожены по окончании цикла

for (var i = 0; i < 3; i++) {

var j = i \* 2;

}

alert( i ); // i=3, последнее значение i, при нём цикл перестал работать

alert( j ); // j=4, последнее значение j, которое вычислил цикл

}

**Неважно, где именно в функции и сколько раз объявляется переменная. Любое объявление срабатывает один раз и распространяется на всю функцию.**

Объявления переменных в примере выше можно передвинуть вверх, это ни на что не повлияет:

function count() {

var i, j; // передвинули объявления var в начало

for (i = 0; i < 3; i++) {

j = i \* 2;

}

alert( i ); // i=3

alert( j ); // j=4

}

## [Внешние переменные](https://learn.javascript.ru/function-basics" \l "внешние-переменные)

Функция может обратиться ко внешней переменной, например:

var userName = 'Вася';

function showMessage() {

var message = 'Привет, я ' + userName;

alert(message);

}

showMessage(); // Привет, я Вася

Доступ возможен не только на чтение, но и на запись. При этом, так как переменная внешняя, то изменения будут видны и снаружи функции:

var userName = 'Вася';

function showMessage() {

userName = 'Петя'; // (1) присвоение во внешнюю переменную

var message = 'Привет, я ' + userName;

alert( message );

}

showMessage();

alert( userName ); // Петя, значение внешней переменной изменено функцией

Конечно, если бы внутри функции, в строке (1), была бы объявлена своя локальная переменная var userName, то все обращения использовали бы её, и внешняя переменная осталась бы неизменной.

**Переменные, объявленные на уровне всего скрипта, называют «глобальными переменными».**

В примере выше переменная userName – глобальная.

Делайте глобальными только те переменные, которые действительно имеют общее значение для вашего проекта, а нужные для решения конкретной задачи – пусть будут локальными в соответствующей функции.

**Внимание: неявное объявление глобальных переменных!**

В старом стандарте JavaScript существовала возможность неявного объявления переменных присвоением значения.

Например:

function showMessage() {

message = 'Привет'; // без var!

}

showMessage();

alert( message ); // Привет

В коде выше переменная message нигде не объявлена, а сразу присваивается. Скорее всего, программист просто забыл поставить var.

При use strict такой код привёл бы к ошибке, но без него переменная будет создана автоматически, причём в примере выше она создаётся не в функции, а на уровне всего скрипта.

Избегайте этого.

Здесь опасность даже не в автоматическом создании переменной, а в том, что глобальные переменные должны использоваться тогда, когда действительно нужны «общескриптовые» параметры.

Забыли var в одном месте, потом в другом – в результате одна функция неожиданно поменяла глобальную переменную, которую использует другая. И поди разберись, кто и когда её поменял, не самая приятная ошибка для отладки.

В будущем, когда мы лучше познакомимся с основами JavaScript, в главе [Замыкания, функции изнутри](https://learn.javascript.ru/closures), мы более детально рассмотрим внутренние механизмы работы переменных и функций.

## [Параметры](https://learn.javascript.ru/function-basics" \l "параметры)

При вызове функции ей можно передать данные, которые та использует по своему усмотрению.

Например, этот код выводит два сообщения:

function showMessage(from, text) { // параметры from, text

from = "\*\* " + from + " \*\*"; // здесь может быть сложный код оформления

alert(from + ': ' + text);

}

showMessage('Маша', 'Привет!');

showMessage('Маша', 'Как дела?');

**Параметры копируются в локальные переменные функции**.

Например, в коде ниже есть внешняя переменная from, значение которой при запуске функции копируется в параметр функции с тем же именем. Далее функция работает уже с параметром:

function showMessage(from, text) {

from = '\*\*' + from + '\*\*'; // меняем локальную переменную from

alert( from + ': ' + text );

}

var from = "Маша";

showMessage(from, "Привет");

alert( from ); // старое значение from без изменений, в функции была изменена копия

## [Аргументы по умолчанию](https://learn.javascript.ru/function-basics" \l "аргументы-по-умолчанию)

Функцию можно вызвать с любым количеством аргументов.

Если параметр не передан при вызове – он считается равным undefined.

Например, функцию показа сообщения showMessage(from, text) можно вызвать с одним аргументом:

showMessage("Маша");

При этом можно проверить, и если параметр не передан – присвоить ему значение «по умолчанию»:

function showMessage(from, text) {

if (text === undefined) {

text = 'текст не передан';

}

alert( from + ": " + text );

}

showMessage("Маша", "Привет!"); // Маша: Привет!

showMessage("Маша"); // Маша: текст не передан

**При объявлении функции необязательные аргументы, как правило, располагают в конце списка.**

Для указания значения «по умолчанию», то есть, такого, которое используется, если аргумент не указан, используется два способа:

1. Можно проверить, равен ли аргумент undefined, и если да – то записать в него значение по умолчанию. Этот способ продемонстрирован в примере выше.
2. Использовать оператор ||:

function showMessage(from, text) {

text = text || 'текст не передан';

...

}

Второй способ считает, что аргумент отсутствует, если передана пустая строка, 0, или вообще любое значение, которое в логическом контексте является false.

Если аргументов передано больше, чем надо, например showMessage("Маша", "привет", 1, 2, 3), то ошибки не будет. Но, чтобы получить такие «лишние» аргументы, нужно будет прочитать их из специального объекта arguments, который мы рассмотрим в главе [Псевдомассив аргументов "arguments"](https://learn.javascript.ru/arguments-pseudoarray).

## [Возврат значения](https://learn.javascript.ru/function-basics" \l "возврат-значения)

Функция может возвратить результат, который будет передан в вызвавший её код.

Например, создадим функцию calcD, которая будет возвращать дискриминант квадратного уравнения по формуле b2 – 4ac:

function calcD(a, b, c) {

return b\*b - 4\*a\*c;

}

var test = calcD(-4, 2, 1);

alert(test); // 20

**Для возврата значения используется директива return.**

Она может находиться в любом месте функции. Как только до неё доходит управление – функция завершается и значение передается обратно.

Вызовов return может быть и несколько, например:

function checkAge(age) {

if (age > 18) {

return true;

} else {

return confirm('Родители разрешили?');

}

}

var age = prompt('Ваш возраст?');

if (checkAge(age)) {

alert( 'Доступ разрешен' );

} else {

alert( 'В доступе отказано' );

}

Директива return может также использоваться без значения, чтобы прекратить выполнение и выйти из функции.

Например:

function showMovie(age) {

if (!checkAge(age)) {

return;

}

alert( "Фильм не для всех" ); // (\*)

// ...

}

В коде выше, если сработал if, то строка (\*) и весь код под ней никогда не выполнится, так как returnзавершает выполнение функции.

**Значение функции без return и с пустым return**

В случае, когда функция не вернула значение или return был без аргументов, считается что она вернула undefined:

function doNothing() { /\* пусто \*/ }

alert( doNothing() ); // undefined

Обратите внимание, никакой ошибки нет. Просто возвращается undefined.

Ещё пример, на этот раз с return без аргумента:

function doNothing() {

return;

}

alert( doNothing() === undefined ); // true

## [Выбор имени функции](https://learn.javascript.ru/function-basics" \l "function-naming)

Имя функции следует тем же правилам, что и имя переменной. Основное отличие – оно должно быть глаголом, т.к. функция – это действие.

Как правило, используются глагольные префиксы, обозначающие общий характер действия, после которых следует уточнение.

Функции, которые начинаются с "show" – что-то показывают:

showMessage(..) // префикс show, "показать" сообщение

Функции, начинающиеся с "get" – получают, и т.п.:

getAge(..) // get, "получает" возраст

calcD(..) // calc, "вычисляет" дискриминант

createForm(..) // create, "создает" форму

checkPermission(..) // check, "проверяет" разрешение, возвращает true/false

Это очень удобно, поскольку взглянув на функцию – мы уже примерно представляем, что она делает, даже если функцию написал совсем другой человек, а в отдельных случаях – и какого вида значение она возвращает.

**Одна функция – одно действие**

Функция должна делать только то, что явно подразумевается её названием. И это должно быть одно действие.

Если оно сложное и подразумевает поддействия – может быть имеет смысл выделить их в отдельные функции? Зачастую это имеет смысл, чтобы лучше структурировать код.

**…Но самое главное – в функции не должно быть ничего, кроме самого действия и поддействий, неразрывно связанных с ним.**

Например, функция проверки данных (скажем, "validate") не должна показывать сообщение об ошибке. Её действие – проверить.

**Сверхкороткие имена функций**

Имена функций, которые используются очень часто, иногда делают сверхкороткими.

Например, во фреймворке [jQuery](http://jquery.com/) есть функция $, во фреймворке [Prototype](http://prototypejs.org/) – функция $$, а в библиотеке [LoDash](http://lodash.com/) очень активно используется функция с названием из одного символа подчеркивания \_.

## [Итого](https://learn.javascript.ru/function-basics#итого)

Объявление функции имеет вид:

function имя(параметры, через, запятую) {

код функции

}

* Передаваемые значения копируются в параметры функции и становятся локальными переменными.
* Параметры функции копируются в её локальные переменные.
* Можно объявить новые локальные переменые при помощи var.
* Значение возвращается оператором return ....
* Вызов return тут же прекращает функцию.
* Если return; вызван без значения, или функция завершилась без return, то её результат равен undefined.

При обращении к необъявленной переменной функция будет искать внешнюю переменную с таким именем, но лучше, если функция использует только локальные переменные:

* Это делает очевидным общий поток выполнения – что передаётся в функцию и какой получаем результат.
* Это предотвращает возможные конфликты доступа, когда две функции, возможно написанные в разное время или разными людьми, неожиданно друг для друга меняют одну и ту же внешнюю переменную.

Именование функций:

* Имя функции должно понятно и чётко отражать, что она делает. Увидев её вызов в коде, вы должны тут же понимать, что она делает.
* Функция – это действие, поэтому для имён функций, как правило, используются глаголы.

Функции являются основными строительными блоками скриптов. Мы будем неоднократно возвращаться к ним и изучать все более и более глубоко.

# Функциональные выражения

В JavaScript функция является значением, таким же как строка или число.

Как и любое значение, объявленную функцию можно вывести, вот так:

function sayHi() {

alert( "Привет" );

}

alert( sayHi ); // выведет код функции

Обратим внимание на то, что в последней строке после sayHi нет скобок. То есть, функция не вызывается, а просто выводится на экран.

**Функцию можно скопировать в другую переменную:**

function sayHi() { // (1)

alert( "Привет" );

}

var func = sayHi; // (2)

func(); // Привет // (3)

sayHi = null;

sayHi(); // ошибка (4)

1. Объявление (1) как бы говорит интерпретатору "создай функцию и помести её в переменную sayHi
2. В строке (2) мы копируем функцию в новую переменную func. Ещё раз обратите внимание: после sayHi нет скобок. Если бы они были, то вызов var func = sayHi() записал бы в func результат работы sayHi() (кстати, чему он равен? правильно, undefined, ведь внутри sayHi нет return).
3. На момент (3) функцию можно вызывать и как sayHi() и как func()
4. …Однако, в любой момент значение переменной можно поменять. При этом, если оно не функция, то вызов (4) выдаст ошибку.

Обычные значения, такие как числа или строки, представляют собой данные. А функцию можно воспринимать как действие.

Это действие можно запустить через скобки (), а можно и скопировать в другую переменную, как было продемонстрировано выше.

## [Объявление Function Expression](https://learn.javascript.ru/function-declaration-expression" \l "function-expression)

Существует альтернативный синтаксис для объявления функции, который ещё более наглядно показывает, что функция – это всего лишь разновидность значения переменной.

Он называется «Function Expression» (функциональное выражение) и выглядит так:

var f = function(параметры) {

// тело функции

};

Например:

var sayHi = function(person) {

alert( "Привет, " + person );

};

sayHi('Вася');

## [Сравнение с Function Declaration](https://learn.javascript.ru/function-declaration-expression" \l "сравнение-с-function-declaration)

«Классическое» объявление функции, о котором мы говорили до этого, вида function имя(параметры) {...}, называется в спецификации языка «Function Declaration».

* Function Declaration – функция, объявленная в основном потоке кода.
* Function Expression – объявление функции в контексте какого-либо выражения, например присваивания.

Несмотря на немного разный вид, по сути две эти записи делают одно и то же:

// Function Declaration

function sum(a, b) {

return a + b;

}

// Function Expression

var sum = function(a, b) {

return a + b;

}

Оба этих объявления говорят интерпретатору: "объяви переменную sum, создай функцию с указанными параметрами и кодом и сохрани её в sum".

**Основное отличие между ними: функции, объявленные как Function Declaration, создаются интерпретатором до выполнения кода.**

Поэтому их можно вызвать до объявления, например:

sayHi("Вася"); // Привет, Вася

function sayHi(name) {

alert( "Привет, " + name );

}

А если бы это было объявление Function Expression, то такой вызов бы не сработал:

sayHi("Вася"); // ошибка!

var sayHi = function(name) {

alert( "Привет, " + name );

}

Это из-за того, что JavaScript перед запуском кода ищет в нём Function Declaration (их легко найти: они не являются частью выражений и начинаются со слова function) и обрабатывает их.

А Function Expression создаются в процессе выполнении выражения, в котором созданы, в данном случае – функция будет создана при операции присваивания sayHi = function...

Как правило, возможность Function Declaration вызвать функцию до объявления – это удобно, так как даёт больше свободы в том, как организовать свой код.

Можно расположить функции внизу, а их вызов – сверху или наоборот.

### [Условное объявление функции](https://learn.javascript.ru/function-declaration-expression" \l "bad-conditional-declaration)

В некоторых случаях «дополнительное удобство» Function Declaration может сослужить плохую службу.

Например, попробуем, в зависимости от условия, объявить функцию sayHi по-разному:

var age = +prompt("Сколько вам лет?", 20);

if (age >= 18) {

function sayHi() {

alert( 'Прошу вас!' );

}

} else {

function sayHi() {

alert( 'До 18 нельзя' );

}

}

sayHi();

Function Declaration при use strict видны только внутри блока, в котором объявлены. Так как код в учебнике выполняется в режиме use strict, то будет ошибка.

А что, если использовать Function Expression?

var age = prompt('Сколько вам лет?');

var sayHi;

if (age >= 18) {

sayHi = function() {

alert( 'Прошу Вас!' );

}

} else {

sayHi = function() {

alert( 'До 18 нельзя' );

}

}

sayHi();

Или даже так:

var age = prompt('Сколько вам лет?');

var sayHi = (age >= 18) ?

function() { alert('Прошу Вас!'); } :

function() { alert('До 18 нельзя'); };

sayHi();

Оба этих варианта работают правильно, поскольку, в зависимости от условия, создаётся именно та функция, которая нужна.

### [Анонимные функции](https://learn.javascript.ru/function-declaration-expression" \l "анонимные-функции)

Взглянем ещё на один пример – функцию ask(question, yes, no) с тремя параметрами:

**question**

Строка-вопрос

**yes**

Функция

**no**

Функция

Она выводит вопрос на подтверждение question и, в зависимости от согласия пользователя, вызывает функцию yes() или no():

function ask(question, yes, no) {

if (confirm(question)) yes()

else no();

}

function showOk() {

alert( "Вы согласились." );

}

function showCancel() {

alert( "Вы отменили выполнение." );

}

// использование

ask("Вы согласны?", showOk, showCancel);

Какой-то очень простой код, не правда ли? Зачем, вообще, может понадобиться такая ask?

…Оказывается, при работе со страницей такие функции как раз очень востребованы, только вот спрашивают они не простым confirm, а выводят более красивое окно с вопросом и могут интеллектуально обработать ввод посетителя. Но это всё потом, когда перейдём к работе с интерфейсом.

Здесь же обратим внимание на то, что то же самое можно написать более коротко:

function ask(question, yes, no) {

if (confirm(question)) yes()

else no();

}

ask(

"Вы согласны?",

function() { alert("Вы согласились."); },

function() { alert("Вы отменили выполнение."); }

);

Здесь функции объявлены прямо внутри вызова ask(...), даже без присвоения им имени.

**Функциональное выражение, которое не записывается в переменную, называют**[**анонимной функцией**](http://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%BE%D0%BD%D0%B8%D0%BC%D0%BD%D0%B0%D1%8F_%D1%84%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D1%8F)**.**

Действительно, зачем нам записывать функцию в переменную, если мы не собираемся вызывать её ещё раз? Можно просто объявить непосредственно там, где функция нужна.

Такого рода код возникает естественно, он соответствует «духу» JavaScript.

## [new Function](https://learn.javascript.ru/function-declaration-expression" \l "new-function)

Существует ещё один способ создания функции, который используется очень редко, но упомянем и его для полноты картины.

Он позволяет создавать функцию полностью «на лету» из строки, вот так:

var sum = new Function('a,b', ' return a+b; ');

var result = sum(1, 2);

alert( result ); // 3

То есть, функция создаётся вызовом new Function(params, code):

**params**

Параметры функции через запятую в виде строки.

**code**

Код функции в виде строки.

Таким образом можно конструировать функцию, код которой неизвестен на момент написания программы, но строка с ним генерируется или подгружается динамически во время её выполнения.

Пример использования – динамическая компиляция шаблонов на JavaScript, мы встретимся с ней позже, при работе с интерфейсами.

## [Итого](https://learn.javascript.ru/function-declaration-expression#итого)

Функции в JavaScript являются значениями. Их можно присваивать, передавать, создавать в любом месте кода.

* Если функция объявлена в основном потоке кода, то это Function Declaration.
* Если функция создана как часть выражения, то это Function Expression.

Между этими двумя основными способами создания функций есть следующие различия:

|  |  |  |
| --- | --- | --- |
|  | **Function Declaration** | **Function Expression** |
| Время создания | До выполнения первой строчки кода. | Когда управление достигает строки с функцией. |
| Можно вызвать до объявления | Да (т.к. создаётся заранее) | Нет |
| Условное объявление в if | Не работает | Работает |

Иногда в коде начинающих разработчиков можно увидеть много Function Expression. Почему-то, видимо, не очень понимая происходящее, функции решают создавать как var func = function(), но в большинстве случаев обычное объявление функции – лучше.

**Если нет явной причины использовать Function Expression – предпочитайте Function Declaration.**

Сравните по читаемости:

// Function Expression

var f = function() { ... }

// Function Declaration

function f() { ... }

Function Declaration короче и лучше читается. Дополнительный бонус – такие функции можно вызывать до того, как они объявлены.

Используйте Function Expression только там, где это действительно нужно и удобно.

# Рекурсия, стек

В теле функции могут быть вызываны другие функции для выполнения подзадач.

Частный случай подвызова – когда функция вызывает сама себя. Это называется рекурсией.

Рекурсия используется для ситуаций, когда выполнение одной сложной задачи можно представить как некое действие в совокупности с решением той же задачи в более простом варианте.

Сейчас мы посмотрим примеры.

Рекурсия – общая тема программирования, не относящаяся напрямую к JavaScript. Если вы разрабатывали на других языках или изучали программирование раньше в ВУЗе, то наверняка уже знаете, что это такое.

Эта глава предназначена для читателей, которые пока с этой темой незнакомы и хотят лучше разобраться в том, как работают функции.

## [Степень pow(x, n) через рекурсию](https://learn.javascript.ru/recursion" \l "степень-pow-x-n-через-рекурсию)

В качестве первого примера использования рекурсивных вызовов – рассмотрим задачу возведения числа x в натуральную степень n.

Её можно представить как совокупность более простого действия и более простой задачи того же типа вот так:

pow(x, n) = x \* pow(x, n - 1)

То есть, xn = x \* xn-1.

Например, вычислим pow(2, 4), последовательно переходя к более простой задаче:

1. pow(2, 4) = 2 \* pow(2, 3)
2. pow(2, 3) = 2 \* pow(2, 2)
3. pow(2, 2) = 2 \* pow(2, 1)
4. pow(2, 1) = 2

На шаге 1 нам нужно вычислить pow(2,3), поэтому мы делаем шаг 2, дальше нам нужно pow(2,2), мы делаем шаг 3, затем шаг 4, и на нём уже можно остановиться, ведь очевидно, что результат возведения числа в степень 1 – равен самому числу.

Далее, имея результат на шаге 4, он подставляется обратно в шаг 3, затем имеем pow(2,2) – подставляем в шаг 2 и на шаге 1 уже получаем результат.

Этот алгоритм на JavaScript:

function pow(x, n) {

if (n != 1) { // пока n != 1, сводить вычисление pow(x,n) к pow(x,n-1)

return x \* pow(x, n - 1);

} else {

return x;

}

}

alert( pow(2, 3) ); // 8

Говорят, что «функция pow рекурсивно вызывает сама себя» до n == 1.

Значение, на котором рекурсия заканчивается называют базисом рекурсии. В примере выше базисом является 1.

Общее количество вложенных вызовов называют глубиной рекурсии. В случае со степенью, всего будет nвызовов.

Максимальная глубина рекурсии в браузерах ограничена, точно можно рассчитывать на 10000 вложенных вызовов, но некоторые интерпретаторы допускают и больше.

Итак, рекурсию используют, когда вычисление функции можно свести к её более простому вызову, а его – ещё к более простому, и так далее, пока значение не станет очевидно.

## [Контекст выполнения, стек](https://learn.javascript.ru/recursion" \l "контекст-выполнения-стек)

Теперь мы посмотрим, как работают рекурсивные вызовы. Для этого мы рассмотрим, как вообще работают функции, что происходит при вызове.

**У каждого вызова функции есть свой «контекст выполнения» (execution context).**

Контекст выполнения – это служебная информация, которая соответствует текущему запуску функции. Она включает в себя локальные переменные функции и конкретное место в коде, на котором находится интерпретатор.

Например, для вызова pow(2, 3) из примера выше будет создан контекст выполнения, который будет хранить переменные x = 2, n = 3. Мы схематично обозначим его так:

* **Контекст: { x: 2, n: 3, строка 1 }**

Далее функция pow начинает выполняться. Вычисляется выражение n != 1 – оно равно true, ведь в текущем контексте n=3. Поэтому задействуется первая ветвь if :

function pow(x, n) {

if (n != 1) { // пока n != 1 сводить вычисление pow(x,n) к pow(x,n-1)

return x \* pow(x, n - 1);

} else {

return x;

}

}

Чтобы вычислить выражение x \* pow(x, n-1), требуется произвести запуск pow с новыми аргументами.

**При любом вложенном вызове JavaScript запоминает текущий контекст выполнения в специальной внутренней структуре данных – «стеке контекстов».**

Затем интерпретатор приступает к выполнению вложенного вызова.

В данном случае вызывается та же pow, однако это абсолютно неважно. Для любых функций процесс одинаков.

Для нового вызова создаётся свой контекст выполнения, и управление переходит в него, а когда он завершён – старый контекст достаётся из стека и выполнение внешней функции возобновляется.

Разберём происходящее с контекстами более подробно, начиная с вызова (\*):

function pow(x, n) {

if (n != 1) { // пока n!=1 сводить вычисление pow(..n) к pow(..n-1)

return x \* pow(x, n - 1);

} else {

return x;

}

}

alert( pow(2, 3) ); // (\*)

**pow(2, 3)**

Запускается функция pow, с аргументами x=2, n=3. Эти переменные хранятся в контексте выполнения, схематично изображённом ниже:

* **Контекст: { x: 2, n: 3, строка 1 }**

Выполнение в этом контексте продолжается, пока не встретит вложенный вызов в строке 3.

**pow(2, 2)**

В строке 3 происходит вложенный вызов pow с аргументами x=2, n=2. Текущий контекст сохраняется в стеке, а для вложеннного вызова создаётся новый контекст (выделен жирным ниже):

* Контекст: { x: 2, n: 3, строка 3 }
* **Контекст: { x: 2, n: 2, строка 1 }**

Обратим внимание, что контекст включает в себя не только переменные, но и место в коде, так что когда вложенный вызов завершится -- можно будет легко вернуться назад.

Слово «строка» здесь условно, на самом деле, конечно, запомнено более точное место в цепочке команд.

**pow(2, 1)**

Опять вложенный вызов в строке 3, на этот раз – с аргументами x=2, n=1. Создаётся новый текущий контекст, предыдущий добавляется в стек:

* Контекст: { x: 2, n: 3, строка 3 }
* Контекст: { x: 2, n: 2, строка 3 }
* **Контекст: { x: 2, n: 1, строка 1 }**

На текущий момент в стеке уже два старых контекста.

**Выход из pow(2, 1).**

При выполнении pow(2, 1), в отличие от предыдущих запусков, выражение n != 1 будет равно false, поэтому сработает вторая ветка if..else:

function pow(x, n) {

if (n != 1) {

return x \* pow(x, n - 1);

} else {

return x; // первая степень числа равна самому числу

}

}

Здесь вложенных вызовов нет, так что функция заканчивает свою работу, возвращая 2. Текущий контекст больше не нужен и удаляется из памяти, из стека восстанавливается предыдущий:

* Контекст: { x: 2, n: 3, строка 3 }
* **Контекст: { x: 2, n: 2, строка 3 }**

Возобновляется обработка внешнего вызова `pow(2, 2)`.

**Выход из pow(2, 2).**

…И теперь уже pow(2, 2) может закончить свою работу, вернув 4. Восстанавливается контекст предыдущего вызова:

* **Контекст: { x: 2, n: 3, строка 3 }**

Возобновляется обработка внешнего вызова `pow(2, 3)`.

**Выход из pow(2, 3).**

Самый внешний вызов заканчивает свою работу, его результат: pow(2, 3) = 8.

Глубина рекурсии в данном случае составила: **3**.

Как видно из иллюстраций выше, глубина рекурсии равна максимальному числу контекстов, одновременно хранимых в стеке.

Обратим внимание на требования к памяти. Рекурсия приводит к хранению всех данных для неоконченных внешних вызовов в стеке, в данном случае это приводит к тому, что возведение в степень n хранит в памяти n различных контекстов.

Реализация возведения в степень через цикл гораздо более экономна:

function pow(x, n) {

var result = x;

for (var i = 1; i < n; i++) {

result \*= x;

}

return result;

}

У такой функции pow будет один контекст, в котором будут последовательно меняться значения i и result.

**Любая рекурсия может быть переделана в цикл. Как правило, вариант с циклом будет эффективнее.**

Но переделка рекурсии в цикл может быть нетривиальной, особенно когда в функции, в зависимости от условий, используются различные рекурсивные подвызовы, когда ветвление более сложное.

## [Итого](https://learn.javascript.ru/recursion#итого)

Рекурсия – это когда функция вызывает сама себя, как правило, с другими аргументами.

Существуют много областей применения рекурсивных вызовов. Здесь мы посмотрели на один из них – решение задачи путём сведения её к более простой (с меньшими аргументами), но также рекурсия используется для работы с «естественно рекурсивными» структурами данных, такими как HTML-документы, для «глубокого» копирования сложных объектов.

Есть и другие применения, с которыми мы встретимся по мере изучения JavaScript.

Здесь мы постарались рассмотреть происходящее достаточно подробно, однако, если пожелаете, допустимо временно забежать вперёд и открыть главу [Отладка в браузере Chrome](https://learn.javascript.ru/debugging-chrome), с тем чтобы при помощи отладчика построчно пробежаться по коду и посмотреть стек на каждом шаге. Отладчик даёт к нему доступ.

# Именованные функциональные выражения

Специально для работы с рекурсией в JavaScript существует особое расширение функциональных выражений, которое называется «Named Function Expression» (сокращённо NFE) или, по-русски, «именованное функциональное выражение».

## [Named Function Expression](https://learn.javascript.ru/named-function-expression" \l "functions-nfe)

Обычное функциональное выражение:

var f = function(...) { /\* тело функции \*/ };

Именованное с именем sayHi:

var f = function sayHi(...) { /\* тело функции \*/ };

Что же это за имя, которое идёт в дополнение к f, и зачем оно?

Имя функционального выражения (sayHi) имеет особый смысл. Оно доступно только изнутри самой функции.

Это ограничение видимости входит в стандарт JavaScript и поддерживается всеми браузерами, кроме IE8-.

Например:

var f = function sayHi(name) {

alert( sayHi ); // изнутри функции - видно (выведет код функции)

};

alert( sayHi ); // снаружи - не видно (ошибка: undefined variable 'sayHi')

Кроме того, имя NFE нельзя перезаписать:

var test = function sayHi(name) {

sayHi = "тест"; // попытка перезаписи

alert( sayHi ); // function... (перезапись не удалась)

};

test();

В режиме use strict код выше выдал бы ошибку.

Как правило, имя NFE используется для единственной цели – позволить изнутри функции вызвать саму себя.

## [Пример использования](https://learn.javascript.ru/named-function-expression" \l "пример-использования)

NFE используется в первую очередь в тех ситуациях, когда функцию нужно передавать в другое место кода или перемещать из одной переменной в другую.

**Внутреннее имя позволяет функции надёжно обращаться к самой себе, где бы она ни находилась.**

Вспомним, к примеру, функцию-факториал из задачи [Вычислить факториал](https://learn.javascript.ru/task/factorial):

function f(n) {

return n ? n \* f(n - 1) : 1;

};

alert( f(5) ); // 120

Попробуем перенести её в другую переменную g:

function f(n) {

return n ? n \* f(n - 1) : 1;

};

var g = f;

f = null;

alert( g(5) ); // запуск функции с новым именем - ошибка при выполнении!

Ошибка возникла потому что функция из своего кода обращается к своему старому имени f. А этой функции уже нет, f = null.

Для того, чтобы функция всегда надёжно работала, объявим её как Named Function Expression:

var f = function factorial(n) {

return n ? n\*factorial(n-1) : 1;

};

var g = f; // скопировали ссылку на функцию-факториал в g

f = null;

alert( g(5) ); // 120, работает!

**В браузере IE8- создаются две функции**

Как мы говорили выше, в браузере IE до 9 версии имя NFE видно везде, что является ошибкой с точки зрения стандарта.

…Но на самом деле ситуация ещё забавнее. Старый IE создаёт в таких случаях целых две функции: одна записывается в переменную f, а вторая – в переменную factorial.

Например:

var f = function factorial(n) { /\*...\*/ };

// в IE8- false

// в остальных браузерах ошибка, т.к. имя factorial не видно

alert( f === factorial );

Все остальные браузеры полностью поддерживают именованные функциональные выражения.

**Устаревшее специальное значение arguments.callee**

Если вы давно работаете с JavaScript, то, возможно, знаете, что раньше для этой цели также служило специальное значение arguments.callee.

Если это название вам ни о чём не говорит – всё в порядке, читайте дальше, мы обязательно обсудим его [в отдельной главе](https://learn.javascript.ru/arguments-pseudoarray#arguments-callee).

Если же вы в курсе, то стоит иметь в виду, что оно официально исключено из современного стандарта. А NFE – это наше настоящее.

## [Итого](https://learn.javascript.ru/named-function-expression#итого)

Если функция задана как Function Expression, ей можно дать имя.

Оно будет доступно только внутри функции (кроме IE8-).

Это имя предназначено для надёжного рекурсивного вызова функции, даже если она записана в другую переменную.

Обратим внимание, что с Function Declaration так поступить нельзя. Такое «специальное» внутреннее имя функции задаётся только в синтаксисе Function Expression.

# Всё вместе: особенности JavaScript

В этой главе приводятся основные особенности JavaScript, на уровне базовых конструкций, типов, синтаксиса.

Она будет особенно полезна, если ранее вы программировали на другом языке, ну или как повторение важных моментов раздела.

Всё очень компактно, со ссылками на развёрнутые описания.

## [Структура кода](https://learn.javascript.ru/javascript-specials" \l "структура-кода)

Операторы разделяются точкой с запятой:

alert('Привет'); alert('Мир');

Как правило, перевод строки тоже подразумевает точку с запятой. Так тоже будет работать:

alert('Привет')

alert('Мир')

…Однако, иногда JavaScript не вставляет точку с запятой. Например:

var a = 2

+3

alert(a); // 5

Бывают случаи, когда это ведёт к ошибкам, которые достаточно трудно найти и исправить, например:

alert("После этого сообщения будет ошибка")

[1, 2].forEach(alert)

Детали того, как работает код выше (массивы [...] и forEach) мы скоро изучим, здесь важно то, что при установке точки с запятой после alert он будет работать корректно.

**Поэтому в JavaScript рекомендуется точки с запятой ставить. Сейчас это, фактически, общепринятый стандарт.**

Поддерживаются однострочные комментарии // ... и многострочные /\* ... \*/:

Подробнее: [Структура кода](https://learn.javascript.ru/structure).

## [Переменные и типы](https://learn.javascript.ru/javascript-specials" \l "переменные-и-типы)

* Объявляются директивой var. Могут хранить любое значение:
* var x = 5;

x = "Петя";

* Есть 5 «примитивных» типов и объекты:
* x = 1; // число
* x = "Тест"; // строка, кавычки могут быть одинарные или двойные
* x = true; // булево значение true/false
* x = null; // спец. значение (само себе тип)

x = undefined; // спец. значение (само себе тип)

Также есть специальные числовые значения Infinity (бесконечность) и NaN.

Значение NaN обозначает ошибку и является результатом числовой операции, если она некорректна.

* **Значение null не является «ссылкой на нулевой адрес/объект» или чем-то подобным. Это просто специальное значение.**

Оно присваивается, если мы хотим указать, что значение переменной неизвестно.

Например:

var age = null; // возраст неизвестен

* **Значение undefined означает «переменная не присвоена».**

Например:

var x;

alert( x ); // undefined

Можно присвоить его и явным образом: x = undefined, но так делать не рекомендуется.

Про объекты мы поговорим в главе [Объекты как ассоциативные массивы](https://learn.javascript.ru/object), они в JavaScript сильно отличаются от большинства других языков.

* В имени переменной могут быть использованы любые буквы или цифры, но цифра не может быть первой. Символы доллар $ и подчёркивание \_ допускаются наравне с буквами.

Подробнее: [Переменные](https://learn.javascript.ru/variables), [Шесть типов данных, typeof](https://learn.javascript.ru/types-intro).

## [Строгий режим](https://learn.javascript.ru/javascript-specials" \l "строгий-режим)

Для того, чтобы интерпретатор работал в режиме максимального соответствия современному стандарту, нужно начинать скрипт директивой 'use strict';

'use strict';

...

Эта директива может также указываться в начале функций. При этом функция будет выполняться в режиме соответствия, а на внешний код такая директива не повлияет.

Одно из важных изменений в современном стандарте – все переменные нужно объявлять через var. Есть и другие, которые мы изучим позже, вместе с соответствующими возможностями языка.

## [Взаимодействие с посетителем](https://learn.javascript.ru/javascript-specials" \l "взаимодействие-с-посетителем)

Простейшие функции для взаимодействия с посетителем в браузере:

[**«prompt(вопрос[, по\_умолчанию])»**](https://developer.mozilla.org/en/DOM/window.prompt)

Задать вопрос и возвратить введённую строку, либо null, если посетитель нажал «Отмена».

[**«confirm(вопрос)»**](https://developer.mozilla.org/en/DOM/window.confirm)

Задать вопрос и предложить кнопки «Ок», «Отмена». Возвращает, соответственно, true/false.

[**«alert(сообщение)»**](https://developer.mozilla.org/en/DOM/window.alert)

Вывести сообщение на экран.

Все эти функции являются модальными, т.е. не позволяют посетителю взаимодействовать со страницей до ответа.

Например:

var userName = prompt("Введите имя?", "Василий");

var isTeaWanted = confirm("Вы хотите чаю?");

alert( "Посетитель: " + userName );

alert( "Чай: " + isTeaWanted );

Подробнее: [Взаимодействие с пользователем: alert, prompt, confirm](https://learn.javascript.ru/uibasic).

## [Особенности операторов](https://learn.javascript.ru/javascript-specials" \l "особенности-операторов)

* **Для сложения строк используется оператор +.**

Если хоть один аргумент – строка, то другой тоже приводится к строке:

alert( 1 + 2 ); // 3, число

alert( '1' + 2 ); // '12', строка

alert( 1 + '2' ); // '12', строка

* **Сравнение === проверяет точное равенство, включая одинаковый тип.** Это самый очевидный и надёжный способ сравнения.
* **Остальные сравнения == < <= > >= осуществляют числовое приведение типа:**
* alert( 0 == false ); // true

alert( true > 0 ); // true

Исключение – сравнение двух строк, которое осуществляется лексикографически (см. далее).

Также: значения null и undefined при == равны друг другу и не равны ничему ещё. А при операторах больше/меньше происходит приведение null к 0, а undefined к NaN.

Такое поведение может привести к неочевидным результатам, поэтому лучше всего использовать для сравнения с null/undefined оператор ===. Оператор == тоже можно, если не хотите отличать nullот undefined.

Например, забавное следствие этих правил для null:

alert( null > 0 ); // false, т.к. null преобразовано к 0

alert( null >= 0 ); // true, т.к. null преобразовано к 0

alert( null == 0 ); // false, в стандарте явно указано, что null равен лишь undefined

С точки зрения здравого смысла такое невозможно. Значение null не равно нулю и не больше, но при этом null >= 0 возвращает true!

* **Сравнение строк – лексикографическое, символы сравниваются по своим unicode-кодам.**

Поэтому получается, что строчные буквы всегда больше, чем прописные:

alert( 'а' > 'Я' ); // true

Подробнее: [Основные операторы](https://learn.javascript.ru/operators), [Операторы сравнения и логические значения](https://learn.javascript.ru/comparison).

## [Логические операторы](https://learn.javascript.ru/javascript-specials" \l "логические-операторы)

В JavaScript есть логические операторы: И (обозначается &&), ИЛИ (обозначается ||) и НЕ (обозначается !). Они интерпретируют любое значение как логическое.

Не стоит путать их с [побитовыми операторами](https://learn.javascript.ru/bitwise-operators) И, ИЛИ, НЕ, которые тоже есть в JavaScript и работают с числами на уровне битов.

Как и в большинстве других языков, в логических операторах используется «короткий цикл» вычислений. Например, вычисление выражения 1 && 0 && 2 остановится после первого И &&, т.к. понятно что результат будет ложным (ноль интерпретируется как false).

**Результатом логического оператора служит последнее значение в коротком цикле вычислений.**

Можно сказать и по-другому: значения хоть и интерпретируются как логические, но то, которое в итоге определяет результат, возвращается без преобразования.

Например:

alert( 0 && 1 ); // 0

alert( 1 && 2 && 3 ); // 3

alert( null || 1 || 2 ); // 1

Подробнее: [Логические операторы](https://learn.javascript.ru/logical-ops).

## [Циклы](https://learn.javascript.ru/javascript-specials" \l "циклы)

* Поддерживаются три вида циклов:
* // 1
* while (условие) {
* ...
* }
* // 2
* do {
* ...
* } while (условие);
* // 3
* for (var i = 0; i < 10; i++) {
* ...

}

* Переменную можно объявлять прямо в цикле, но видна она будет и за его пределами.
* Поддерживаются директивы break/continue для выхода из цикла/перехода на следующую итерацию.

Для выхода одновременно из нескольких уровней цикла можно задать метку.

Синтаксис: «имя\_метки:», ставится она только перед циклами и блоками, например:

outer:

for(;;) {

...

for(;;) {

...

break outer;

}

}

Переход на метку возможен только изнутри цикла, и только на внешний блок по отношению к данному циклу. В произвольное место программы перейти нельзя.

Подробнее: [Циклы while, for](https://learn.javascript.ru/while-for).

## [Конструкция switch](https://learn.javascript.ru/javascript-specials" \l "конструкция-switch)

При сравнениях в конструкции switch используется оператор ===.

Например:

var age = prompt('Ваш возраст', 18);

switch (age) {

case 18:

alert( 'Никогда не сработает' ); // результат prompt - строка, а не число

case "18": // вот так - сработает!

alert( 'Вам 18 лет!' );

break;

default:

alert( 'Любое значение, не совпавшее с case' );

}

Подробнее: [Конструкция switch](https://learn.javascript.ru/switch).

## [Функции](https://learn.javascript.ru/javascript-specials" \l "функции)

Синтаксис функций в JavaScript:

// function имя(список параметров) { тело }

function sum(a, b) {

var result = a + b;

return result;

}

// использование:

alert( sum(1, 2) ); // 3

* sum – имя функции, ограничения на имя функции – те же, что и на имя переменной.
* Переменные, объявленные через var внутри функции, видны везде внутри этой функции, блоки if, forи т.п. на видимость не влияют.
* Параметры копируются в локальные переменные a, b.
* Функция без return считается возвращающей undefined. Вызов return без значения также возвращает undefined:
* function f() { }

alert( f() ); // undefined

Подробнее: [Функции](https://learn.javascript.ru/function-basics).

## [Function Declaration и Expression](https://learn.javascript.ru/javascript-specials" \l "function-declaration-и-expression)

Функция в JavaScript является обычным значением.

Её можно создать в любом месте кода и присвоить в переменную, вот так:

var sum = function(a, b) {

var result = a + b;

return result;

}

alert( sum(1, 2) ); // 3

Такой синтаксис, при котором функция объявляется в контексте выражения (в данном случае, выражения присваивания), называется Function Expression, а обычный синтаксис, при котором функция объявляется в основном потоке кода – Function Declaration.

Функции, объявленные через Function Declaration, отличаются от Function Expression тем, что интерпретатор создаёт их при входе в область видимости (в начале выполнения скрипта), так что они работают до объявления.

Обычно это удобно, но может быть проблемой, если нужно объявить функцию в зависимости от условия. В этом случае, а также в других ситуациях, когда хочется создать функцию «здесь и сейчас», используют Function Expression.

Детали: [Функциональные выражения](https://learn.javascript.ru/function-declaration-expression).

## [Named Function Expression](https://learn.javascript.ru/javascript-specials" \l "named-function-expression)

Если объявление функции является частью какого-либо выражения, например var f = function... или любого другого, то это Function Expression.

В этом случае функции можно присвоить «внутреннее» имя, указав его после function. Оно будет видно только внутри этой функции и позволяет обратиться к функции изнутри себя. Обычно это используется для рекурсивных вызовов.

Например, создадим функцию для вычисления факториала как Function Expression и дадим ей имя me:

var factorial = function me(n) {

return (n == 1) ? n : n \* me(n - 1);

}

alert( factorial(5) ); // 120

alert( me ); // ошибка, нет такой переменной

Ограничение видимости для имени не работает в IE8-, но вызов с его помощью работает во всех браузерах.

Более развёрнуто: [Именованные функциональные выражения](https://learn.javascript.ru/named-function-expression).

## [Итого](https://learn.javascript.ru/javascript-specials#итого)

В этой главе мы повторили основные особенности JavaScript, знание которых необходимо для обхода большинства «граблей», да и просто для написания хорошего кода.

Это, конечно, лишь основы. Дальше вы узнаете много других особенностей и приёмов программирования на этом языке.

# Качество кода

Для того, чтобы код был качественным, необходимы как минимум:

* Умение отладить код и поправить ошибки.
* Хороший стиль кода.
* Тестировать код, желательно – в автоматическом режиме.

1. [Отладка в браузере Chrome](https://learn.javascript.ru/debugging-chrome)
2. [Советы по стилю кода](https://learn.javascript.ru/coding-style)
3. [Как писать неподдерживаемый код?](https://learn.javascript.ru/write-unmain-code)
4. [Автоматические тесты при помощи chai и mocha](https://learn.javascript.ru/testing)

# Отладка в браузере Chrome

Перед тем, как двигаться дальше, поговорим об отладке скриптов.

Все современные браузеры поддерживают для этого «инструменты разработчика». Исправление ошибок с их помощью намного проще и быстрее.

На текущий момент самые многофункциональные инструменты – в браузере Chrome. Также очень хорош Firebug (для Firefox).

## [Общий вид панели Sources](https://learn.javascript.ru/debugging-chrome" \l "общий-вид-панели-sources)

В вашей версии Chrome панель может выглядеть несколько по-иному, но что где находится, должно быть понятно.

Зайдите на [страницу с примером](https://learn.javascript.ru/article/debugging-chrome/debugging/index.html) браузером Chrome.

Откройте инструменты разработчика: F12 или в меню Инструменты > Инструменты Разработчика.

Выберите сверху Sources.
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Вы видите три зоны:

1. **Зона исходных файлов.** В ней находятся все подключённые к странице файлы, включая JS/CSS. Выберите pow.js, если он не выбран.
2. **Зона текста.** В ней находится текст файлов.
3. **Зона информации и контроля.** Мы поговорим о ней позже.

Обычно зона исходных файлов при отладке не нужна. Скройте её кнопкой .

## [Общие кнопки управления](https://learn.javascript.ru/debugging-chrome" \l "общие-кнопки-управления)
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Три наиболее часто используемые кнопки управления:

**Формат**

Нажатие форматирует текст текущего файла, расставляет отступы. Нужна, если вы хотите разобраться в чужом коде, плохо отформатированном или сжатом.

**Консоль**

Очень полезная кнопка, открывает тут же консоль для запуска команд. Можно смотреть код и тут же запускать функции. Её нажатие можно заменить на клавишу Esc.

**Окно**

Если код очень большой, то можно вынести инструменты разработки вбок или в отдельное окно, зажав эту кнопку и выбрав соответствующий вариант из списка.

## [Точки останова](https://learn.javascript.ru/debugging-chrome" \l "точки-останова)

Открыли файл pow.js во вкладке Sources? Кликните на 6-й строке файла pow.js, прямо на цифре 6.

Поздравляю! Вы поставили точку останова или, как чаще говорят, «брейкпойнт».

Выглядет это должно примерно так:
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Слово Брейкпойнт (breakpoint) – часто используемый английский жаргонизм. Это то место в коде, где отладчик будет автоматически останавливать выполнение JavaScript, как только оно до него дойдёт.

**В остановленном коде можно посмотреть текущие значения переменных, выполнять команды и т.п., в общем – отлаживать его.**

Вы можете видеть, что информация о точке останова появилась справа, в подвкладке Breakpoints.

Вкладка Breakpoints очень удобна, когда код большой, она позволяет:

* Быстро перейти на место кода, где стоит брейкпойнт кликом на текст.
* Временно выключить брейкпойнт кликом на чекбокс.
* Быстро удалить брейкпойнт правым кликом на текст и выбором Remove, и так далее.

**Дополнительные возможности**

* Останов можно инициировать и напрямую из кода скрипта, командой debugger:
* function pow(x, n) {
* ...
* debugger; // <-- отладчик остановится тут
* ...

}

* Правый клик на номер строки pow.js позволит создать условную точку останова (conditional breakpoint), т.е. задать условие, при котором точка останова сработает.

Это удобно, если останов нужен только при определённом значении переменной или параметра функции.

## [Остановиться и осмотреться](https://learn.javascript.ru/debugging-chrome" \l "остановиться-и-осмотреться)

Наша функция выполняется сразу при загрузке страницы, так что самый простой способ активировать отладчик JavaScript – перезагрузить её. Итак, нажимаем F5 (Windows, Linux) или Cmd+R (Mac).

Если вы сделали всё, как описано выше, то выполнение прервётся как раз на 6-й строке.
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Обратите внимание на информационные вкладки справа (отмечены стрелками).

В них мы можем посмотреть текущее состояние:

1. **Watch Expressions – показывает текущие значения любых выражений.**

Можно раскрыть эту вкладку, нажать мышью + на ней и ввести любое выражение. Отладчик будет отображать его значение на текущий момент, автоматически перевычисляя его при проходе по коду.

1. **Call Stack – стек вызовов, все вложенные вызовы, которые привели к текущему месту кода.**

На текущий момент видно, отладчик находится в функции pow (pow.js, строка 6), вызванной из анонимного кода (index.html, строка 13).

1. **Scope Variables – переменные.**

На текущий момент строка 6 ещё не выполнилась, поэтому result равен undefined.

В Local показываются переменные функции: объявленные через var и параметры. Вы также можете там видеть ключевое слово this, если вы не знаете, что это такое – ничего страшного, мы это обсудим позже, в следующих главах учебника.

В Global – глобальные переменные и функции.

## [Управление выполнением](https://learn.javascript.ru/debugging-chrome" \l "управление-выполнением)

Пришло время, как говорят, «погонять» скрипт и «оттрейсить» (от англ. trace – отслеживать) его работу.

Обратим внимание на панель управления справа-сверху, в ней есть 6 кнопок:

**![https://learn.javascript.ru/article/debugging-chrome/manage1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAYAAABYHP4bAAABk0lEQVRIx+3VyUoDQRAGYN8sIclruB/04oLe9aC3SAyJBgNxOQgqgqCIC7igggrigqi44JJkTOKkq6rf4JfOJG6Q4DJz8/BfimG+7unqmjql1JBSCl6n7h/yBCIqx0soV1C4zzjJ5Jzai61gFx3cFUhYYfOE0DXO6EgxkmsEJoXja8L0FuEu83OsKrR6RGiMC+pjgsgil2q754SWUUHfDGPjmEq7/i5YE2oaETTEBcNLDrRXhky9bUwQX2ac3b6fp+tQs8HKYM8kY36P8GjVbppfQ5WYZ1oSjIE5xsEloegl1JoQDM4LDq/Yfajy6XqnBAv7Gpm8gIncb4b2pGB0RePiQYNZ/tYMb+299KG9E4L+WY3tM42XooCZ/nhhTwndE4LOcUFynZ0Le0OY2dF4fNYQpm+NJiKCbdvVR1DBZqRzGk85DasgpVpREYi45ll8RSzLQiqVqg6Z1ZoXmvxmtlWQaDSKUCjkzW/CINlsFpFIBMFgED6fz33IIOl0GuFwGIFAoIT4/X73oXw+j1gs9gkxeQXmgKV2XPbXvAAAAABJRU5ErkJggg==) – продолжить выполнение, горячая клавиша F8.**

Продолжает выполнения скрипта с текущего момента в обычном режиме. Если скрипт не встретит новых точек останова, то в отладчик управление больше не вернётся.

Нажмите на эту кнопку.

Скрипт продолжится, далее, в 6-й строке находится рекурсивный вызов функции pow, т.е. управление перейдёт в неё опять (с другими аргументами) и сработает точка останова, вновь включая отладчик.

При этом вы увидите, что выполнение стоит на той же строке, но в Call Stack появился новый вызов.

Походите по стеку вверх-вниз – вы увидите, что действительно аргументы разные.

**![https://learn.javascript.ru/article/debugging-chrome/manage2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAAA70lEQVQoz2N4gxMwDIjU2/fvXr17/xZT6u3b6xuntkxZe+XtWzSpt49XxjlaWljaxyx9+BZF6u39RidLh4CYAEdLh7r7b5GlnvXYWUctvfrw2vIYG7veZ8hSS52t0y98+Pjxw4dLadYuq96/egmVensrwTLi5PsnG+adf/P+VLhV4pIpt99CpZY72M17/2aOk3XK9WencmzsbBtfQHW9mucbdfXdywJLG6f918qdbGw8D7yD2fXizL7Xb97Mc7ZJu/Hu7pxQq5JncGe8ff8B5Mytiy+9ffPu3dm27e/QwvDth09gofdvXuEM3rc0ii8ARbvFm4cut2wAAAAASUVORK5CYII=) – сделать шаг, не заходя внутрь функции, горячая клавиша F10.**

Выполняет одну команду скрипта. Если в ней есть вызов функции – то отладчик обходит его стороной, т.е. не переходит на код внутри.

Эта кнопка очень удобна, если в текущей строке вызывается функция JS-фреймворка или какая-то другая, которая нас ну совсем не интересует. Тогда выполнение продолжится дальше, без захода в эту функцию, что нам и нужно.

Обратим внимание, в данном случае эта кнопка при нажатии всё-таки перейдёт внутрь вложенного вызова pow, так как внутри pow находится брейкпойнт, а на включённых брейкпойнтах отладчик останавливается всегда.

**![https://learn.javascript.ru/article/debugging-chrome/manage3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAAAoUlEQVQoz2N4gxMwUC719u1bHFLP7955gF3q/fH83L6X2KUOJ8Y1Y5V6++FIUnzLK4R1cKmXd+/vSIpvuHXnEYbU4wUFWYmJKbn1xzGk3j6al5KQGF9xHJtdL1ZnJjRdeofNhW/f7Jhx6x12L799evc1di+/Pd9evuI5VqnXU+LiM09jtev11Lj4rDPYnXGpq3L1CxzOePH4zVuc8UVkLAMADm7gKSD2D0YAAAAASUVORK5CYII=) – сделать шаг, горячая клавиша F11.**

Выполняет одну команду скрипта и переходит к следующей. Если есть вложенный вызов, то заходит внутрь функции.

Эта кнопка позволяет подробнейшим образом пройтись по очереди по командам скрипта.

**![https://learn.javascript.ru/article/debugging-chrome/manage4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAAAmUlEQVQoz6XRMQ5FQBAGYBc1rE61N7B6neTpKUTlDFyCQrGJDSHZf8UNXs9s8fKm/TKTf2YC663gfwJ8hPMETzBNY8AR9CdJKo03YS5iIeJixpOwlDIVIpXlgmfXoU0dRbXRx3uguzui7nZgEl5tGLYXG971UvaOX3mfpt1zjUGpgSWsGVG2giVFpFiydszz0Xf5bcPv/3rUF4cK4KWOwhqfAAAAAElFTkSuQmCC) – выполнять до выхода из текущей функции, горячая клавиша Shift+F11.**

Выполняет команды до завершения текущей функции.

Эта кнопка очень удобна в случае, если мы нечаянно вошли во вложенный вызов, который нам не интересен – чтобы быстро из него выйти.

**![https://learn.javascript.ru/article/debugging-chrome/manage5.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAABIklEQVQoz3XSTUvDQBAG4P7S3dk0FSs2iVUUBA+1FNGAiIcKRRFFsBTBDxRU6MHiQZRojXiwRkxDbdRkkr/gmtAm1eQ97rMMM7ObcVOT+XuAmEbObQeTyXuYqRiYRGipRLVGCMO4ToNN6368YN944zEs70YSzyyjj0PyzwuyLEvF5nuZVPXFwkZYMqBjAgBU7e7S+ccqgFDr4YBOKGMgaa38ePM0xxjL7thxEuovC3T7rgicQGx8RwSlTo2W9BV+iVPuICLIty7HJq/3hV9h4t4nDojAZnsW6lcTlPcDwpY9bONCKrfXyfLzqjzFo4QNhiPbZu8oq2iO2Q3yFY3soq8p2UN00QsS3yGaS2TtA93RhPRamXvykl8ZjfvUD+D5/+kH73yxqSrv6ToAAAAASUVORK5CYII=) – отключить/включить все точки останова.**

Эта кнопка никак не двигает нас по коду, она позволяет временно отключить все точки останова в файле.

**![https://learn.javascript.ru/article/debugging-chrome/manage6.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAAAxUlEQVQoz5XSSw6CMBAGYG5KgfjadKh4JhI1JiZepItuGZANKTCewUEIT03wT9o0/TYz0zr1zzhriLosiSwmHLQ0JypiBRwVFzQllo0rOO6mN6cXvvc83nprybIEAEGz2OxAhMoVYIyUxoBwFdJASShEmGUAWdackjkhAiD+S2kKkKZzwiOXobWUWnMZp1EZtT1vRSCl70sZiMOjHLfcWNfy/l5NB8XWDmp3q2g2XnuJFCe6lrR4lCp/cvKKvjzl6xNa8wHekZyr2Ta/OcgAAAAASUVORK5CYII=) – включить/отключить автоматическую останова при ошибке.**

Эта кнопка – одна из самых важных.

Нажмите её несколько раз. В старых версиях Chrome у неё три режима – нужен фиолетовый, в новых – два, тогда достаточно синего.

Когда она включена, то при ошибке в коде он автоматически остановится и мы сможем посмотреть в отладчике текущие значения переменных, при желании выполнить команды и выяснить, как так получилось.

**Процесс отладки заключается в том, что мы останавливаем скрипт, смотрим, что с переменными, переходим дальше и ищем, где поведение отклоняется от правильного.**

**Continue to here**

Правый клик на номер строки открывает контекстное меню, в котором можно запустить выполнение кода до неё (Continue to here). Это удобно, когда хочется сразу прыгнуть вперёд и breakpoint неохота ставить.

## [Консоль](https://learn.javascript.ru/debugging-chrome" \l "консоль)

При отладке, кроме просмотра переменных и передвижения по скрипту, бывает полезно запускать команды JavaScript. Для этого нужна консоль.

В неё можно перейти, нажав кнопку «Console» вверху-справа, а можно и открыть в дополнение к отладчику, нажав на кнопку  или клавишей ESC.

**Самая любимая команда разработчиков: console.log(...).**

Она пишет переданные ей аргументы в консоль, например:

// результат будет виден в консоли

for (var i = 0; i < 5; i++) {

console.log("значение", i);

}

Полную информацию по специальным командам консоли вы можете получить на странице [Chrome Console API](https://developer.chrome.com/devtools/docs/console-api) и [Chrome CommandLine API](https://developer.chrome.com/devtools/docs/commandline-api). Почти все команды также действуют в Firebug (отладчик для браузера Firefox).

Консоль поддерживают все браузеры, и, хотя IE10- поддерживает далеко не все функции, но console.logработает везде. Используйте его для вывода отладочной информации по ходу работы скрипта.

## [Ошибки](https://learn.javascript.ru/debugging-chrome" \l "ошибки)

Ошибки JavaScript выводятся в консоли.

Например, прервите отладку – для этого достаточно закрыть инструменты разработчика – и откройте [страницу с ошибкой](https://learn.javascript.ru/article/debugging-chrome/error/index.html).

Перейдите во вкладку Console инструментов разработчика (Ctrl+Shift+J / Cmd+Shift+J).

В консоли вы увидите что-то подобное: ![https://learn.javascript.ru/article/debugging-chrome/console_error.png](data:image/png;base64,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)

Красная строка – это сообщение об ошибке.

Если кликнуть на ссылке pow.js в консоли, справа в строке с ошибкой, то мы перейдём непосредственно к месту в скрипте, где возникла ошибка.

Однако почему она возникла?

Более подробно прояснить произошедшее нам поможет отладчик. Он может «заморозить» выполнение скрипта на момент ошибки и дать нам возможность посмотреть значения переменных и стека на тот момент.

Для этого:

1. Перейдите на вкладку Sources.
2. Включите останов при ошибке, кликнув на кнопку ![https://learn.javascript.ru/article/debugging-chrome/manage6.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAAAAAB9d6HHAAAAxUlEQVQoz5XSSw6CMBAGYG5KgfjadKh4JhI1JiZepItuGZANKTCewUEIT03wT9o0/TYz0zr1zzhriLosiSwmHLQ0JypiBRwVFzQllo0rOO6mN6cXvvc83nprybIEAEGz2OxAhMoVYIyUxoBwFdJASShEmGUAWdackjkhAiD+S2kKkKZzwiOXobWUWnMZp1EZtT1vRSCl70sZiMOjHLfcWNfy/l5NB8XWDmp3q2g2XnuJFCe6lrR4lCp/cvKKvjzl6xNa8wHekZyr2Ta/OcgAAAAASUVORK5CYII=)
3. Перезагрузите страницу.

После перезагрузки страницы JavaScript-код запустится снова и отладчик остановит выполнение на строке с ошибкой:
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Можно посмотреть значения переменных. Открыть консоль и попробовать запустить что-то в ней. Поставить брейкпойнты раньше по коду и посмотреть, что привело к такой печальной картине, и так далее.

## [Итого](https://learn.javascript.ru/debugging-chrome#итого)

Отладчик позволяет:

* Останавливаться на отмеченном месте (breakpoint) или по команде debugger.
* Выполнять код – по одной строке или до определённого места.
* Смотреть переменные, выполнять команды в консоли и т.п.

В этой главе кратко описаны возможности отладчика Google Chrome, относящиеся именно к работе с кодом.

Пока что это всё, что нам надо, но, конечно, инструменты разработчика умеют много чего ещё. В частности, вкладка Elements – позволяет работать со страницей (понадобится позже), Timeline – смотреть, что именно делает браузер и сколько это у него занимает и т.п.

Осваивать можно двумя путями:

1. [Официальная документация](https://developer.chrome.com/devtools) (на англ.)
2. Кликать в разных местах и смотреть, что получается. Не забывать о клике правой кнопкой мыши.

Мы ещё вернёмся к отладчику позже, когда будем работать с HTML.

# Советы по стилю кода

Код должен быть максимально читаемым и понятным. Для этого нужен хороший стиль написания кода. В этой главе мы рассмотрим компоненты такого стиля.

## [Синтаксис](https://learn.javascript.ru/coding-style#синтаксис)

Шпаргалка с правилами синтаксиса (детально их варианты разобраны далее):
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Не всё здесь однозначно, так что разберём эти правила подробнее.

### [Фигурные скобки](https://learn.javascript.ru/coding-style" \l "фигурные-скобки)

Пишутся на той же строке, так называемый «египетский» стиль. Перед скобкой – пробел.
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Если у вас уже есть опыт в разработке, и вы привыкли делать скобку на отдельной строке – это тоже вариант. В конце концов, решать вам. Но в большинстве JavaScript-фреймворков стиль именно такой.

Если условие и код достаточно короткие, например if (cond) return null, то запись в одну строку вполне читаема… Но, как правило, отдельная строка всё равно воспринимается лучше.

### [Длина строки](https://learn.javascript.ru/coding-style" \l "длина-строки)

Максимальную длину строки согласовывают в команде. Как правило, это либо 80, либо 120 символов, в зависимости от того, какие мониторы у разработчиков.

Более длинные строки необходимо разбивать для улучшения читаемости.

### [Отступы](https://learn.javascript.ru/coding-style" \l "отступы)

Отступы нужны двух типов:

* **Горизонтальный отступ, при вложенности – два(или четыре) пробела.**

Как правило, используются именно пробелы, т.к. они позволяют сделать более гибкие «конфигурации отступов», чем символ «Tab».

Например, выровнять аргументы относительно открывающей скобки:

show("Строки" +

" выровнены" +

" строго" +

" одна под другой");

* **Вертикальный отступ, для лучшей разбивки кода – перевод строки.**

Используется, чтобы разделить логические блоки внутри одной функции. В примере разделены инициализация переменных, главный цикл и возвращение результата:

function pow(x, n) {

var result = 1;

// <--

for (var i = 0; i < n; i++) {

result \*= x;

}

// <--

return result;

}

Вставляйте дополнительный перевод строки туда, где это сделает код более читаемым. Не должно быть более 9 строк кода подряд без вертикального отступа.

### [Точка с запятой](https://learn.javascript.ru/coding-style" \l "точка-с-запятой)

Точки с запятой нужно ставить, даже если их, казалось бы, можно пропустить.

Есть языки, в которых точка с запятой не обязательна, и её там никто не ставит. В JavaScript перевод строки её заменяет, но лишь частично, поэтому лучше её ставить, как обсуждалось [ранее](https://learn.javascript.ru/structure#semicolon).

## [Именование](https://learn.javascript.ru/coding-style" \l "именование)

Общее правило:

* Имя переменной – существительное.
* Имя функции – глагол или начинается с глагола. Бывает, что имена для краткости делают существительными, но глаголы понятнее.

Для имён используется английский язык (не транслит) и верблюжья нотация.

Более подробно – читайте про [имена функций](https://learn.javascript.ru/function-basics#function-naming) и [имена переменных](https://learn.javascript.ru/variables#variable-naming).

## [Уровни вложенности](https://learn.javascript.ru/coding-style" \l "уровни-вложенности)

Уровней вложенности должно быть немного.

Например, [проверки в циклах можно делать через «continue»](https://learn.javascript.ru/while-for#continue), чтобы не было дополнительного уровня if(..) { ... }:

Вместо:

for (var i = 0; i < 10; i++) {

if (i подходит) {

... // <- уровень вложенности 2

}

}

Используйте:

for (var i = 0; i < 10; i++) {

if (i не подходит) continue;

... // <- уровень вложенности 1

}

Аналогичная ситуация – с if/else и return. Следующие две конструкции идентичны.

Первая:

function isEven(n) { // проверка чётности

if (n % 2 == 0) {

return true;

} else {

return false;

}

}

Вторая:

function isEven(n) { // проверка чётности

if (n % 2 == 0) {

return true;

}

return false;

}

Если в блоке if идёт return, то else за ним не нужен.

**Лучше быстро обработать простые случаи, вернуть результат, а дальше разбираться со сложным, без дополнительного уровня вложенности.**

В случае с функцией isEven можно было бы поступить и проще:

function isEven(n) { // проверка чётности

return !(n % 2);

}

…Однако, если код !(n % 2) для вас менее очевиден чем предыдущий вариант, то стоит использовать предыдущий.

Главное для нас – не краткость кода, а его простота и читаемость. Совсем не всегда более короткий код проще для понимания, чем более развёрнутый.

## [Функции = Комментарии](https://learn.javascript.ru/coding-style" \l "функции-комментарии)

Функции должны быть небольшими. Если функция большая – желательно разбить её на несколько.

Этому правилу бывает сложно следовать, но оно стоит того. При чем же здесь комментарии?

Вызов отдельной небольшой функции не только легче отлаживать и тестировать – сам факт его наличия является отличным комментарием.

Сравните, например, две функции showPrimes(n) для вывода простых чисел до n.

Первый вариант использует метку:

function showPrimes(n) {

nextPrime: for (var i = 2; i < n; i++) {

for (var j = 2; j < i; j++) {

if (i % j == 0) continue nextPrime;

}

alert( i ); // простое

}

}

Второй вариант – дополнительную функцию isPrime(n) для проверки на простоту:

function showPrimes(n) {

for (var i = 2; i < n; i++) {

if (!isPrime(i)) continue;

alert(i); // простое

}

}

function isPrime(n) {

for (var i = 2; i < n; i++) {

if ( n % i == 0) return false;

}

return true;

}

Второй вариант проще и понятнее, не правда ли? Вместо участка кода мы видим описание действия, которое там совершается (проверка isPrime).

## [Функции – под кодом](https://learn.javascript.ru/coding-style" \l "функции-под-кодом)

Есть два способа расположить функции, необходимые для выполнения кода.

1. Функции над кодом, который их использует:
2. // объявить функции
3. function createElement() {
4. ...
5. }
6. function setHandler(elem) {
7. ...
8. }
9. function walkAround() {
10. ...
11. }
12. // код, использующий функции
13. var elem = createElement();
14. setHandler(elem);

walkAround();

1. Сначала код, а функции внизу:
2. // код, использующий функции
3. var elem = createElement();
4. setHandler(elem);
5. walkAround();
6. // --- функции ---
7. function createElement() {
8. ...
9. }
10. function setHandler(elem) {
11. ...
12. }
13. function walkAround() {
14. ...

}

…На самом деле существует еще третий «стиль», при котором функции хаотично разбросаны по коду, но это ведь не наш метод, да?

**Как правило, лучше располагать функции под кодом, который их использует.**

То есть, предпочтителен 2-й способ.

Дело в том, что при чтении такого кода мы хотим знать в первую очередь, что он делает, а уже затем какие функции ему помогают. Если первым идёт код, то это как раз дает необходимую информацию. Что же касается функций, то вполне возможно нам и не понадобится их читать, особенно если они названы адекватно и то, что они делают, понятно из названия.

## [Плохие комментарии](https://learn.javascript.ru/coding-style" \l "плохие-комментарии)

В коде нужны комментарии.

Сразу начну с того, каких комментариев быть почти не должно.

**Должен быть минимум комментариев, которые отвечают на вопрос «что происходит в коде?»**

Что интересно, в коде начинающих разработчиков обычно комментариев либо нет, либо они как раз такого типа: «что делается в этих строках».

Серьёзно, хороший код и так понятен.

Об этом замечательно выразился Р.Мартин в книге [«Чистый код»](http://www.ozon.ru/context/detail/id/21916535/): «Если вам кажется, что нужно добавить комментарий для улучшения понимания, это значит, что ваш код недостаточно прост, и, может, стоит переписать его».

Если у вас образовалась длинная «простыня», то, возможно, стоит разбить её на отдельные функции, и тогда из их названий будет понятно, что делает тот или иной фрагмент.

Да, конечно, бывают сложные алгоритмы, хитрые решения для оптимизации, поэтому нельзя такие комментарии просто запретить. Но перед тем, как писать подобное – подумайте: «Нельзя ли сделать код понятным и без них?»

## [Хорошие комментарии](https://learn.javascript.ru/coding-style" \l "хорошие-комментарии)

А какие комментарии полезны и приветствуются?

* **Архитектурный комментарий – «как оно, вообще, устроено».**

Какие компоненты есть, какие технологии использованы, поток взаимодействия. О чём и зачем этот скрипт. Взгляд с высоты птичьего полёта. Эти комментарии особенно нужны, если вы не один, а проект большой.

Для описания архитектуры, кстати, создан специальный язык [UML](http://ru.wikipedia.org/wiki/Unified_Modeling_Language), красивые диаграммы, но можно и без этого. Главное – чтобы понятно.

* **Справочный комментарий перед функцией – о том, что именно она делает, какие параметры принимает и что возвращает.**

Для таких комментариев существует синтаксис [JSDoc](http://en.wikipedia.org/wiki/JSDoc).

/\*\*

\* Возвращает x в степени n, только для натуральных n

\*

\* @param {number} x Число для возведения в степень.

\* @param {number} n Показатель степени, натуральное число.

\* @return {number} x в степени n.

\*/

function pow(x, n) {

...

}

Такие комментарии позволяют сразу понять, что принимает и что делает функция, не вникая в код.

Кстати, они автоматически обрабатываются многими редакторами, например [Aptana](http://aptana.com/) и редакторами от [JetBrains](http://www.jetbrains.com/), которые учитывают их при автодополнении, а также выводят их в автоподсказках при наборе кода.

Кроме того, есть инструменты, например [JSDoc 3](https://github.com/jsdoc3/jsdoc), которые умеют генерировать по таким комментариям документацию в формате HTML. Более подробную информацию об этом можно также найти на сайте <http://usejsdoc.org/>.

**…Но куда более важными могут быть комментарии, которые объясняют не что, а почему в коде происходит именно это!**

Как правило, из кода можно понять, что он делает. Бывает, конечно, всякое, но, в конце концов, вы этот код видите. Однако гораздо важнее может быть то, чего вы не видите!

Почему это сделано именно так? На это сам код ответа не даёт.

Например:

**Есть несколько способов решения задачи. Почему выбран именно этот?**

Например, пробовали решить задачу по-другому, но не получилось – напишите об этом. Почему вы выбрали именно этот способ решения? Особенно это важно в тех случаях, когда используется не первый приходящий в голову способ, а какой-то другой.

Без этого возможна, например, такая ситуация:

* Вы открываете код, который был написан какое-то время назад, и видите, что он «неоптимален».
* Думаете: «Какой я был дурак», и переписываете под «более очевидный и правильный» вариант.
* …Порыв, конечно, хороший, да только этот вариант вы уже обдумали раньше. И отказались, а почему – забыли. В процессе переписывания вспомнили, конечно (к счастью), но результат – потеря времени на повторное обдумывание.

Комментарии, которые объясняют выбор решения, очень важны. Они помогают понять происходящее и предпринять правильные шаги при развитии кода.

**Какие неочевидные возможности обеспечивает этот код? Где ещё они используются?**

В хорошем коде должно быть минимум неочевидного. Но там, где это есть – пожалуйста, комментируйте.

**Комментарии – это важно**

Один из показателей хорошего разработчика – качество комментариев, которые позволяют эффективно поддерживать код, возвращаться к нему после любой паузы и легко вносить изменения.

## [Руководства по стилю](https://learn.javascript.ru/coding-style" \l "руководства-по-стилю)

Когда написанием проекта занимается целая команда, то должен существовать один стандарт кода, описывающий где и когда ставить пробелы, запятые, переносы строк и т.п.

Сейчас, когда есть столько готовых проектов, нет смысла придумывать целиком своё руководство по стилю. Можно взять уже готовое, и которому, по желанию, всегда можно что-то добавить.

Большинство есть на английском, сообщите мне, если найдёте хороший перевод:

* [Google JavaScript Style Guide](http://google-styleguide.googlecode.com/svn/trunk/javascriptguide.xml)
* [JQuery Core Style Guidelines](http://docs.jquery.com/JQuery_Core_Style_Guidelines)
* [Airbnb JavaScript Style Guide](https://github.com/airbnb/javascript)
* [Idiomatic.JS](https://github.com/rwldrn/idiomatic.js) (есть [перевод](https://github.com/rwldrn/idiomatic.js/tree/master/translations/ru_RU))
* [Dojo Style Guide](http://dojotoolkit.org/community/styleGuide)

Для того, чтобы начать разработку, вполне хватит элементов стилей, обозначенных в этой главе. В дальнейшем, посмотрев эти руководства, вы можете выработать и свой стиль, но лучше не делать его особенно «уникальным и неповторимым», себе дороже потом будет с людьми сотрудничать.

## [Автоматизированные средства проверки](https://learn.javascript.ru/coding-style" \l "автоматизированные-средства-проверки)

Существуют средства, проверяющие стиль кода.

Самые известные – это:

* [JSLint](http://www.jslint.com/) – проверяет код на соответствие [стилю JSLint](http://www.jslint.com/lint.html), в онлайн-интерфейсе вверху можно ввести код, а внизу различные настройки проверки, чтобы сделать её более мягкой.
* [JSHint](http://www.jshint.com/) – вариант JSLint с большим количеством настроек.
* [Closure Linter](https://developers.google.com/closure/utilities/) – проверка на соответствие [Google JavaScript Style Guide](http://google-styleguide.googlecode.com/svn/trunk/javascriptguide.xml).

В частности, JSLint и JSHint интегрированы с большинством редакторов, они гибко настраиваются под нужный стиль и совершенно незаметно улучшают разработку, подсказывая, где и что поправить.

Побочный эффект – они видят некоторые ошибки, например необъявленные переменные. У меня это обычно результат опечатки, которые таким образом сразу отлавливаются. Очень рекомендую поставить что-то из этого. Я использую [JSHint](http://www.jshint.com/).

## [Итого](https://learn.javascript.ru/coding-style#итого)

Описанные принципы оформления кода уместны в большинстве проектов. Есть и другие полезные соглашения.

Следуя (или не следуя) им, необходимо помнить, что любые советы по стилю хороши лишь тогда, когда делают код читаемее, понятнее, проще в поддержке.

# Как писать неподдерживаемый код?

**Познай свой код**

Эта статья представляет собой мой вольный перевод [How To Write Unmaintainable Code](http://mindprod.com/jgloss/unmain.html) («как писать неподдерживаемый код») с дополнениями, актуальными для JavaScript.

Возможно, в каких-то из этих советов вам даже удастся узнать «этого парня в зеркале».

Предлагаю вашему вниманию советы мастеров древности, следование которым создаст дополнительные рабочие места для JavaScript-разработчиков.

Если вы будете им следовать, то ваш код будет так сложен в поддержке, что у JavaScript’еров, которые придут после вас, даже простейшее изменение займет годы оплачиваемого труда! А сложные задачи оплачиваются хорошо, так что они, определённо, скажут вам «Спасибо».

Более того, внимательно следуя этим правилам, вы сохраните и своё рабочее место, так как все будут бояться вашего кода и бежать от него…

…Впрочем, всему своя мера. При написании такого кода он не должен выглядеть сложным в поддержке, код должен быть таковым.

Явно кривой код может написать любой дурак. Это заметят, и вас уволят, а код будет переписан с нуля. Вы не можете такого допустить. Эти советы учитывают такую возможность. Да здравствует дзен.

## [Соглашения – по настроению](https://learn.javascript.ru/write-unmain-code" \l "соглашения-по-настроению)

*Рабочий-чистильщик осматривает дом:  
"…Вот только жук у вас необычный…  
И чтобы с ним справиться, я должен жить как жук, стать жуком, думать как жук."  
(грызёт стол Симпсонов)*

Сериал "Симпсоны", серия Helter Shelter

Чтобы помешать другому программисту исправить ваш код, вы должны понять путь его мыслей.

Представьте, перед ним – ваш большой скрипт. И ему нужно поправить его. У него нет ни времени ни желания, чтобы читать его целиком, а тем более – досконально разбирать. Он хотел бы по-быстрому найти нужное место, сделать изменение и убраться восвояси без появления побочных эффектов.

Он рассматривает ваш код как бы через трубочку из туалетной бумаги. Это не даёт ему общей картины, он ищет тот небольшой фрагмент, который ему необходимо изменить. По крайней мере, он надеется, что этот фрагмент будет небольшим.

**На что он попытается опереться в этом поиске – так это на соглашения, принятые в программировании, об именах переменных, названиях функций и методов…**

Как затруднить задачу? Можно везде нарушать соглашения – это помешает ему, но такое могут заметить, и код будет переписан. Как поступил бы ниндзя на вашем месте?

**…Правильно! Следуйте соглашениям «в общем», но иногда – нарушайте их.**

Тщательно разбросанные по коду нарушения соглашений с одной стороны не делают код явно плохим при первом взгляде, а с другой – имеют в точности тот же, и даже лучший эффект, чем явное неследование им!

### [Пример из jQuery](https://learn.javascript.ru/write-unmain-code" \l "пример-из-jquery)

**jQuery / DOM**

Этот пример требует знаний jQuery/DOM, если пока их у вас нет – пропустите его, ничего страшного, но обязательно вернитесь к нему позже. Подобное стоит многих часов отладки.

Во фреймворке jQuery есть метод [wrap](http://api.jquery.com/wrap/), который обёртывает один элемент вокруг другого:

var img = $('<img/>'); // создали новые элементы (jQuery-синтаксис)

var div = $('<div/>'); // и поместили в переменную

img.wrap(div); // обернуть img в div

div.append('<span/>');

Результат кода после операции wrap – два элемента, один вложен в другой:

<div>

<img/>

</div>

А что же после append?

Можно предположить, что <span/> добавится в конец div, сразу после img… Но ничего подобного!

Искусный ниндзя уже нанёс свой удар и поведение кода стало неправильным, хотя разработчик об этом даже не подозревает.

Как правило, методы jQuery работают с теми элементами, которые им переданы. Но не здесь!

Внутри вызова img.wrap(div) происходит клонирование div и вокруг img оборачивается не сам div, а его клон. При этом исходная переменная div не меняется, в ней как был пустой div, так и остался.

В итоге, после вызова получается два независимых div'а: первый содержит img (этот неявный клон никуда не присвоен), а второй – наш span.

Объяснения не очень понятны? Написано что-то странное? Это просто разум, привыкший, что соглашения уважаются, не допускает мысли, что вызов wrap – неявно клонирует элемент. Ведь другие jQuery-методы, кроме clone этого не делают.

Как говорил [Учитель](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BD%D1%84%D1%83%D1%86%D0%B8%D0%B9): «В древности люди учились для того, чтобы совершенствовать себя. Нынче учатся для того, чтобы удивить других».

## [Краткость – сестра таланта!](https://learn.javascript.ru/write-unmain-code" \l "краткость-сестра-таланта)

Пишите «как короче», а не как понятнее. «Меньше букв» – уважительная причина для нарушения любых соглашений.

Ваш верный помощник – возможности языка, использованные неочевидным образом.

Обратите внимание на оператор вопросительный знак '?', например:

// код из jQuery

i = i ? i < 0 ? Math.max(0, len + i) : i : 0;

Разработчик, встретивший эту строку и попытавшийся понять, чему же всё-таки равно i, скорее всего придёт к вам за разъяснениями. Смело скажите ему, что короче – это всегда лучше. Посвятите и его в пути ниндзя. Не забудьте вручить [Дао дэ цзин](http://lib.ru/POECHIN/lao1.txt).

## [Именование](https://learn.javascript.ru/write-unmain-code#именование)

Существенную часть науки о создании неподдерживаемого кода занимает искусство выбора имён.

### [Однобуквенные переменные](https://learn.javascript.ru/write-unmain-code" \l "однобуквенные-переменные)

Называйте переменные коротко: a, b или c.

В этом случае никто не сможет найти её, используя фунцию «Поиск» текстового редактора.

Более того, даже найдя – никто не сможет «расшифровать» её и догадаться, что она означает.

### [Не используйте i для цикла](https://learn.javascript.ru/write-unmain-code" \l "не-используйте-i-для-цикла)

В тех местах, где однобуквенные переменные общеприняты, например, в счетчике цикла – ни в коем случае не используйте стандартные названия i, j, k. Где угодно, только не здесь!

Остановите свой взыскательный взгляд на чём-нибудь более экзотическом. Например, x или y.

Эффективность этого подхода особенно заметна, если тело цикла занимает одну-две страницы (чем длиннее – тем лучше).

В этом случае заметить, что переменная – счетчик цикла, без пролистывания вверх, невозможно.

### [Русские слова и сокращения](https://learn.javascript.ru/write-unmain-code" \l "русские-слова-и-сокращения)

Если вам приходится использовать длинные, понятные имена переменных – что поделать… Но и здесь есть простор для творчества!

**Назовите переменные «калькой» с русского языка или как-то «улучшите» английское слово.**

В одном месте напишите var ssilka, в другом var ssylka, в третьем var link, в четвёртом – var lnk… Это действительно великолепно работает и очень креативно!

Количество ошибок при поддержке такого кода увеличивается во много раз.

### [Будьте абстрактны при выборе имени](https://learn.javascript.ru/write-unmain-code" \l "будьте-абстрактны-при-выборе-имени)

*Лучший кувшин лепят всю жизнь.  
Высокая музыка неподвластна слуху.  
Великий образ не имеет формы.*

Лао-цзы

При выборе имени старайтесь применить максимально абстрактное слово, например obj, data, value, item, elem и т.п.

* **Идеальное имя для переменной: data.** Используйте это имя везде, где можно. В конце концов, каждая переменная содержит данные, не правда ли?

Но что делать, если имя data уже занято? Попробуйте value, оно не менее универсально. Ведь каждая переменная содержит значение.

Занято и это? Есть и другой вариант.

* **Называйте переменную по типу данных, которые она хранит: obj, num, arr…**

Насколько это усложнит разработку? Как ни странно, намного!

Казалось бы, название переменной содержит информацию, говорит о том, что в переменной – число, объект или массив… С другой стороны, **когда непосвящённый будет разбирать этот код – он с удивлением обнаружит, что информации нет!**

Ведь как раз тип легко понять, запустив отладчик и посмотрев, что внутри. Но в чём смысл этой переменной? Что за массив/объект/число в ней хранится? Без долгой медитации над кодом тут не обойтись!

* **Что делать, если и эти имена кончились? Просто добавьте цифру:** item1, item2, elem5, data1…

### [Похожие имена](https://learn.javascript.ru/write-unmain-code" \l "похожие-имена)

Только истинно внимательный программист достоин понять ваш код. Но как проверить, достоин ли читающий?

**Один из способов – использовать похожие имена переменных, например data и date.** Бегло прочитать такой код почти невозможно. А уж заметить опечатку и поправить её… Ммммм… Мы здесь надолго, время попить чайку.

### [А.К.Р.О.Н.И.М](https://learn.javascript.ru/write-unmain-code" \l "а-к-р-о-н-и-м)

Используйте сокращения, чтобы сделать код короче.

Например ie (Inner Element), mc (Money Counter) и другие. Если вы обнаружите, что путаетесь в них сами – героически страдайте, но не переписывайте код. Вы знали, на что шли.

### [Хитрые синонимы](https://learn.javascript.ru/write-unmain-code" \l "хитрые-синонимы)

*Очень трудно найти чёрную кошку в тёмной комнате, особенно когда её там нет.*

Конфуций

**Чтобы было не скучно – используйте похожие названия для обозначения одинаковых действий.**

Например, если метод показывает что-то на экране – начните его название с display.. (скажем, displayElement), а в другом месте объявите аналогичный метод как show.. (showFrame).

**Как бы намекните этим, что существует тонкое различие между способами показа в этих методах, хотя на самом деле его нет.**

По возможности, договоритесь с членами своей команды. Если Вася в своих классах использует display.., то Валера – обязательно render.., а Петя – paint...

**…И напротив, если есть две функции с важными отличиями – используйте одно и то же слово для их описания!** Например, с print... можно начать метод печати на принтере printPage, а также – метод добавления текста на страницу printText.

А теперь, пусть читающий код думает: «Куда же выводит сообщение printMessage?». Особый шик – добавить элемент неожиданности. Пусть printMessage выводит не туда, куда все, а в новое окно!

### [Словарь терминов – это еда!](https://learn.javascript.ru/write-unmain-code" \l "словарь-терминов-это-еда)

Ни в коем случае не поддавайтесь требованиям написать словарь терминов для проекта. Если же он уже есть – не следуйте ему, а лучше проглотите и скажите, что так и былО!

Пусть читающий ваш код программист напрасно ищет различия в helloUser и welcomeVisitor и пытается понять, когда что использовать. Вы-то знаете, что на самом деле различий нет, но искать их можно о-очень долго.

**Для обозначения посетителя в одном месте используйте user, а в другом visitor, в третьем – просто u. Выбирайте одно имя или другое, в зависимости от функции и настроения.**

Это воплотит сразу два ключевых принципа ниндзя-дизайна – сокрытие информации и подмена понятий!

### [Повторно используйте имена](https://learn.javascript.ru/write-unmain-code" \l "повторно-используйте-имена)

По возможности, повторно используйте имена переменных, функций и свойств. Просто записывайте в них новые значения.

Добавляйте новое имя только если это абсолютно необходимо.

В функции старайтесь обойтись только теми переменными, которые были переданы как параметры.

Это не только затруднит идентификацию того, что сейчас находится в переменной, но и сделает почти невозможным поиск места, в котором конкретное значение было присвоено.

Цель – максимально усложнить отладку и заставить читающего код программиста построчно анализировать код и конспектировать изменения переменных для каждой ветки исполнения.

**Продвинутый вариант этого подхода – незаметно (!) подменить переменную на нечто похожее, например:**

function ninjaFunction(elem) {

// 20 строк кода, работающего с elem

elem = elem.cloneNode(true);

// еще 20 строк кода, работающего с elem

}

Программист, пожелавший добавить действия с elem во вторую часть функции, будет удивлён. Лишь во время отладки, посмотрев весь код, он с удивлением обнаружит, что оказывается имел дело с клоном!

Регулярные встречи с этим приемом на практике говорят: защититься невозможно. Эффективно даже против опытного ниндзи.

### [Добавляйте подчеркивания](https://learn.javascript.ru/write-unmain-code" \l "добавляйте-подчеркивания)

Добавляйте подчеркивания \_ и \_\_ к именам переменных. Желательно, чтобы их смысл был известен только вам, а лучше – вообще без явной причины.

Этим вы достигните двух целей. Во-первых, код станет длиннее и менее читаемым, а во-вторых, другой программист будет долго искать смысл в подчёркиваниях. Особенно хорошо сработает и внесет сумятицу в его мысли, если в некоторых частях проекта подчеркивания будут, а в некоторых – нет.

В процессе развития кода вы, скорее всего, будете путаться и смешивать стили: добавлять имена с подчеркиваниями там, где обычно подчеркиваний нет, и наоборот. Это нормально и полностью соответствует третьей цели – увеличить количество ошибок при внесении исправлений.

### [Покажите вашу любовь к разработке](https://learn.javascript.ru/write-unmain-code" \l "покажите-вашу-любовь-к-разработке)

Пусть все видят, какими замечательными сущностями вы оперируете! Имена superElement, megaFrame и niceItem при благоприятном положении звёзд могут привести к просветлению читающего.

Действительно, с одной стороны, кое-что написано: super.., mega.., nice.. С другой – это не несёт никакой конкретики. Читающий может решить поискать в этом глубинный смысл и замедитировать на часок-другой оплаченного рабочего времени.

### [Перекрывайте внешние переменные](https://learn.javascript.ru/write-unmain-code" \l "перекрывайте-внешние-переменные)

*Находясь на свету, нельзя ничего увидеть в темноте.  
Пребывая же в темноте, увидишь все, что находится на свету.*

Гуань Инь-цзы

Почему бы не использовать одинаковые переменные внутри и снаружи функции? Это просто и не требует придумывать новых имён.

var user = authenticateUser();

function render() {

var user = anotherValue();

...

...многобукв...

...

... // <-- программист захочет внести исправления сюда, и..

...

}

Зашедший в середину метода render программист, скорее всего, не заметит, что переменная userлокально перекрыта и попытается работать с ней, полагая, что это результат authenticateUser()… Ловушка захлопнулась! Здравствуй, отладчик.

## [Мощные функции!](https://learn.javascript.ru/write-unmain-code" \l "мощные-функции)

Не ограничивайте действия функции тем, что написано в её названии. Будьте шире.

Например, функция validateEmail(email) может, кроме проверки e-mail на правильность, выводить сообщение об ошибке и просить заново ввести e-mail.

**Выберите хотя бы пару дополнительных действий, кроме основного назначения функции.**

Главное – они должны быть неочевидны из названия функции. Истинный ниндзя-девелопер сделает так, что они будут неочевидны и из кода тоже.

**Объединение нескольких смежных действий в одну функцию защитит ваш код от повторного использования.**

Представьте, что другому разработчику нужно только проверить адрес, а сообщение – не выводить. Ваша функция validateEmail(email), которая делает и то и другое, ему не подойдёт. Работодатель будет вынужден оплатить создание новой.

## [Внимание… Сюр-при-из!](https://learn.javascript.ru/write-unmain-code" \l "внимание-сюр-при-из)

Есть функции, название которых говорит о том, что они ничего не меняют. Например, isReady, checkPermission, findTags… Предполагается, что при вызове они произведут некие вычисления, или найдут и возвратят полезные данные, но при этом их не изменят. В трактатах это называется «отсутствие сторонних эффектов».

**По-настоящему красивый приём – делать в таких функциях что-нибудь полезное, заодно с процессом проверки. Что именно – совершенно неважно.**

Удивление и ошеломление, которое возникнет у вашего коллеги, когда он увидит, что функция с названием на is.., check.. или find... что-то меняет – несомненно, расширит его границы разумного!

**Ещё одна вариация такого подхода – возвращать нестандартное значение.**

Ведь общеизвестно, что is.. и check.. обычно возвращают true/false. Продемонстрируйте оригинальное мышление. Пусть вызов checkPermission возвращает не результат true/false, а объект с результатами проверки! А чего, полезно.

Те же разработчики, кто попытается написать проверку if (checkPermission(..)), будут весьма удивлены результатом. Ответьте им: «надо читать документацию!». И перешлите эту статью.

## [Заключение](https://learn.javascript.ru/write-unmain-code" \l "заключение)

Все советы выше пришли из реального кода… И в том числе от разработчиков с большим опытом.

Возможно, даже больше вашего, так что не судите опрометчиво ;)

* Следуйте нескольким из них – и ваш код станет полон сюрпризов.
* Следуйте многим – и ваш код станет истинно вашим, никто не захочет изменять его.
* Следуйте всем – и ваш код станет ценным уроком для молодых разработчиков, ищущих просветления.

# Автоматические тесты при помощи chai и mocha

В этой главе мы разберём основы автоматического тестирования. Оно будет применяться далее в задачах, и вообще, входит в «образовательный минимум» программиста.

## [Зачем нужны тесты?](https://learn.javascript.ru/testing" \l "зачем-нужны-тесты)

При написании функции мы обычно представляем, что она должна делать, какое значение на каких аргументах выдавать.

В процессе разработки мы время от времени проверяем, правильно ли работает функция. Самый простой способ проверить – это запустить её, например в консоли, и посмотреть результат.

Если что-то не так, поправить, опять запустить – посмотреть результат… И так «до победного конца».

Но такие ручные запуски – очень несовершенное средство проверки.

**Когда проверяешь работу кода вручную – легко его «недотестировать».**

Например, пишем функцию f. Написали, тестируем с разными аргументами. Вызов функции f(a) работает, а вот f(b) не работает. Поправили код – стало работать f(b), вроде закончили. Но при этом забыли заново протестировать f(a) – упс, вот и возможная ошибка в коде.

**Автоматизированное тестирование – это когда тесты написаны отдельно от кода, и можно в любой момент запустить их и проверить все важные случаи использования.**

## [BDD – поведенческие тесты кода](https://learn.javascript.ru/testing" \l "bdd-поведенческие-тесты-кода)

Мы рассмотрим методику тестирования, которая входит в [BDD](http://en.wikipedia.org/wiki/Behavior-driven_development) – Behavior Driven Development. Подход BDD давно и с успехом используется во многих проектах.

BDD – это не просто тесты. Это гораздо больше.

**Тесты BDD – это три в одном: И тесты, И документация, И примеры использования.**

Впрочем, хватит слов. Рассмотрим примеры.

## [Разработка pow: спецификация](https://learn.javascript.ru/testing" \l "разработка-pow-спецификация)

Допустим, мы хотим разработать функцию pow(x, n), которая возводит x в целую степень n, для простоты n≥0.

Ещё до разработки мы можем представить себе, что эта функция будет делать, и описать это по методике BDD.

Это описание называется спецификация (или, как говорят в обиходе, «спека») и выглядит так:

describe("pow", function() {

it("возводит в n-ю степень", function() {

assert.equal(pow(2, 3), 8);

});

});

У спецификации есть три основных строительных блока, которые вы видите в примере выше:

**describe(название, function() { ... })**

Задаёт, что именно мы описываем, используется для группировки «рабочих лошадок» – блоков it. В данном случае мы описываем функцию pow.

**it(название, function() { ... })**

В названии блока it человеческим языком описывается, что должна делать функция, далее следует тест, который проверяет это.

**assert.equal(value1, value2)**

Код внутри it, если реализация верна, должен выполняться без ошибок.

Различные функции вида assert.\* используются, чтобы проверить, делает ли pow то, что задумано. Пока что нас интересует только одна из них – assert.equal, она сравнивает свой первый аргумент со вторым и выдаёт ошибку в случае, когда они не равны. В данном случае она проверяет, что результат pow(2, 3)равен 8.

Есть и другие виды сравнений и проверок, которые мы увидим далее.

## [Поток разработки](https://learn.javascript.ru/testing" \l "поток-разработки)

Как правило, поток разработки таков:

1. Пишется спецификация, которая описывает самый базовый функционал.
2. Делается начальная реализация.
3. Для проверки соответствия спецификации мы задействуем фреймворк (в нашем случае [Mocha](http://mochajs.org/)). Фреймворк запускает все тесты it и выводит ошибки, если они возникнут. При ошибках вносятся исправления.
4. Спецификация расширяется, в неё добавляются возможности, которые пока, возможно, не поддерживаются реализацией.
5. Идём на пункт 2, делаем реализацию. И так «до победного конца».

Разработка ведётся итеративно: один проход за другим, пока спецификация и реализация не будут завершены.

В нашем случае первый шаг уже завершён, начальная спецификация готова, хорошо бы приступить к реализации. Но перед этим проведём «нулевой» запуск спецификации, просто чтобы увидеть, что уже в таком виде, даже без реализации – тесты работают.

## [Пример в действии](https://learn.javascript.ru/testing" \l "пример-в-действии)

Для запуска тестов нужны соответствующие JavaScript-библиотеки.

Мы будем использовать:

* [Mocha](http://mochajs.org/) – эта библиотека содержит общие функции для тестирования, включая describe и it.
* [Chai](http://chaijs.com/) – библиотека поддерживает разнообразные функции для проверок. Есть разные «стили» проверки результатов, с которыми мы познакомимся позже, на текущий момент мы будем использовать лишь assert.equal.
* [Sinon](http://sinonjs.org/) – для эмуляции и хитрой подмены функций «заглушками», понадобится позднее.

Эти библиотеки позволяют тестировать JS не только в браузере, но и на сервере Node.JS. Здесь мы рассмотрим браузерный вариант, серверный использует те же функции.

Пример HTML-страницы для тестов:

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8">

<!-- подключаем стили Mocha, для отображения результатов -->

<link rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/mocha/2.1.0/mocha.css">

<!-- подключаем библиотеку Mocha -->

<script src="https://cdnjs.cloudflare.com/ajax/libs/mocha/2.1.0/mocha.js"></script>

<!-- настраиваем Mocha: предстоит BDD-тестирование -->

<script>

mocha.setup('bdd');

</script>

<!-- подключаем chai -->

<script src="https://cdnjs.cloudflare.com/ajax/libs/chai/2.0.0/chai.js"></script>

<!-- в chai есть много всего, выносим assert в глобальную область -->

<script>

var assert = chai.assert;

</script>

</head>

<body>

<script>

function pow(x, n) {

/\* код функции, пока что пусто \*/

}

</script>

<!-- в этом скрипте находятся спеки -->

<script src="test.js"></script>

<!-- в элементе с id="mocha" будут результаты тестов -->

<div id="mocha"></div>

<!-- запустить тесты! -->

<script>

mocha.run();

</script>

</body>

</html>

Эту страницу можно условно разделить на четыре части:

1. Блок <head> – в нём мы подключаем библиотеки и стили для тестирования, нашего кода там нет.
2. Блок <script> с реализацией спецификации, в нашем случае – с кодом для pow.
3. Далее подключаются тесты, файл test.js содержит describe("pow", ...), который был описан выше. Методы describe и it принадлежат библиотеке Mocha, так что важно, что она была подключена выше.
4. Элемент <div id="mocha"> будет использоваться библиотекой Mocha для вывода результатов. Запуск тестов инициируется командой mocha.run().

Результат срабатывания:

Пока что тесты не проходят, но это логично – вместо функции стоит «заглушка», пустой код.

Пока что у нас одна функция и одна спецификация, но на будущее заметим, что если различных функций и тестов много – это не проблема, можно их все подключить на одной странице. Конфликта не будет, так как каждый функционал имеет свой блок describe("что тестируем"...). Сами же тесты обычно пишутся так, чтобы не влиять друг на друга, не делать лишних глобальных переменных.

## [Начальная реализация](https://learn.javascript.ru/testing" \l "начальная-реализация)

Пока что, как видно, тесты не проходят, ошибка сразу же. Давайте сделаем минимальную реализацию pow, которая бы работала нормально:

function pow() {

return 8; // :) мы - мошенники!

}

О, вот теперь работает:

## [Исправление спецификации](https://learn.javascript.ru/testing" \l "исправление-спецификации)

Функция, конечно, ещё не готова, но тесты проходят. Это ненадолго :)

Здесь мы видим ситуацию, которая (и не обязательно при ленивом программисте!) бывает на практике – да, есть тесты, они проходят, но функция (увы!) работает неправильно.

**С точки зрения BDD, ошибка при проходящих тестах – вина спецификации.**

В первую очередь не реализация исправляется, а уточняется спецификация, пишется падающий тест.

Сейчас мы расширим спецификацию, добавив проверку на pow(3, 4) = 81.

Здесь есть два варианта организации кода:

1. Первый вариант – добавить assert в тот же it:
2. describe("pow", function() {
3. it("возводит в n-ю степень", function() {
4. assert.equal(pow(2, 3), 8);
5. assert.equal(pow(3, 4), 81);
6. });

});

1. Второй вариант – сделать два теста:
2. describe("pow", function() {
3. it("при возведении 2 в 3ю степень результат 8", function() {
4. assert.equal(pow(2, 3), 8);
5. });
6. it("при возведении 3 в 4ю степень равен 81", function() {
7. assert.equal(pow(3, 4), 81);
8. });

});

Их принципиальное различие в том, что если assert обнаруживает ошибку, то он тут же прекращает выполнение блока it. Поэтому в первом варианте, если вдруг первый assert «провалился», то про результат второго мы никогда не узнаем.

**Таким образом, разделить эти тесты может быть полезно, чтобы мы получили больше информации о происходящем.**

Кроме того, есть ещё одно правило, которое желательно соблюдать.

**Один тест тестирует ровно одну вещь.**

Если мы явно видим, что тест включает в себя совершенно независимые проверки – лучше разбить его на два более простых и наглядных.

По этим причинам второй вариант здесь предпочтительнее.

Результат:

Как и следовало ожидать, второй тест не проходит. Ещё бы, ведь функция всё время возвращает 8.

## [Уточнение реализации](https://learn.javascript.ru/testing" \l "уточнение-реализации)

Придётся написать нечто более реальное, чтобы тесты проходили:

function pow(x, n) {

var result = 1;

for (var i = 0; i < n; i++) {

result \*= x;

}

return result;

}

Чтобы быть уверенными, что функция работает верно, желательно протестировать её на большем количестве значений. Вместо того, чтобы писать блоки it вручную, мы можем сгенерировать тесты в цикле for:

describe("pow", function() {

function makeTest(x) {

var expected = x \* x \* x;

it("при возведении " + x + " в степень 3 результат: " + expected, function() {

assert.equal(pow(x, 3), expected);

});

}

for (var x = 1; x <= 5; x++) {

makeTest(x);

}

});

Результат:

## [Вложенный describe](https://learn.javascript.ru/testing" \l "вложенный-describe)

Функция makeTest и цикл for, очевидно, нужны друг другу, но не нужны для других тестов, которые мы добавим в дальнейшем. Они образуют единую группу, задача которой – проверить возведение в n-ю степень.

Будет правильно выделить их, при помощи вложенного блока describe:

describe("pow", function() {

describe("возводит x в степень n", function() {

function makeTest(x) {

var expected = x \* x \* x;

it("при возведении " + x + " в степень 3 результат: " + expected, function() {

assert.equal(pow(x, 3), expected);

});

}

for (var x = 1; x <= 5; x++) {

makeTest(x);

}

});

// ... дальнейшие тесты it и подблоки describe ...

});

Вложенный describe объявит новую «подгруппу» тестов, блоки it которой запускаются так же, как и обычно, но выводятся с подзаголовком, вот так:

В будущем мы сможем добавить другие тесты it и блоки describe со своими вспомогательными функциями.

**before/after и beforeEach/afterEach**

В каждом блоке describe можно также задать функции before/after, которые будут выполнены до/после запуска тестов, а также beforeEach/afterEach, которые выполняются до/после каждого it.

Например:

describe("Тест", function() {

before(function() { alert("Начало тестов"); });

after(function() { alert("Конец тестов"); });

beforeEach(function() { alert("Вход в тест"); });

afterEach(function() { alert("Выход из теста"); });

it('тест 1', function() { alert('1'); });

it('тест 2', function() { alert('2'); });

});

Последовательность будет такой:

Начало тестов

Вход в тест

1

Выход из теста

Вход в тест

2

Выход из теста

Конец тестов

[Открыть пример с тестами в песочнице](http://plnkr.co/edit/R9ZXCCC0nvmrSbfcLn8E?p=preview)

Как правило, beforeEach/afterEach (before/after) используют, если необходимо произвести инициализацию, обнулить счётчики или сделать что-то ещё в таком духе между тестами (или их группами).

## [Расширение спецификации](https://learn.javascript.ru/testing" \l "расширение-спецификации)

Базовый функционал pow описан и реализован, первая итерация разработки завершена. Теперь расширим и уточним его.

Как говорилось ранее, функция pow(x, n) предназначена для работы с целыми неотрицательными n.

В JavaScript для ошибки вычислений служит специальное значение NaN, которое функция будет возвращать при некорректных n.

Добавим это поведение в спецификацию:

describe("pow", function() {

// ...

it("при возведении в отрицательную степень результат NaN", function() {

assert(isNaN(pow(2, -1)));

});

it("при возведении в дробную степень результат NaN", function() {

assert(isNaN(pow(2, 1.5)));

});

});

Результат с новыми тестами:

Конечно, новые тесты не проходят, так как наша реализация ещё не поддерживает их. Так и задумано: сначала написали заведомо не работающие тесты, а затем пишем реализацию под них.

## [Другие assert](https://learn.javascript.ru/testing" \l "другие-assert)

Обратим внимание, в спецификации выше использована проверка не assert.equal, как раньше, а assert(выражение). Такая проверка выдаёт ошибку, если значение выражения при приведении к логическому типу не true.

Она потребовалась, потому что сравнивать с NaN обычным способом нельзя: NaN не равно никакому значению, даже самому себе, поэтому assert.equal(NaN, x) не подойдёт.

Кстати, мы и ранее могли бы использовать assert(value1 == value2) вместо assert.equal(value1, value2). Оба этих assert проверяют одно и тоже.

Однако, между этими вызовами есть отличие в деталях сообщения об ошибке.

При «упавшем» assert в примере выше мы видим "Unspecified AssertionError", то есть просто «что-то пошло не так», а при assert.equal(value1, value2) будут дополнительные подробности: expected 8 to equal 81.

**Поэтому рекомендуется использовать именно ту проверку, которая максимально соответствует задаче.**

Вот самые востребованные assert-проверки, встроенные в Chai:

* assert(value) – проверяет что value является true в логическом контексте.
* assert.equal(value1, value2) – проверяет равенство value1 == value2.
* assert.strictEqual(value1, value2) – проверяет строгое равенство value1 === value2.
* assert.notEqual, assert.notStrictEqual – проверки, обратные двум предыдущим.
* assert.isTrue(value) – проверяет, что value === true
* assert.isFalse(value) – проверяет, что value === false
* …более полный список – в [документации](http://chaijs.com/api/assert/)

В нашем случае хорошо бы использовать проверку assert.isNaN, и такой метод существует, но сейчас мы рассматриваем самый общий метод assert(...). В этом случае для того, чтобы сделать сообщение об ошибке понятнее, желательно добавить к assert описание.

**Все вызовы assert позволяют дополнительным последним аргументом указать строку с описанием ошибки, которое выводится, если assert не проходит.**

Добавим описание ошибки в конец наших assert'ов:

describe("pow", function() {

// ...

it("при возведении в отрицательную степень результат NaN", function() {

assert(isNaN(pow(2, -1)), "pow(2, -1) не NaN");

});

it("при возведении в дробную степень результат NaN", function() {

assert(isNaN(pow(2, 1.5)), "pow(2, 1.5) не NaN");

});

});

Теперь результат теста гораздо яснее говорит о том, что не так:

В коде тестов выше можно было бы добавить описание и к assert.equal, указав в конце: assert.equal(value1, value2, "описание"), но с равенством обычно и так всё понятно, поэтому мы так делать не будем.

## [Итого](https://learn.javascript.ru/testing#итого)

Итак, разработка завершена, мы получили полноценную спецификацию и код, который её реализует.

Задачи выше позволяют дополнить её, и в результате может получиться что-то в таком духе:

describe("pow", function() {

describe("возводит x в степень n", function() {

function makeTest(x) {

var expected = x \* x \* x;

it("при возведении " + x + " в степень 3 результат: " + expected, function() {

assert.equal(pow(x, 3), expected);

});

}

for (var x = 1; x <= 5; x++) {

makeTest(x);

}

});

it("при возведении в отрицательную степень результат NaN", function() {

assert(isNaN(pow(2, -1)), "pow(2, -1) не NaN");

});

it("при возведении в дробную степень результат NaN", function() {

assert(isNaN(pow(2, 1.5)), "pow(2, -1.5) не NaN");

});

describe("любое число, кроме нуля, в степени 0 равно 1", function() {

function makeTest(x) {

it("при возведении " + x + " в степень 0 результат: 1", function() {

assert.equal(pow(x, 0), 1);

});

}

for (var x = -5; x <= 5; x += 2) {

makeTest(x);

}

});

it("ноль в нулевой степени даёт NaN", function() {

assert(isNaN(pow(0, 0)), "0 в степени 0 не NaN");

});

});

[Открыть полный пример с реализацией в песочнице](http://plnkr.co/edit/5jBwLikmnjWelIFkJ8Qc?p=preview)

Эту спецификацию можно использовать как:

1. **Тесты**, которые гарантируют правильность работы кода.
2. **Документацию** по функции, что она конкретно делает.
3. **Примеры** использования функции, которые демонстрируют её работу внутри it.

Имея спецификацию, мы можем улучшать, менять, переписывать функцию и легко контролировать её работу, просматривая тесты.

Особенно важно это в больших проектах.

Бывает так, что изменение в одной части кода может повлечь за собой «падение» другой части, которая её использует. Так как всё-всё в большом проекте руками не перепроверишь, то такие ошибки имеют большой шанс остаться в продукте и вылезти позже, когда проект увидит посетитель или заказчик.

Чтобы избежать таких проблем, бывает, что вообще стараются не трогать код, от которого много что зависит, даже если его ну очень нужно переписать. Жизнь пробивается тонкими росточками там, где должен цвести и пахнуть новый функционал.

**Код, покрытый автотестами, являет собой полную противоположность этому!**

Даже если какое-то изменение потенциально может порушить всё – его совершенно не страшно сделать. Ведь есть масса тестов, которые быстро и в автоматическом режиме проверят работу кода. И если что-то падает, то это можно будет легко локализовать и поправить.

**Кроме того, код, покрытый тестами, имеет лучшую архитектуру.**

Конечно, это естественное следствие того, что его легче менять и улучшать. Но не только.

Чтобы написать тесты, нужно разбить код на функции так, чтобы для каждой функции было чётко понятно, что она получает на вход, что делает с этим и что возвращает. Это означает ясную и понятную структуру с самого начала.

Конечно, в реальной жизни всё не так просто. Зачастую написать тест сложно. Или сложно поддерживать тесты, поскольку код активно меняется. Сами тесты тоже пишутся по-разному, при помощи разных инструментов.

## [Что дальше?](https://learn.javascript.ru/testing" \l "что-дальше)

В дальнейшем условия ряда задач будут уже содержать в себе тесты. На них вы познакомитесь с дополнительными примерами.

Как правило, они будут вполне понятны, даже если немного выходят за пределы этой главы.

# Структуры данных

Изучаем JavaScript: расширенное знакомство со встроенными типами данных, их особенностями.

1. [Введение в методы и свойства](https://learn.javascript.ru/properties-and-methods)
2. [Числа](https://learn.javascript.ru/number)
3. [Строки](https://learn.javascript.ru/string)
4. [Объекты как ассоциативные массивы](https://learn.javascript.ru/object)
5. [Объекты: перебор свойств](https://learn.javascript.ru/object-for-in)
6. [Объекты: передача по ссылке](https://learn.javascript.ru/object-reference)
7. [Массивы с числовыми индексами](https://learn.javascript.ru/array)
8. [Массивы: методы](https://learn.javascript.ru/array-methods)
9. [Массив: перебирающие методы](https://learn.javascript.ru/array-iteration)
10. [Псевдомассив аргументов "arguments"](https://learn.javascript.ru/arguments-pseudoarray)
11. [Дата и Время](https://learn.javascript.ru/datetime)

# Введение в методы и свойства

Все значения в JavaScript, за исключением null и undefined, содержат набор вспомогательных функций и значений, доступных «через точку».

Такие функции называют «методами», а значения – «свойствами». Здесь мы рассмотрим основы использования свойств и методов.

## [Свойство str.length](https://learn.javascript.ru/properties-and-methods" \l "свойство-str-length)

У строки есть свойство length, содержащее длину:

alert( "Привет, мир!".length ); // 12

Можно и записать строку в переменную, а потом запросить её свойство:

var str = "Привет, мир!";

alert( str.length ); // 12

## [Метод str.toUpperCase()](https://learn.javascript.ru/properties-and-methods" \l "метод-str-touppercase)

Также у строк есть метод toUpperCase(), который возвращает строку в верхнем регистре:

var hello = "Привет, мир!";

alert( hello.toUpperCase() ); // "ПРИВЕТ, МИР!"

**Вызов метода – через круглые скобки!**

Обратите внимание, для вызова метода обязательно нужны круглые скобки.

Посмотрите, например, результат обращения к toUpperCase без скобок:

var hello = "Привет";

alert( hello.toUpperCase ); // function...

Метод – это встроенная команда («функция», мы поговорим о них позже), которую нужно вызвать для получения значения. При обращении без скобок мы получим саму эту функцию. Как правило браузер выведет её как-то так: "function toUpperCase() { ... }".

А чтобы получить результат – нужно произвести её вызов, добавив скобки:

var hello = "Привет";

alert( hello.toUpperCase() ); // ПРИВЕТ

Более подробно с различными свойствами и методами строк мы познакомимся в главе [Строки](https://learn.javascript.ru/string).

## [Метод num.toFixed(n)](https://learn.javascript.ru/properties-and-methods" \l "метод-num-tofixed-n)

Есть методы и у чисел, например num.toFixed(n). Он округляет число num до n знаков после запятой, при необходимости добивает нулями до данной длины и возвращает в виде строки (удобно для форматированного вывода):

var n = 12.345;

alert( n.toFixed(2) ); // "12.35"

alert( n.toFixed(0) ); // "12"

alert( n.toFixed(5) ); // "12.34500"

Детали работы toFixed разобраны в главе [Числа](https://learn.javascript.ru/number).

**Обращение к методам чисел**

К методу числа можно обратиться и напрямую:

alert( 12.34.toFixed(1) ); // 12.3

…Но если число целое, то будет проблема:

alert(12.toFixed(1)); // ошибка!

Ошибка произойдёт потому, что JavaScript ожидает десятичную дробь после точки.

Это – особенность синтаксиса JavaScript. Вот так – будет работать:

alert( 12..toFixed(1) ); // 12.0

## [Итого](https://learn.javascript.ru/properties-and-methods#итого)

В этой главе мы познакомились с методами и свойствами.

Почти все значения в JavaScript, кроме разве что null и undefined имеют их и предоставляют через них разный функционал.

Далее мы подробно разберём основные свойства и методы структур данных в JavaScript.

# Числа

Все числа в JavaScript, как целые так и дробные, имеют тип Number и хранятся в 64-битном формате [IEEE-754](http://en.wikipedia.org/wiki/IEEE_754-1985), также известном как «double precision».

Здесь мы рассмотрим различные тонкости, связанные с работой с числами в JavaScript.

## [Способы записи](https://learn.javascript.ru/number" \l "способы-записи)

В JavaScript можно записывать числа не только в десятичной, но и в шестнадцатеричной (начинается с 0x) системе счисления:

alert( 0xFF ); // 255 в шестнадцатиричной системе

Также доступна запись в «научном формате» (ещё говорят «запись с плавающей точкой»), который выглядит как <число>e<кол-во нулей>.

Например, 1e3 – это 1 с 3 нулями, то есть 1000.

// еще пример научной формы: 3 с 5 нулями

alert( 3e5 ); // 300000

Если количество нулей отрицательно, то число сдвигается вправо за десятичную точку, так что получается десятичная дробь:

// здесь 3 сдвинуто 5 раз вправо, за десятичную точку.

alert( 3e-5 ); // 0.00003 <-- 5 нулей, включая начальный ноль

## [Деление на ноль, Infinity](https://learn.javascript.ru/number" \l "деление-на-ноль-infinity)

Представьте, что вы собираетесь создать новый язык… Люди будут называть его «JavaScript» (или «LiveScript»… неважно).

Что должно происходить при попытке деления на ноль?

Как правило, ошибка в программе… Во всяком случае, в большинстве языков программирования это именно так.

Но создатель JavaScript решил пойти математически правильным путем. Ведь чем меньше делитель, тем больше результат. При делении на очень-очень маленькое число должно получиться очень большое. В математическом анализе это описывается через [пределы](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%B5%D0%B4%D0%B5%D0%BB_(%D0%BC%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)), и если подразумевать предел, то в качестве результата деления на 0 мы получаем «бесконечность», которая обозначается символом ∞ или, в JavaScript: "Infinity".

alert( 1 / 0 ); // Infinity

alert( 12345 / 0 ); // Infinity

**Infinity – особенное численное значение, которое ведет себя в точности как математическая бесконечность ∞.**

* Infinity больше любого числа.
* Добавление к бесконечности не меняет её.

alert( Infinity > 1234567890 ); // true

alert( Infinity + 5 == Infinity ); // true

**Бесконечность можно присвоить и в явном виде: var x = Infinity.**

Бывает и минус бесконечность -Infinity:

alert( -1 / 0 ); // -Infinity

Бесконечность можно получить также, если сделать ну очень большое число, для которого количество разрядов в двоичном представлении не помещается в соответствующую часть стандартного 64-битного формата, например:

alert( 1e500 ); // Infinity

## [NaN](https://learn.javascript.ru/number" \l "nan)

Если математическая операция не может быть совершена, то возвращается специальное значение NaN (Not-A-Number).

Например, деление 0/0 в математическом смысле неопределено, поэтому его результат NaN:

alert( 0 / 0 ); // NaN

Значение NaN используется для обозначения математической ошибки и обладает следующими свойствами:

* Значение NaN – единственное, в своем роде, которое не равно ничему, включая себя.

Следующий код ничего не выведет:

if (NaN == NaN) alert( "==" ); // Ни один вызов

if (NaN === NaN) alert( "===" ); // не сработает

* Значение NaN можно проверить специальной функцией isNaN(n), которая преобразует аргумент к числу и возвращает true, если получилось NaN, и false – для любого другого значения.
* var n = 0 / 0;
* alert( isNaN(n) ); // true

alert( isNaN("12") ); // false, строка преобразовалась к обычному числу 12

* Значение NaN «прилипчиво». Любая операция с NaN возвращает NaN.

alert( NaN + 1 ); // NaN

Если аргумент isNaN – не число, то он автоматически преобразуется к числу.

**Забавный способ проверки на NaN**

Отсюда вытекает забавный способ проверки значения на NaN: можно проверить значение на равенство самому себе, если не равно – то NaN:

var n = 0 / 0;

if (n !== n) alert( 'n = NaN!' );

Это работает, но для наглядности лучше использовать isNaN(n).

**Математические операции в JS безопасны**

Никакие математические операции в JavaScript не могут привести к ошибке или «обрушить» программу.

В худшем случае, результат будет NaN.

## [isFinite(n)](https://learn.javascript.ru/number" \l "isfinite-n)

Итак, в JavaScript есть обычные числа и три специальных числовых значения: NaN, Infinity и -Infinity.

Тот факт, что они, хоть и особые, но – числа, демонстрируется работой оператора +:

var value = prompt("Введите Infinity", 'Infinity');

var number = +value;

alert( number ); // Infinity, плюс преобразовал строку "Infinity" к такому "числу"

Обычно если мы хотим от посетителя получить число, то Infinity или NaN нам не подходят. Для того, чтобы отличить «обычные» числа от таких специальных значений, существует функция isFinite.

**Функция isFinite(n) преобразует аргумент к числу и возвращает true, если это не NaN/Infinity/-Infinity:**

alert( isFinite(1) ); // true

alert( isFinite(Infinity) ); // false

alert( isFinite(NaN) ); // false

## [Преобразование к числу](https://learn.javascript.ru/number" \l "преобразование-к-числу)

Большинство арифметических операций и математических функций преобразуют значение в число автоматически.

Для того, чтобы сделать это явно, обычно перед значением ставят унарный плюс '+':

var s = "12.34";

alert( +s ); // 12.34

При этом, если строка не является в точности числом, то результат будет NaN:

alert( +"12test" ); // NaN

Единственное исключение – пробельные символы в начале и в конце строки, которые игнорируются:

alert( +" -12" ); // -12

alert( +" \n34 \n" ); // 34, перевод строки \n является пробельным символом

alert( +"" ); // 0, пустая строка становится нулем

alert( +"1 2" ); // NaN, пробел посередине числа - ошибка

Аналогичным образом происходит преобразование и в других математических операторах и функциях:

alert( '12.34' / "-2" ); // -6.17

## [Мягкое преобразование: parseInt и parseFloat](https://learn.javascript.ru/number" \l "мягкое-преобразование-parseint-и-parsefloat)

В мире HTML/CSS многие значения не являются в точности числами. Например, метрики CSS: 10pt или -12px.

Оператор '+' для таких значений возвратит NaN:

alert(+"12px") // NaN

Для удобного чтения таких значений существует функция [parseInt](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseInt):

alert( parseInt('12px') ); // 12

**Функция parseInt и ее аналог parseFloat преобразуют строку символ за символом, пока это возможно.**

При возникновении ошибки возвращается число, которое получилось. Функция parseInt читает из строки целое число, а parseFloat – дробное.

alert( parseInt('12px') ) // 12, ошибка на символе 'p'

alert( parseFloat('12.3.4') ) // 12.3, ошибка на второй точке

Конечно, существуют ситуации, когда parseInt/parseFloat возвращают NaN. Это происходит при ошибке на первом же символе:

alert( parseInt('a123') ); // NaN

Функция parseInt также позволяет указать систему счисления, то есть считывать числа, заданные в шестнадцатиричной и других системах счисления:

alert( parseInt('FF', 16) ); // 255

## [Проверка на число](https://learn.javascript.ru/number" \l "проверка-на-число)

Для проверки строки на число можно использовать функцию isNaN(str).

Она преобразует строку в число аналогично +, а затем вернёт true, если это NaN, т.е. если преобразование не удалось:

var x = prompt("Введите значение", "-11.5");

if (isNaN(x)) {

alert( "Строка преобразовалась в NaN. Не число" );

} else {

alert( "Число" );

}

Однако, у такой проверки есть две особенности:

1. Пустая строка и строка из пробельных символов преобразуются к 0, поэтому считаются числами.
2. Если применить такую проверку не к строке, то могут быть сюрпризы, в частности isNaN посчитает числами значения false, true, null, так как они хотя и не числа, но преобразуются к ним.

alert( isNaN(null) ); // false - не NaN, т.е. "число"

alert( isNaN("\n \n") ); // false - не NaN, т.е. "число"

Если такое поведение допустимо, то isNaN – приемлемый вариант.

Если же нужна действительно точная проверка на число, которая не считает числом строку из пробелов, логические и специальные значения, а также отсекает Infinity – используйте следующую функцию isNumeric:

function isNumeric(n) {

return !isNaN(parseFloat(n)) && isFinite(n);

}

Разберёмся, как она работает. Начнём справа.

* Функция isFinite(n) преобразует аргумент к числу и возвращает true, если это не Infinity/-Infinity/NaN.

Таким образом, правая часть отсеет заведомо не-числа, но оставит такие значения как true/false/nullи пустую строку '', т.к. они корректно преобразуются в числа.

* Для их проверки нужна левая часть. Вызов parseFloat(true/false/null/'') вернёт NaN для этих значений.

Так устроена функция parseFloat: она преобразует аргумент к строке, т.е. true/false/nullстановятся "true"/"false"/"null", а затем считывает из неё число, при этом пустая строка даёт NaN.

В результате отсеивается всё, кроме строк-чисел и обычных чисел.

## [toString(система счисления)](https://learn.javascript.ru/number" \l "tostring-система-счисления)

Как показано выше, числа можно записывать не только в 10-чной, но и в 16-ричной системе. Но бывает и противоположная задача: получить 16-ричное представление числа. Для этого используется метод toString(основание системы), например:

var n = 255;

alert( n.toString(16) ); // ff

В частности, это используют для работы с цветовыми значениями в браузере, вида #AABBCC.

Основание может быть любым от 2 до 36.

* Основание 2 бывает полезно для отладки побитовых операций:
* var n = 4;

alert( n.toString(2) ); // 100

* Основание 36 (по количеству букв в английском алфавите – 26, вместе с цифрами, которых 10) используется для того, чтобы «кодировать» число в виде буквенно-цифровой строки. В этой системе счисления сначала используются цифры, а затем буквы от a до z:
* var n = 1234567890;

alert( n.toString(36) ); // kf12oi

При помощи такого кодирования можно «укоротить» длинный цифровой идентификатор, например чтобы выдать его в качестве URL.

## [Округление](https://learn.javascript.ru/number#округление)

Одна из самых частых операций с числом – округление. В JavaScript существуют целых 3 функции для этого.

**Math.floor**

Округляет вниз

**Math.ceil**

Округляет вверх

**Math.round**

Округляет до ближайшего целого

alert( Math.floor(3.1) ); // 3

alert( Math.ceil(3.1) ); // 4

alert( Math.round(3.1) ); // 3

**Округление битовыми операторами**

[Битовые операторы](https://learn.javascript.ru/bitwise-operators) делают любое число 32-битным целым, обрезая десятичную часть.

В результате побитовая операция, которая не изменяет число, например, двойное битовое НЕ – округляет его:

alert( ~~12.3 ); // 12

Любая побитовая операция такого рода подойдет, например XOR (исключающее ИЛИ, "^") с нулем:

alert( 12.3 ^ 0 ); // 12

alert( 1.2 + 1.3 ^ 0 ); // 2, приоритет ^ меньше, чем +

Это удобно в первую очередь тем, что легко читается и не заставляет ставить дополнительные скобки как Math.floor(...):

var x = a \* b / c ^ 0; // читается как "a \* b / c и округлить"

### [Округление до заданной точности](https://learn.javascript.ru/number" \l "округление-до-заданной-точности)

Для округления до нужной цифры после запятой можно умножить и поделить на 10 с нужным количеством нулей. Например, округлим 3.456 до 2-го знака после запятой:

var n = 3.456;

alert( Math.round(n \* 100) / 100 ); // 3.456 -> 345.6 -> 346 -> 3.46

Таким образом можно округлять число и вверх и вниз.

### [num.toFixed(precision)](https://learn.javascript.ru/number" \l "num-tofixed-precision)

Существует также специальный метод num.toFixed(precision), который округляет число num до точности precision и возвращает результат в виде строки:

var n = 12.34;

alert( n.toFixed(1) ); // "12.3"

Округление идёт до ближайшего значения, аналогично Math.round:

var n = 12.36;

alert( n.toFixed(1) ); // "12.4"

Итоговая строка, при необходимости, дополняется нулями до нужной точности:

var n = 12.34;

alert( n.toFixed(5) ); // "12.34000", добавлены нули до 5 знаков после запятой

Если нам нужно именно число, то мы можем получить его, применив '+' к результату n.toFixed(..):

var n = 12.34;

alert( +n.toFixed(5) ); // 12.34

**Метод toFixed не эквивалентен Math.round!**

Например, произведём округление до одного знака после запятой с использованием двух способов: toFixed и Math.round с умножением и делением:

var price = 6.35;

alert( price.toFixed(1) ); // 6.3

alert( Math.round(price \* 10) / 10 ); // 6.4

Как видно, результат разный! Вариант округления через Math.round получился более корректным, так как по общепринятым правилам 5 округляется вверх. А toFixed может округлить его как вверх, так и вниз. Почему? Скоро узнаем!

## [Неточные вычисления](https://learn.javascript.ru/number" \l "неточные-вычисления)

Запустите этот пример:

alert( 0.1 + 0.2 == 0.3 );

Запустили? Если нет – все же сделайте это.

Ок, вы запустили его. Он вывел false. Результат несколько странный, не так ли? Возможно, ошибка в браузере? Поменяйте браузер, запустите еще раз.

Хорошо, теперь мы можем быть уверены: 0.1 + 0.2 это не 0.3. Но тогда что же это?

alert( 0.1 + 0.2 ); // 0.30000000000000004

Как видите, произошла небольшая вычислительная ошибка, результат сложения 0.1 + 0.2 немного больше, чем 0.3.

alert( 0.1 + 0.2 > 0.3 ); // true

Всё дело в том, что в стандарте IEEE 754 на число выделяется ровно 8 байт(=64 бита), не больше и не меньше.

Число 0.1 (одна десятая) записывается просто в десятичном формате. Но в двоичной системе счисления это бесконечная дробь, так как единица на десять в двоичной системе так просто не делится. Также бесконечной дробью является 0.2 (=2/10).

Двоичное значение бесконечных дробей хранится только до определенного знака, поэтому возникает неточность. Её даже можно увидеть:

alert( 0.1.toFixed(20) ); // 0.10000000000000000555

Когда мы складываем 0.1 и 0.2, то две неточности складываются, получаем незначительную, но всё же ошибку в вычислениях.

Конечно, это не означает, что точные вычисления для таких чисел невозможны. Они возможны. И даже необходимы.

Например, есть два способа сложить 0.1 и 0.2:

1. Сделать их целыми, сложить, а потом поделить:

alert( (0.1 \* 10 + 0.2 \* 10) / 10 ); // 0.3

Это работает, т.к. числа 0.1\*10 = 1 и 0.2\*10 = 2 могут быть точно представлены в двоичной системе.

1. Сложить, а затем округлить до разумного знака после запятой. Округления до 10-го знака обычно бывает достаточно, чтобы отсечь ошибку вычислений:
2. var result = 0.1 + 0.2;

alert( +result.toFixed(10) ); // 0.3

**Забавный пример**

Привет! Я – число, растущее само по себе!

alert( 9999999999999999 ); // выведет 10000000000000000

Причина та же – потеря точности.

Из 64 бит, отведённых на число, сами цифры числа занимают до 52 бит, остальные 11 бит хранят позицию десятичной точки и один бит – знак. Так что если 52 бит не хватает на цифры, то при записи пропадут младшие разряды.

Интерпретатор не выдаст ошибку, но в результате получится «не совсем то число», что мы и видим в примере выше. Как говорится: «как смог, так записал».

Ради справедливости заметим, что в точности то же самое происходит в любом другом языке, где используется формат IEEE 754, включая Java, C, PHP, Ruby, Perl.

## [Другие математические методы](https://learn.javascript.ru/number" \l "другие-математические-методы)

JavaScript предоставляет базовые тригонометрические и некоторые другие функции для работы с числами.

### [Тригонометрия](https://learn.javascript.ru/number" \l "тригонометрия)

Встроенные функции для тригонометрических вычислений:

**Math.acos(x)**

Возвращает арккосинус x (в радианах)

**Math.asin(x)**

Возвращает арксинус x (в радианах)

**Math.atan(x)**

Возвращает арктангенс x (в радианах)

**Math.atan2(y, x)**

Возвращает угол до точки (y, x). Описание функции: [Atan2](http://en.wikipedia.org/wiki/Atan2).

**Math.sin(x)**

Вычисляет синус x (в радианах)

**Math.cos(x)**

Вычисляет косинус x (в радианах)

**Math.tan(x)**

Возвращает тангенс x (в радианах)

### [Функции общего назначения](https://learn.javascript.ru/number" \l "функции-общего-назначения)

Разные полезные функции:

**Math.sqrt(x)**

Возвращает квадратный корень из x.

**Math.log(x)**

Возвращает натуральный (по основанию e) логарифм x.

**Math.pow(x, exp)**

Возводит число в степень, возвращает xexp, например Math.pow(2,3) = 8. Работает в том числе с дробными и отрицательными степенями, например: Math.pow(4, -1/2) = 0.5.

**Math.abs(x)**

Возвращает абсолютное значение числа

**Math.exp(x)**

Возвращает ex, где e – основание натуральных логарифмов.

**Math.max(a, b, c...)**

Возвращает наибольший из списка аргументов

**Math.min(a, b, c...)**

Возвращает наименьший из списка аргументов

**Math.random()**

Возвращает псевдо-случайное число в интервале [0,1) – то есть между 0(включительно) и 1(не включая). Генератор случайных чисел инициализуется текущим временем.

### [Форматирование](https://learn.javascript.ru/number" \l "форматирование)

Для красивого вывода чисел в стандарте [ECMA 402](http://www.ecma-international.org/ecma-402/1.0/ECMA-402.pdf) есть метод toLocaleString():

var number = 123456789;

alert( number.toLocaleString() ); // 123 456 789

Его поддерживают все современные браузеры, кроме IE10- (для которых нужно подключить библиотеку [Intl.JS](https://github.com/andyearnshaw/Intl.js/)). Он также умеет форматировать валюту и проценты. Более подробно про устройство этого метода можно будет узнать в статье [Intl: интернационализация в JavaScript](https://learn.javascript.ru/intl), когда это вам понадобится.

## [Итого](https://learn.javascript.ru/number#итого)

* Числа могут быть записаны в шестнадцатиричной, восьмеричной системе, а также «научным» способом.
* В JavaScript существует числовое значение бесконечность Infinity.
* Ошибка вычислений дает NaN.
* Арифметические и математические функции преобразуют строку в точности в число, игнорируя начальные и конечные пробелы.
* Функции parseInt/parseFloat делают числа из строк, которые начинаются с числа.
* Есть четыре способа округления: Math.floor, Math.round, Math.ceil и битовый оператор. Для округления до нужного знака используйте +n.toFixed(p) или трюк с умножением и делением на 10p.
* Дробные числа дают ошибку вычислений. При необходимости ее можно отсечь округлением до нужного знака.
* Случайные числа от 0 до 1 генерируются с помощью Math.random(), остальные – преобразованием из них.

Существуют и другие математические функции. Вы можете ознакомиться с ними в справочнике в разделах [Number](http://javascript.ru/Number) и [Math](http://javascript.ru/Math).

# Строки

В JavaScript любые текстовые данные являются строками. Не существует отдельного типа «символ», который есть в ряде других языков.

Внутренним форматом строк, вне зависимости от кодировки страницы, является [Юникод (Unicode)](http://ru.wikipedia.org/wiki/%D0%AE%D0%BD%D0%B8%D0%BA%D0%BE%D0%B4).

## [Создание строк](https://learn.javascript.ru/string" \l "создание-строк)

Строки создаются при помощи двойных или одинарных кавычек:

var text = "моя строка";

var anotherText = 'еще строка';

var str = "012345";

В JavaScript нет разницы между двойными и одинарными кавычками.

### [Специальные символы](https://learn.javascript.ru/string" \l "специальные-символы)

Строки могут содержать специальные символы. Самый часто используемый из таких символов – это «перевод строки».

Он обозначается как \n, например:

alert( 'Привет\nМир' ); // выведет "Мир" на новой строке

Есть и более редкие символы, вот их список:

| Специальные символы | |
| --- | --- |
| **Символ** | **Описание** |
| \b | Backspace |
| \f | Form feed |
| \n | New line |
| \r | Carriage return |
| \t | Tab |
| \uNNNN | Символ в кодировке Юникод с шестнадцатеричным кодом `NNNN`. Например, `\u00A9` -- юникодное представление символа копирайт © |

### [Экранирование специальных символов](https://learn.javascript.ru/string" \l "экранирование-специальных-символов)

Если строка в одинарных кавычках, то внутренние одинарные кавычки внутри должны быть экранированы, то есть снабжены обратным слешем \', вот так:

var str = 'I\'m a JavaScript programmer';

В двойных кавычках – экранируются внутренние двойные:

var str = "I'm a JavaScript \"programmer\" ";

alert( str ); // I'm a JavaScript "programmer"

Экранирование служит исключительно для правильного восприятия строки JavaScript. В памяти строка будет содержать сам символ без '\'. Вы можете увидеть это, запустив пример выше.

Сам символ обратного слэша '\' является служебным, поэтому всегда экранируется, т.е пишется как \\:

var str = ' символ \\ ';

alert( str ); // символ \

Заэкранировать можно любой символ. Если он не специальный, то ничего не произойдёт:

alert( "\a" ); // a

// идентично alert( "a" );

## [Методы и свойства](https://learn.javascript.ru/string" \l "методы-и-свойства)

Здесь мы рассмотрим методы и свойства строк, с некоторыми из которых мы знакомились ранее, в главе [Введение в методы и свойства](https://learn.javascript.ru/properties-and-methods).

### [Длина length](https://learn.javascript.ru/string" \l "длина-length)

Одно из самых частых действий со строкой – это получение ее длины:

var str = "My\n"; // 3 символа. Третий - перевод строки

alert( str.length ); // 3

### [Доступ к символам](https://learn.javascript.ru/string" \l "доступ-к-символам)

Чтобы получить символ, используйте вызов charAt(позиция). Первый символ имеет позицию 0:

var str = "jQuery";

alert( str.charAt(0) ); // "j"

В JavaScript **нет отдельного типа «символ»**, так что charAt возвращает строку, состоящую из выбранного символа.

Также для доступа к символу можно также использовать квадратные скобки:

var str = "Я - современный браузер!";

alert( str[0] ); // "Я"

Разница между этим способом и charAt заключается в том, что если символа нет – charAt выдает пустую строку, а скобки – undefined:

alert( "".charAt(0) ); // пустая строка

alert( "" [0] ); // undefined

Вообще же метод charAt существует по историческим причинам, ведь квадратные скобки – проще и короче.

**Вызов метода – всегда со скобками**

Обратите внимание, str.length – это свойство строки, а str.charAt(pos) – метод, т.е. функция.

Обращение к методу всегда идет со скобками, а к свойству – без скобок.

### [Изменения строк](https://learn.javascript.ru/string" \l "изменения-строк)

Содержимое строки в JavaScript нельзя изменять. Нельзя взять символ посередине и заменить его. Как только строка создана – она такая навсегда.

Можно лишь создать целиком новую строку и присвоить в переменную вместо старой, например:

var str = "строка";

str = str[3] + str[4] + str[5];

alert( str ); // ока

### [Смена регистра](https://learn.javascript.ru/string" \l "смена-регистра)

Методы toLowerCase() и toUpperCase() меняют регистр строки на нижний/верхний:

alert( "Интерфейс".toUpperCase() ); // ИНТЕРФЕЙС

Пример ниже получает первый символ и приводит его к нижнему регистру:

alert( "Интерфейс" [0].toLowerCase() ); // 'и'

### [Поиск подстроки](https://learn.javascript.ru/string" \l "поиск-подстроки)

Для поиска подстроки есть метод [indexOf(подстрока[, начальная\_позиция])](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/String/indexOf).

Он возвращает позицию, на которой находится подстрока или -1, если ничего не найдено. Например:

var str = "Widget with id";

alert( str.indexOf("Widget") ); // 0, т.к. "Widget" найден прямо в начале str

alert( str.indexOf("id") ); // 1, т.к. "id" найден, начиная с позиции 1

alert( str.indexOf("widget") ); // -1, не найдено, так как поиск учитывает регистр

Необязательный второй аргумент позволяет искать, начиная с указанной позиции. Например, первый раз "id" появляется на позиции 1. Чтобы найти его следующее появление – запустим поиск с позиции 2:

var str = "Widget with id";

alert(str.indexOf("id", 2)) // 12, поиск начат с позиции 2

Также существует аналогичный метод [lastIndexOf](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/String/lastIndexOf), который ищет не с начала, а с конца строки.

**На заметку:**

Для красивого вызова indexOf применяется побитовый оператор НЕ '~'.

Дело в том, что вызов ~n эквивалентен выражению -(n+1), например:

alert( ~2 ); // -(2+1) = -3

alert( ~1 ); // -(1+1) = -2

alert( ~0 ); // -(0+1) = -1

alert( ~-1 ); // -(-1+1) = 0

Как видно, ~n – ноль только в случае, когда n == -1.

То есть, проверка if ( ~str.indexOf(...) ) означает, что результат indexOf отличен от -1, т.е. совпадение есть.

Вот так:

var str = "Widget";

if (~str.indexOf("get")) {

alert( 'совпадение есть!' );

}

Вообще, использовать возможности языка неочевидным образом не рекомендуется, поскольку ухудшает читаемость кода.

Однако, в данном случае, все в порядке. Просто запомните: '~' читается как «не минус один», а "if ~str.indexOf" читается как "если найдено".

### [Поиск всех вхождений](https://learn.javascript.ru/string" \l "поиск-всех-вхождений)

Чтобы найти все вхождения подстроки, нужно запустить indexOf в цикле. Как только получаем очередную позицию – начинаем следующий поиск со следующей.

Пример такого цикла:

var str = "Ослик Иа-Иа посмотрел на виадук"; // ищем в этой строке

var target = "Иа"; // цель поиска

var pos = 0;

while (true) {

var foundPos = str.indexOf(target, pos);

if (foundPos == -1) break;

alert( foundPos ); // нашли на этой позиции

pos = foundPos + 1; // продолжить поиск со следующей

}

Такой цикл начинает поиск с позиции 0, затем найдя подстроку на позиции foundPos, следующий поиск продолжит с позиции pos = foundPos+1, и так далее, пока что-то находит.

Впрочем, тот же алгоритм можно записать и короче:

var str = "Ослик Иа-Иа посмотрел на виадук"; // ищем в этой строке

var target = "Иа"; // цель поиска

var pos = -1;

while ((pos = str.indexOf(target, pos + 1)) != -1) {

alert( pos );

}

### [Взятие подстроки: substr, substring, slice.](https://learn.javascript.ru/string" \l "взятие-подстроки-substr-substring-slice)

В JavaScript существуют целых 3 (!) метода для взятия подстроки, с небольшими отличиями между ними.

**substring(start [, end])**

Метод substring(start, end) возвращает подстроку с позиции start до, но не включая end.

var str = "stringify";

alert(str.substring(0,1)); // "s", символы с позиции 0 по 1 не включая 1.

Если аргумент end отсутствует, то идет до конца строки:

var str = "stringify";

alert(str.substring(2)); // ringify, символы с позиции 2 до конца

**substr(start [, length])**

Первый аргумент имеет такой же смысл, как и в substring, а второй содержит не конечную позицию, а количество символов.

var str = "stringify";

str = str.substr(2,4); // ring, со 2-й позиции 4 символа

alert(str)

Если второго аргумента нет – подразумевается «до конца строки».

**slice(start [, end])**

Возвращает часть строки от позиции start до, но не включая, позиции end. Смысл параметров – такой же как в substring.

### [Отрицательные аргументы](https://learn.javascript.ru/string" \l "отрицательные-аргументы)

Различие между substring и slice – в том, как они работают с отрицательными и выходящими за границу строки аргументами:

**substring(start, end)**

Отрицательные аргументы интерпретируются как равные нулю. Слишком большие значения усекаются до длины строки:

alert( "testme".substring(-2) ); // "testme", -2 становится 0

Кроме того, если start > end, то аргументы меняются местами, т.е. возвращается участок строки междуstart и end:

alert( "testme".substring(4, -1) ); // "test"

// -1 становится 0 -> получили substring(4, 0)

// 4 > 0, так что аргументы меняются местами -> substring(0, 4) = "test"

**slice**

Отрицательные значения отсчитываются от конца строки:

alert( "testme".slice(-2) ); // "me", от 2 позиции с конца

alert( "testme".slice(1, -1) ); // "estm", от 1 позиции до первой с конца.

Это гораздо более удобно, чем странная логика substring.

Отрицательное значение первого параметра поддерживается в substr во всех браузерах, кроме IE8-.

Если выбирать из этих трёх методов один, для использования в большинстве ситуаций – то это будет slice: он и отрицательные аргументы поддерживает и работает наиболее очевидно.

## [Кодировка Юникод](https://learn.javascript.ru/string" \l "кодировка-юникод)

Как мы знаем, символы сравниваются в алфавитном порядке 'А' < 'Б' < 'В' < ... < 'Я'.

Но есть несколько странностей…

1. Почему буква 'а' маленькая больше буквы 'Я' большой?

alert( 'а' > 'Я' ); // true

1. Буква 'ё' находится в алфавите между е и ж: абвгде**ё**жз…. Но почему тогда 'ё' больше 'я'?

alert( 'ё' > 'я' ); // true

Чтобы разобраться с этим, обратимся к внутреннему представлению строк в JavaScript.

**Все строки имеют внутреннюю кодировку**[**Юникод**](http://ru.wikipedia.org/wiki/%D0%AE%D0%BD%D0%B8%D0%BA%D0%BE%D0%B4)**.**

Неважно, на каком языке написана страница, находится ли она в windows-1251 или utf-8. Внутри JavaScript-интерпретатора все строки приводятся к единому «юникодному» виду. Каждому символу соответствует свой код.

Есть метод для получения символа по его коду:

**String.fromCharCode(code)**

Возвращает символ по коду code:

alert( String.fromCharCode(1072) ); // 'а'

…И метод для получения цифрового кода из символа:

**str.charCodeAt(pos)**

Возвращает код символа на позиции pos. Отсчет позиции начинается с нуля.

alert( "абрикос".charCodeAt(0) ); // 1072, код 'а'

Теперь вернемся к примерам выше. Почему сравнения 'ё' > 'я' и 'а' > 'Я' дают такой странный результат?

Дело в том, что **символы сравниваются не по алфавиту, а по коду**. У кого код больше – тот и больше. В юникоде есть много разных символов. Кириллическим буквам соответствует только небольшая часть из них, подробнее – [Кириллица в Юникоде](http://ru.wikipedia.org/wiki/%D0%9A%D0%B8%D1%80%D0%B8%D0%BB%D0%BB%D0%B8%D1%86%D0%B0_%D0%B2_%D0%AE%D0%BD%D0%B8%D0%BA%D0%BE%D0%B4%D0%B5).

Выведем отрезок символов юникода с кодами от 1034 до 1113:

var str = '';

for (var i = 1034; i <= 1113; i++) {

str += String.fromCharCode(i);

}

alert( str );

Результат:

ЊЋЌЍЎЏАБВГДЕЖЗИЙКЛМНОПРСТУФХЦЧШЩЪЫЬЭЮЯабвгдежзийклмнопрстуфхцчшщъыьэюяѐёђѓєѕіїјљ

Мы можем увидеть из этого отрезка две важных вещи:

1. **Строчные буквы идут после заглавных, поэтому они всегда больше.**

В частности, 'а'(код 1072) > 'Я'(код 1071).

То же самое происходит и в английском алфавите, там 'a' > 'Z'.

1. **Ряд букв, например ё, находятся вне основного алфавита.**

В частности, маленькая буква ё имеет код, больший чем я, поэтому **'ё'(код 1105) > 'я'(код 1103)**.

Кстати, большая буква Ё располагается в Unicode до А, поэтому **'Ё'(код 1025) < 'А'(код 1040)**. Удивительно: есть буква меньше чем А :)

**Буква ё не уникальна, точки над буквой используются и в других языках, приводя к тому же результату.**

Например, при работе с немецкими названиями:

alert( "ö" > "z" ); // true

**Юникод в HTML**

Кстати, если мы знаем код символа в кодировке юникод, то можем добавить его в HTML, используя «числовую ссылку» (numeric character reference).

Для этого нужно написать сначала &#, затем код, и завершить точкой с запятой ';'. Например, символ 'а' в виде числовой ссылки: &#1072;.

Если код хотят дать в 16-ричной системе счисления, то начинают с &#x.

В юникоде есть много забавных и полезных символов, например, символ ножниц: ✂ (&#x2702;), дроби: ½ (&#xBD;) ¾ (&#xBE;) и другие. Их можно использовать вместо картинок в дизайне.

## [Посимвольное сравнение](https://learn.javascript.ru/string" \l "посимвольное-сравнение)

Сравнение строк работает лексикографически, иначе говоря, посимвольно.

Сравнение строк s1 и s2 обрабатывается по следующему алгоритму:

1. Сравниваются первые символы: s1[0] и s2[0]. Если они разные, то сравниваем их и, в зависимости от результата их сравнения, возвратить true или false. Если же они одинаковые, то…
2. Сравниваются вторые символы s1[1] и s2[1]
3. Затем третьи s1[2] и s2[2] и так далее, пока символы не будут наконец разными, и тогда какой символ больше – та строка и больше. Если же в какой-либо строке закончились символы, то считаем, что она меньше, а если закончились в обеих – они равны.

Спецификация языка определяет этот алгоритм более детально. Если же говорить простыми словами, смысл алгоритма в точности соответствует порядку, по которому имена заносятся в орфографический словарь.

"Вася" > "Ваня" // true, т.к. начальные символы совпадают, а потом 'с' > 'н'

"Дома" > "До" // true, т.к. начало совпадает, но в 1-й строке больше символов

**Числа в виде строк сравниваются как строки**

Бывает, что числа приходят в скрипт в виде строк, например как результат prompt. В этом случае результат их сравнения будет неверным:

alert( "2" > "14" ); // true, так как это строки, и для первых символов верно "2" > "1"

Если хотя бы один аргумент – не строка, то другой будет преобразован к числу:

alert( 2 > "14" ); // false

## [Правильное сравнение](https://learn.javascript.ru/string" \l "правильное-сравнение)

Все современные браузеры, кроме IE10- (для которых нужно подключить библиотеку [Intl.JS](https://github.com/andyearnshaw/Intl.js/)) поддерживают стандарт [ECMA 402](http://www.ecma-international.org/ecma-402/1.0/ECMA-402.pdf), поддерживающий сравнение строк на разных языках, с учётом их правил.

Способ использования:

var str = "Ёлки";

alert( str.localeCompare("Яблони") ); // -1

Метод str1.localeCompare(str2) возвращает -1, если str1 < str2, 1, если str1 > str2 и 0, если они равны.

Более подробно про устройство этого метода можно будет узнать в статье [Intl: интернационализация в JavaScript](https://learn.javascript.ru/intl), когда это вам понадобится.

## [Итого](https://learn.javascript.ru/string#итого)

* Строки в JavaScript имеют внутреннюю кодировку Юникод. При написании строки можно использовать специальные символы, например \n и вставлять юникодные символы по коду.
* Мы познакомились со свойством length и методами charAt, toLowerCase/toUpperCase, substring/substr/slice (предпочтителен slice). Есть и другие методы, например [trim](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/Trim) обрезает пробелы с начала и конца строки.
* Строки сравниваются побуквенно. Поэтому если число получено в виде строки, то такие числа могут сравниваться некорректно, нужно преобразовать его к типу number.
* При сравнении строк следует иметь в виду, что буквы сравниваются по их кодам. Поэтому большая буква меньше маленькой, а буква ё вообще вне основного алфавита.
* Для правильного сравнения существует целый стандарт ECMA 402. Это не такое простое дело, много языков и много правил. Он поддерживается во всех современных браузерах, кроме IE10-, в которых нужна библиотека <https://github.com/andyearnshaw/Intl.js/>. Такое сравнение работает через вызов str1.localeCompare(str2).

Больше информации о методах для строк можно получить в справочнике: <http://javascript.ru/String>.

# Объекты как ассоциативные массивы

Объекты в JavaScript сочетают в себе два важных функционала.

Первый – это ассоциативный массив: структура, пригодная для хранения любых данных. В этой главе мы рассмотрим использование объектов именно как массивов.

Второй – языковые возможности для объектно-ориентированного программирования. Эти возможности мы изучим в последующих разделах учебника.

## [Ассоциативные массивы](https://learn.javascript.ru/object" \l "ассоциативные-массивы)

[Ассоциативный массив](http://ru.wikipedia.org/wiki/%D0%90%D1%81%D1%81%D0%BE%D1%86%D0%B8%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2) – структура данных, в которой можно хранить любые данные в формате ключ-значение.

Её можно легко представить как шкаф с подписанными ящиками. Все данные хранятся в ящичках. По имени можно легко найти ящик и взять то значение, которое в нём лежит.

![https://learn.javascript.ru/article/object/object.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAACoCAMAAAASAWblAAACRlBMVEX////oxI/25s/58OLx2bfua0jry53t0KXv1a773NPz38Lzj3TxgWLxgmTqypnu06vszqL7187yh2n26NP47Nv68eTyi2/6z8TvclD//fzvbkrvcE3vdFL4uqrvbkv4wbL259H79ez/+/rvbEjt0ajx2rj47dz+8e3+9vPvbUnvc1HweFfxgGH+8/D+9PL//f3wd1bweVjwe1vxf2DzlHrzlXv0mYH1qJP3tqX6z8Pz38H83dX84dr+9PHyjXHv1a/47d3zln30oIj2qpX2r5v3taLqyJXszaDt0Kb5y7760MXx2rf718372M783tb85N7+7+v+8u//+fjvcVDwelrwfFzxhGfxhmfyhmnyiWzyjnLyjnP0m4PznIP1pI31pI71ppD2q5f3s6H3taP3uqn4wLH5w7T5xLb5xrj5yLr5yLv5yrz6zsH71cr72tH839f84Nn84dn84tv95+D469n47Nr+8Oz/+Pb//PvwdlTwe1rxfl/0mYD2q5b2rZnpx5TszZ/u0qny3b704sj57+D68eX89/D+9vT+9/X9+fT/+vj//v7vbUrvb0zvcU7wdVTxfV7xg2TxhGbxhWfzkXbzlHn0mH70moH0m4L1ooz1o4z1pY/1p5H2sZ73sqD4u6r4vKv4vq/4v6/4wrPt0afv1K3v1rHw17Lw17Tw2LX60sb608ny3Lvz4MPz4MT729L04sf15Mv84Nj259D26NL36dX85d795+H57t768ub+8u779ev9+fP9+vX/+vn++/j+/Pn//v1Ar+p7AAADOElEQVR42u3cZ1MTURQG4EM5liQ0CyQhAU2MoTcRFYQAgjSpVuy9NxREmkgHsffee++9/jN3KeKErCzM3L0rOe+nzZnN5JnZbO7MfScLQKFQKJTRlXRNgbciKdCkSyIMfh4Kxs8gwajyUDSVEgxPZRmeQzJ8xzCL7zAYXuzuAi9ijGpGV0tycvK3wfNPwrilSzHGc/GcqYPnU8T5M8UYmn8xNMRwe4bNa7JTPt7lwJCK2zFac3wlk9NKawoxiEGMEeT7VQzkz/hwBlky5upmAmzUrQEw68QU9U72aCOi1sdCqC4bYIEuEyy1+kMsGePRBwLCE0oBVuPSFXoM6JlY4nGxEefBbJwFEIRawfI+nzHjQGTwXuEoA4thQh8jFJNi96ExZoABMIctY0YabhWPlmBqHyN4WQRuAojDlJ2oNcRkKcNYjhuEgzKjCfoZgSbcApCAuy0mDMFwRRg+9kXWfIBd4of1XxQzrgU7YglEb163fYcyDEgJ0e83x+G2AUbYQkyMx6TeU4IUYgjfyKhV1sSDIqOwd5IXiSErU5Vj/EmY0+toA60pxCAGMYihOkbuOGbJHQZDJVv3xPibkTOWWQ7TDUsM9oz2ZpvN9tXFRwjj5nbaMyeGOhhfBs/fcGDcr5zklHf+VGTwY7Q1+UumqY3WFGIQQ25iOlTAuHMSracreDOKg2uv1KPJwrlBgIpqgEis4N0giFuUx4yd/BuE7gt4SAUNQgOetfBvELIxrYx/g3ADtdXAlCGnQXiMeKq8vPw25wbhFvYkixoEYhCDGMQghmoYKtmspgZBhQyVlFx0wxJjhIz0Bw7HQxfzVw6H4+lPxRjThFPmu5h7i++dTgx3ZzS6mD9SnuFhezvRKS8bOTCk4naMqnt+kvH+QWsKMYghM6Wx/Bkll/UYkVHImxGmq79+Do8fYcWQ22P8Aqg+qmfGkN1jfC5qEAYMGfJ6jBrEm8CQIbPHuHaxznqeJUPmPyGgowZfMLwocnoMcUO9U495LL+iMnoMc1TmpTo8YWfJkNFjPEnTY7j2Nfufr6F6jG67gZY2YhCDGMQghqoeH8R1614lj5ZSyYO2VPLYMQqFQqH8r/kN54bo6/dlKloAAAAASUVORK5CYII=)

В отличие от реальных шкафов, в ассоциативный массив можно в любой момент добавить новые именованные «ящики» или удалить существующие. Далее мы увидим примеры, как это делается.

Кстати, в других языках программирования такую структуру данных также называют «словарь» и «хэш».

## [Создание объектов](https://learn.javascript.ru/object" \l "создание-объектов)

Пустой объект («пустой шкаф») может быть создан одним из двух синтаксисов:

1. o = new Object();

2. o = {}; // пустые фигурные скобки

Обычно все пользуются синтаксисом (2), т.к. он короче.

## [Операции с объектом](https://learn.javascript.ru/object" \l "операции-с-объектом)

Объект может содержать в себе любые значения, которые называются свойствами объекта. Доступ к свойствам осуществляется по имени свойства (иногда говорят «по ключу»).

Например, создадим объект person для хранения информации о человеке:

var person = {}; // пока пустой

![https://learn.javascript.ru/article/object/object-person-empty.png](data:image/png;base64,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)

Основные операции с объектами – это создание, получение и удаление свойств.

Для обращения к свойствам используется запись «через точку», вида объект.свойство, например:

// при присвоении свойства в объекте автоматически создаётся "ящик"

// с именем "name" и в него записывается содержимое 'Вася'

person.name = 'Вася';

person.age = 25; // запишем ещё одно свойство: с именем 'age' и значением 25

![https://learn.javascript.ru/article/object/object-person-1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH0AAAClCAMAAABGMwJVAAAB9VBMVEX////oxI/x2bf25s/58OLua0jry53t0KXy3sDqypnz38L68eTvcE3z38H1o4z259H79ez+9vP0nYP2q5bweVjxgWLyiWzvbUnvdFL+8O3//v7xf2DyjXH0mH73s6H3uKfszaD/+/rwdVP0nob1ppD2qZT4wbL5xLX5xrju06vx2rf04sj47d396uX57+D9+fT//fzvbEjvc1HwdlTweFfxgGHxgmTxhGbzlHn0moH3sqD3taL3uKb4u6r85d785d/97Oj97ur+9vT+9/Xvbkvvb0zwd1bxfl/xg2XxhGfxhmfyjnLzk3nzlnz0m4L0n4f1oIn1oYr1oYz1p5L2r5v2r5z3sp/3s6D3tKLt0afu1Kz6zsHw17P6z8P6z8T60cbx2rj71szz4MPz4MT73NP73dT83dX849z85N795uD469n47Nr96OL96eP57t797ej68ub+8/D+9PL/+Pb9+vX/+vj//v3vbkrvcU7vcVDvclDwdVTwfFzwfV3xfV7xgmPxhWfyh2nyim3zl370mYD0n4j1o431pI31pY/2qpX2q5f3tqT3uqn4va34v6/szZ/4w7T5w7T5xLb5xbf5x7n5ybz5y7/6zMD6zsL718772tH729L839f84Nn85N395+D+8Oz+8e3+9PH+9fP/+ff/+fj/+vln9dDYAAAClUlEQVR42u3c11MTYRQF8Ivkqokb1IVNNkVMjIAU6S00KSIWbGBFwIYC9t577733/ne6mRQGYtw87Jc18ZynzZ2d+c1kkrsPe+YjQhDkv0uZrWRaSlJiK5tqVxZnpTDFlZP1/Vkpzb7JenZq9Wzo8bp1urBY9XWLuD+1BXra6hWldrv9RPz8iDYurRCt7w7dMyd+Pjs03yVat/1Nt0HPaH2HZdaUHNqaOj1RMlwv91kTxleOPQ8dOnTo0KFDTxu9RRkN1vQOaVeFcm3DxsNE3uDbq2rvl9aey/d/Efk3eKpX7RWl5/KZsz3c3UW0dpm8gr1Eec5uz2lWuZ75IdF6rg9IUrsw/cI39xV+RXSSyMVOP+VxP71kfk13+CZ1VEldlM/NwnSZ6BbPJ9omO+qY52r6MH3mqk56wvNoJ0sOh4fXCdObiBZqehGrBUVh/RMt5gVEizR9O9fkaCkUpueH9TW8idrC+pIJ/QAvPSrwNx/TW3lly/I4nVazsqXJu0e07mp0SpsL4vRjORKzclD8tuk89cex23UcmxY6dOjQoUOHDh266frgTGEZxNt/6NChT+i+GcLyGHseehrq6Nsk0NF4yWwdfRv0bfCUgQ4dOnTo0KGntx7t+ry/XXteUfr0Wz6G6pGuT4dU/eg6O97pt3wM1SNdnyEO0ihfS6LlY6ge6fqMccOPF9yYRMvHSD3W9bnLEl/6mETLx0g91vUJ1D0b1z7rt3yM1KNdH/c5ta//QVsSLR8j9WjXxx/gUD7ot3yM3Tbhro/sfPO1vZnvkW7LR8SuuyiN/By7wU/N2bTPVe17l3LdJu159/jwyHc846BDhw4dOnToOvqAuDNGBvD2/1/TzT1lxdwTZsw9XQdBEAQRlt9PQ4wIBylqqAAAAABJRU5ErkJggg==)

Значения хранятся «внутри» ящиков. Обратим внимание – любые значения, любых типов: число, строка – не важно.

Чтобы прочитать их – также обратимся через точку:

alert( person.name + ': ' + person.age ); // "Вася: 25"

Удаление осуществляется оператором delete:

delete person.age;

Осталось только свойство name:

![https://learn.javascript.ru/article/object/object-person-2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAAClCAMAAACun3U7AAABdFBMVEX////oxI/x2bf25s/58OLry53ua0jqypnz38L68eTweVjzknj73NP1ppDz38H//fzvdFLzlHr3uKf5ybz259H96uX79ezvclDwdVP1o4zu06vx2rf47d3vb0zvcE3wdVTwe1vxgWLxgmTyiWz3s6H85d/+9PL//v7vbUnvc1HwelrxgmPxg2XxhGf0mH70moH2rZn3taP4vq7szaDu1Kz04sj85N3469n47Nr57+D9+fT/+ff//v3vbEjvbUrwdlTwd1Xwd1bwfFzxfV7xhGbxhWfyiGvyim3yjHDyjXHzj3TzkXbzk3nzlXv0m4L0nIT0nYb0nob0oIj1oYr1pI31p5L2sJ33uKb4vq/4v6/4wLH4wbL5xLX5xLb5xbf5x7rt0af5yrz6zsH6zsL6z8T60MX60sfx2rj608j718772M7z4MPz4MT729L84dr85d795+D95+H57t797Oj68ub+8Oz+8/D+9vP+9vT/+Pb9+vX//PuNa7TaAAAB4UlEQVR42u3cWU8TYRSA4YOU09rShUWLQDdbKfsOAoIooCxuoID7DqiogAKC+uf5aGIINENCzHy29n0zV2fm4rmZc3lEiIj+okZfwzkrNfgaHRHh+jKL1YcdGENlVrvqwCi3yyiHcSaGt8K1vGdgeNzbCZ7/jjEyEAqFfuXPd8x4YMQa48vhNxfz57WH88/WGL7TGD4YJc/44Dl/ou9v/gHDqZJjDPd5HesbLrVlDgMGDBgwYMCAAQMGDBgwYMCAAQMGDBgwYMCAcazZrq/pm8FvIruZuUjgyahspF5kksnuvQfjd9+b9yu3o229WdcZ/ubYZFQ7RX4m2hcS2iuVGh9LqUaiE3p9Wz5q5FFSn7nP0MXRLY1fEzHPU+0yDF2XTk00hW/oqszoW9nUdguMdyJRvSD7j+91+DVgGLGw9GiVyB2tkRadSqc1ZoExKFJnGAHt6FnKMVIi1RoUqdKabFzvXzJZYFzJMX43G08mx7h8xJBb+srKn/KHIdP6sDuSx3itLcHq+WV7jLU2bf3UepIhz/3mr3lpc301OYx/ZFnmMGDAgAEDBgwYMGDAgAEDBgwYMGDAgAEDBgwYMGDAgAEDBoziZfS7dzion0s1MIqdUSCnpQrk0FaBnB0jIqJi7QAqTkenIfdUiwAAAABJRU5ErkJggg==)

Иногда бывает нужно проверить, есть ли в объекте свойство с определенным ключом.

Для этого есть особый оператор: "in".

Его синтаксис: "prop" in obj, причем имя свойства – в виде строки, например:

if ("name" in person) {

alert( "Свойство name существует!" );

}

Впрочем, чаще используется другой способ – сравнение значения с undefined.

**Дело в том, что в JavaScript можно обратиться к любому свойству объекта, даже если его нет**.

Ошибки не будет.

Но если свойство не существует, то вернется специальное значение undefined:

var person = {};

alert( person.lalala ); // undefined, нет свойства с ключом lalala

Таким образом мы можем легко проверить существование свойства – получив его и сравнив с undefined:

var person = {

name: "Василий"

};

alert( person.lalala === undefined ); // true, свойства нет

alert( person.name === undefined ); // false, свойство есть.

**Разница между проверками in и === undefined**

Есть два средства для проверки наличия свойства в объекте: первое – оператор in, второе – получить его и сравнить с undefined.

Они почти идентичны, но есть одна небольшая разница.

Дело в том, что технически возможно, что свойство есть, а его значением является*undefined*:

var obj = {};

obj.test = undefined; // добавили свойство со значением undefined

// проверим наличие свойств test и заведомо отсутствующего blabla

alert( obj.test === undefined ); // true

alert( obj.blabla === undefined ); // true

…При этом, как видно из кода, при простом сравнении наличие такого свойства будет неотличимо от его отсутствия.

Но оператор in гарантирует правильный результат:

var obj = {};

obj.test = undefined;

alert( "test" in obj ); // true

alert( "blabla" in obj ); // false

Как правило, в коде мы не будем присваивать undefined, чтобы корректно работали обе проверки. А в качестве значения, обозначающего неизвестность и неопределенность, будем использовать null.

### [Доступ через квадратные скобки](https://learn.javascript.ru/object" \l "доступ-через-квадратные-скобки)

Существует альтернативный синтаксис работы со свойствами, использующий квадратные скобки объект['свойство']:

var person = {};

person['name'] = 'Вася'; // то же что и person.name = 'Вася'

Записи person['name'] и person.name идентичны, но квадратные скобки позволяют использовать в качестве имени свойства любую строку:

var person = {};

person['любимый стиль музыки'] = 'Джаз';

Такое присвоение было бы невозможно «через точку», так интерпретатор после первого пробела подумает, что свойство закончилось, и далее выдаст ошибку:

person.любимый стиль музыки = 'Джаз'; // ??? ошибка

В обоих случаях, **имя свойства обязано быть строкой**. Если использовано значение другого типа – JavaScript приведет его к строке автоматически.

### [Доступ к свойству через переменную](https://learn.javascript.ru/object" \l "доступ-к-свойству-через-переменную)

Квадратные скобки также позволяют обратиться к свойству, имя которого хранится в переменной:

var person = {};

person.age = 25;

var key = 'age';

alert( person[key] ); // выведет person['age']

Вообще, если имя свойства хранится в переменной (var key = "age"), то единственный способ к нему обратиться – это квадратные скобки person[key].

Доступ через точку используется, если мы на этапе написания программы уже знаем название свойства. А если оно будет определено по ходу выполнения, например, введено посетителем и записано в переменную, то единственный выбор – квадратные скобки.

### [Объявление со свойствами](https://learn.javascript.ru/object" \l "объявление-со-свойствами)

Объект можно заполнить значениями при создании, указав их в фигурных скобках: { ключ1: значение1, ключ2: значение2, ... }.

Такой синтаксис называется литеральным (англ. literal).

Следующие два фрагмента кода создают одинаковый объект:

var menuSetup = {

width: 300,

height: 200,

title: "Menu"

};

// то же самое, что:

var menuSetup = {};

menuSetup.width = 300;

menuSetup.height = 200;

menuSetup.title = 'Menu';

Названия свойств можно перечислять как в кавычках, так и без, если они удовлетворяют ограничениям для имён переменных.

Например:

var menuSetup = {

width: 300,

'height': 200,

"мама мыла раму": true

};

В качестве значения можно тут же указать и другой объект:

var user = {

name: "Таня",

age: 25,

size: {

top: 90,

middle: 60,

bottom: 90

}

}

alert(user.name) // "Таня"

alert(user.size.top) // 90

Здесь значением свойства size является объект {top: 90, middle: 60, bottom: 90 }.

## [Компактное представление объектов](https://learn.javascript.ru/object" \l "компактное-представление-объектов)

**Hardcore coders only**

Эта секция относится ко внутреннему устройству структуры данных. Она не обязательна к прочтению.

Браузер использует специальное «компактное» представление объектов, чтобы сэкономить память в том случае, когда однотипных объектов много.

Например, посмотрим на такой объект:

var user = {

name: "Vasya",

age: 25

};

Здесь содержится информация о свойстве name и его строковом значении, а также о свойстве age и его численном значении. Представим, что таких объектов много.

Получится, что информация об именах свойств name и age дублируется в каждом объекте. Чтобы этого избежать, браузер применяет оптимизацию.

**При создании множества объектов одного и того же вида (с одинаковыми полями) интерпретатор выносит описание полей в отдельную структуру. А сам объект остаётся в виде непрерывной области памяти с данными.**

Например, есть много объектов с полями name и age:

{name: "Вася", age: 25}

{name: "Петя", age: 22}

{name: "Маша", age: 19}

...

Для их эффективного хранения будет создана структура, которая описывает данный вид объектов. Выглядеть она будет примерно так: <string name, number age>. А сами объекты будут представлены в памяти только данными:

<структура: string name, number age>

Вася 25

Петя 22

Маша 19

При добавлении нового объекта такой структуры достаточно хранить значения полей, но не их имена. Экономия памяти – налицо.

А что происходит, если к объекту добавляется новое свойство? Например, к одному из них добавили свойство isAdmin:

user.isAdmin = true;

В этом случае браузер смотрит, есть ли уже структура, под которую подходит такой объект. Если нет – она создаётся и объект привязывается к ней.

**Эта оптимизация является примером того, что далеко не всё то, что мы пишем, один-в-один переносится в память.**

Современные интерпретаторы очень стараются оптимизировать как код, так и структуры данных. Детали применения и реализации этого способа хранения варьируются от браузера к браузеру. О том, как это сделано в Chrome можно узнать, например, из презентации [Know Your Engines](http://www.slideshare.net/newmovie/know-yourengines-velocity2011). Она была некоторое время назад, но с тех пор мало что изменилось.

## [Итого](https://learn.javascript.ru/object#итого)

Объекты – это ассоциативные массивы с дополнительными возможностями:

* Доступ к элементам осуществляется:
  + Напрямую по ключу obj.prop = 5
  + Через переменную, в которой хранится ключ:
  + var key = "prop";

obj[key] = 5

* Удаление ключей: delete obj.name.
* Существование свойства может проверять оператор in: if ("prop" in obj), как правило, работает и просто сравнение if (obj.prop !== undefined).

# Объекты: перебор свойств

Для перебора всех свойств из объекта используется цикл по свойствам for..in. Эта синтаксическая конструкция отличается от рассмотренного ранее цикла for(;;).

## [for..in](https://learn.javascript.ru/object-for-in" \l "for..in)

Синтаксис:

for (key in obj) {

/\* ... делать что-то с obj[key] ... \*/

}

При этом for..in последовательно переберёт свойства объекта obj, имя каждого свойства будет записано в key и вызвано тело цикла.

**Объявление переменной в цикле for (var key in obj)**

Вспомогательную переменную key можно объявить прямо в цикле:

for (var key in menu) {

// ...

}

Так иногда пишут для краткости кода. Можно использовать и любое другое название, кроме key, например for(var propName in menu).

Пример итерации по свойствам:

var menu = {

width: 300,

height: 200,

title: "Menu"

};

for (var key in menu) {

// этот код будет вызван для каждого свойства объекта

// ..и выведет имя свойства и его значение

alert( "Ключ: " + key + " значение: " + menu[key] );

}

Обратите внимание, мы использовали квадратные скобки menu[key]. Как уже говорилось, если имя свойства хранится в переменной, то обратиться к нему можно только так, не через точку.

## [Количество свойств в объекте](https://learn.javascript.ru/object-for-in" \l "количество-свойств-в-объекте)

Как узнать, сколько свойств хранит объект?

Готового метода для этого нет.

Самый кросс-браузерный способ – это сделать цикл по свойствам и посчитать, вот так:

var menu = {

width: 300,

height: 200,

title: "Menu"

};

var counter = 0;

for (var key in menu) {

counter++;

}

alert( "Всего свойств: " + counter );

В следующих главах мы пройдём массивы и познакомимся с другим, более коротким, вызовом: Object.keys(menu).length.

## [В каком порядке перебираются свойства?](https://learn.javascript.ru/object-for-in" \l "в-каком-порядке-перебираются-свойства)

Для примера, рассмотрим объект, который задаёт список опций для выбора страны:

var codes = {

// телефонные коды в формате "код страны": "название"

"7": "Россия",

"38": "Украина",

// ..,

"1": "США"

};

Здесь мы предполагаем, что большинство посетителей из России, и поэтому начинаем с 7, это зависит от проекта.

При выборе телефонного кода мы хотели бы предлагать варианты, начиная с первого. Обычно на основе списка генерируется select, но здесь нам важно не это, а важно другое.

**Правда ли, что при переборе for(key in codes) ключи key будут перечислены именно в том порядке, в котором заданы?**

**По стандарту – нет. Но некоторое соглашение об этом, всё же, есть.**

Соглашение говорит, что если имя свойства – нечисловая строка, то такие ключи всегда перебираются в том же порядке, в каком присваивались. Так получилось по историческим причинам и изменить это сложно: поломается много готового кода.

С другой стороны, если имя свойства – число или числовая строка, то все современные браузеры сортируют такие свойства в целях внутренней оптимизации.

К примеру, рассмотрим объект с заведомо нечисловыми свойствами:

var user = {

name: "Вася",

surname: "Петров"

};

user.age = 25;

// порядок перебора соответствует порядку присвоения свойства

for (var prop in user) {

alert( prop ); // name, surname, age

}

А теперь – что будет, если перебрать объект с кодами?

var codes = {

// телефонные коды в формате "код страны": "название"

"7": "Россия",

"38": "Украина",

"1": "США"

};

for (var code in codes) alert( code ); // 1, 7, 38

При запуске этого кода в современном браузере мы увидим, что на первое место попал код США!

Нарушение порядка возникло, потому что ключи численные. Интерпретатор JavaScript видит, что строка на самом деле является числом и преобразует ключ в немного другой внутренний формат. Дополнительным эффектом внутренних оптимизаций является сортировка.

**А что, если мы хотим, чтобы порядок был именно таким, какой мы задали?**

Это возможно. Можно применить небольшой хак, который заключается в том, чтобы сделать все ключи нечисловыми, например, добавим в начало дополнительный символ '+':

var codes = {

"+7": "Россия",

"+38": "Украина",

"+1": "США"

};

for (var code in codes) {

var value = codes[code];

code = +code; // ..если нам нужно именно число, преобразуем: "+7" -> 7

alert( code + ": " + value ); // 7, 38, 1 во всех браузерах

}

## [Итого](https://learn.javascript.ru/object-for-in#итого)

* Цикл по ключам: for (key in obj).
* Порядок перебора соответствует порядку объявления для нечисловых ключей, а числовые – сортируются (в современных браузерах).
* Если нужно, чтобы порядок перебора числовых ключей соответствовал их объявлению в объекте, то используют трюк: числовые ключи заменяют на похожие, но содержащие не только цифры. Например, добавляют в начало +, как описано в примере выше, а потом, в процессе обработки, преобразуют такие ключи в числа.

# Объекты: передача по ссылке

Фундаментальным отличием объектов от примитивов, является их хранение и копирование «по ссылке».

## [Копирование по значению](https://learn.javascript.ru/object-reference" \l "копирование-по-значению)

Обычные значения: строки, числа, булевы значения, null/undefined при присваивании переменных копируются целиком или, как говорят, «по значению».

var message = "Привет";

var phrase = message;

В результате такого копирования получились две полностью независимые переменные, в каждой из которых хранится значение "Привет".
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## [Копирование по ссылке](https://learn.javascript.ru/object-reference" \l "копирование-по-ссылке)

С объектами – всё не так.

**В переменной, которой присвоен объект, хранится не сам объект, а «адрес его места в памяти», иными словами – «ссылка» на него.**

Вот как выглядит переменная, которой присвоен объект:

var user = {

name: "Вася"

};
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Внимание: объект – вне переменной. В переменной – лишь «адрес» (ссылка) для него.

**При копировании переменной с объектом – копируется эта ссылка, а объект по-прежнему остается в единственном экземпляре.**

Например:

var user = { name: "Вася" }; // в переменной - ссылка

var admin = user; // скопировали ссылку

Получили две переменные, в которых находятся ссылки на один и тот же объект:
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**Так как объект всего один, то изменения через любую переменную видны в других переменных:**

var user = { name: 'Вася' };

var admin = user;

admin.name = 'Петя'; // поменяли данные через admin

alert(user.name); // 'Петя', изменения видны в user

**Переменная с объектом как «ключ» к сейфу с данными**

Ещё одна аналогия: переменная, в которую присвоен объект, на самом деле хранит не сами данные, а ключ к сейфу, где они хранятся.

При копировании её, получается что мы сделали копию ключа, но сейф по-прежнему один.

## [Клонирование объектов](https://learn.javascript.ru/object-reference" \l "клонирование-объектов)

Иногда, на практике – очень редко, нужно скопировать объект целиком, создать именно полную независимую копию, «клон» объекта.

Что ж, можно сделать и это. Для этого нужно пройти по объекту, достать данные и скопировать на уровне примитивов.

Примерно так:

var user = {

name: "Вася",

age: 30

};

var clone = {}; // новый пустой объект

// скопируем в него все свойства user

for (var key in user) {

clone[key] = user[key];

}

// теперь clone - полностью независимая копия

clone.name = "Петя"; // поменяли данные в clone

alert( user.name ); // по-прежнему "Вася"

В этом коде каждое свойство объекта user копируется в clone. Если предположить, что они примитивны, то каждое скопируется по значению и мы как раз получим полный клон.

Если же свойства объектов, в свою очередь, могут хранить ссылки на другие объекты, то нужно обойти такие подобъекты и тоже склонировать их. Это называют «глубоким» клонированием.

## [Вывод в консоли](https://learn.javascript.ru/object-reference" \l "вывод-в-консоли)

Откройте консоль браузера (обычно F12) и запустите следующий код:

var time = {

year: 2345,

month: 11,

day: 10,

hour: 11,

minute: 12,

second: 13,

microsecond: 123456

}

console.log(time); // (\*)

time.microsecond++; // (\*\*)

console.log(time);

time.microsecond++;

console.log(time);

time.microsecond++;

Как видно, в нём некий объект выводится строкой (\*), затем он меняется в строке (\*\*) и снова выводится, и так несколько раз. Пока ничего необычного, типичная ситуация – скрипт делает какую-то работу с объектом и выводит в консоли то, как она продвигается.

Необычное – в другом!

При раскрытии каждый объект будет выглядеть примерно так (скриншот из Chrome):
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**Судя по выводу, свойство microsecond всегда было равно 123459… Или нет?**

Если посмотреть на код выше то, очевидно, нет! Это свойство меняется, а консоль нас просто дурит.

**При «раскрытии» свойств объекта в консоли – браузер всегда выводит их текущие (на момент раскрытия) значения.**

Так происходит именно потому, что вывод не делает «копию» текущего содержимого, а сохраняет лишь ссылку на объект. Запомните эту особенность консоли, в будущем, при отладке скриптов у вас не раз возникнет подобная ситуация.

## [Итого](https://learn.javascript.ru/object-reference#итого)

* Объект присваивается и копируется «по ссылке». То есть, в переменной хранится не сам объект а, условно говоря, адрес в памяти, где он находится.
* Если переменная-объект скопирована или передана в функцию, то копируется именно эта ссылка, а объект остаётся один в памяти.

Это – одно из ключевых отличий объекта от примитива (числа, строки…), который при присвоении как раз копируется «по значению», то есть полностью.

# Массивы с числовыми индексами

Массив – разновидность объекта, которая предназначена для хранения пронумерованных значений и предлагает дополнительные методы для удобного манипулирования такой коллекцией.

Они обычно используются для хранения упорядоченных коллекций данных, например – списка товаров на странице, студентов в группе и т.п.

## [Объявление](https://learn.javascript.ru/array#объявление)

Синтаксис для создания нового массива – квадратные скобки со списком элементов внутри.

Пустой массив:

var arr = [];

Массив fruits с тремя элементами:

var fruits = ["Яблоко", "Апельсин", "Слива"];

**Элементы нумеруются, начиная с нуля.**

Чтобы получить нужный элемент из массива – указывается его номер в квадратных скобках:

var fruits = ["Яблоко", "Апельсин", "Слива"];

alert( fruits[0] ); // Яблоко

alert( fruits[1] ); // Апельсин

alert( fruits[2] ); // Слива

Элемент можно всегда заменить:

fruits[2] = 'Груша'; // теперь ["Яблоко", "Апельсин", "Груша"]

…Или добавить:

fruits[3] = 'Лимон'; // теперь ["Яблоко", "Апельсин", "Груша", "Лимон"]

Общее число элементов, хранимых в массиве, содержится в его свойстве length:

var fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits.length ); // 3

**Через alert можно вывести и массив целиком.**

При этом его элементы будут перечислены через запятую:

var fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits ); // Яблоко,Апельсин,Груша

**В массиве может храниться любое число элементов любого типа.**

В том числе, строки, числа, объекты, вот например:

// микс значений

var arr = [ 1, 'Имя', { name: 'Петя' }, true ];

// получить объект из массива и тут же -- его свойство

alert( arr[2].name ); // Петя

## [Методы pop/push, shift/unshift](https://learn.javascript.ru/array" \l "методы-pop-push-shift-unshift)

Одно из применений массива – это [очередь](http://ru.wikipedia.org/wiki/%D0%9E%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29). В классическом программировании так называют упорядоченную коллекцию элементов, такую что элементы добавляются в конец, а обрабатываются – с начала.

![https://learn.javascript.ru/article/array/queue.png](data:image/png;base64,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)

В реальной жизни эта структура данных встречается очень часто. Например, очередь сообщений, которые надо показать на экране.

Очень близка к очереди еще одна структура данных: [стек](http://ru.wikipedia.org/wiki/%D0%A1%D1%82%D0%B5%D0%BA). Это такая коллекция элементов, в которой новые элементы добавляются в конец и берутся с конца.

![https://learn.javascript.ru/article/array/stack.png](data:image/png;base64,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)

Например, стеком является колода карт, в которую новые карты кладутся сверху, и берутся – тоже сверху.

Для того, чтобы реализовывать эти структуры данных, и просто для более удобной работы с началом и концом массива существуют специальные методы.

### [Конец массива](https://learn.javascript.ru/array" \l "конец-массива)

**pop**

Удаляет последний элемент из массива и возвращает его:

var fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits.pop() ); // удалили "Груша"

alert( fruits ); // Яблоко, Апельсин

**push**

Добавляет элемент в конец массива:

var fruits = ["Яблоко", "Апельсин"];

fruits.push("Груша");

alert( fruits ); // Яблоко, Апельсин, Груша

Вызов fruits.push(...) равнозначен fruits[fruits.length] = ....

### [Начало массива](https://learn.javascript.ru/array" \l "начало-массива)

**shift**

Удаляет из массива первый элемент и возвращает его:

var fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits.shift() ); // удалили Яблоко

alert( fruits ); // Апельсин, Груша

**unshift**

Добавляет элемент в начало массива:

var fruits = ["Апельсин", "Груша"];

fruits.unshift('Яблоко');

alert( fruits ); // Яблоко, Апельсин, Груша

Методы push и unshift могут добавлять сразу по несколько элементов:

var fruits = ["Яблоко"];

fruits.push("Апельсин", "Персик");

fruits.unshift("Ананас", "Лимон");

// результат: ["Ананас", "Лимон", "Яблоко", "Апельсин", "Персик"]

alert( fruits );

## [Внутреннее устройство массива](https://learn.javascript.ru/array" \l "внутреннее-устройство-массива)

Массив – это объект, где в качестве ключей выбраны цифры, с дополнительными методами и свойством length.

Так как это объект, то в функцию он передаётся по ссылке:

function eat(arr) {

arr.pop();

}

var arr = ["нам", "не", "страшен", "серый", "волк"]

alert( arr.length ); // 5

eat(arr);

eat(arr);

alert( arr.length ); // 3, в функцию массив не скопирован, а передана ссылка

**Ещё одно следствие – можно присваивать в массив любые свойства.**

Например:

var fruits = []; // создать массив

fruits[99999] = 5; // присвоить свойство с любым номером

fruits.age = 25; // назначить свойство со строковым именем

… Но массивы для того и придуманы в JavaScript, чтобы удобно работать именно с упорядоченными, нумерованными данными. Для этого в них существуют специальные методы и свойство length.

Как правило, нет причин использовать массив как обычный объект, хотя технически это и возможно.

**Вывод массива с «дырами»**

Если в массиве есть пропущенные индексы, то при выводе в большинстве браузеров появляются «лишние» запятые, например:

var a = [];

a[0] = 0;

a[5] = 5;

alert( a ); // 0,,,,,5

Эти запятые появляются потому, что алгоритм вывода массива идёт от 0 до arr.length и выводит всё через запятую. Отсутствие значений даёт несколько запятых подряд.

### [Влияние на быстродействие](https://learn.javascript.ru/array" \l "влияние-на-быстродействие)

Методы push/pop выполняются быстро, а shift/unshift – медленно.

![https://learn.javascript.ru/article/array/array-speed.png](data:image/png;base64,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)

Чтобы понять, почему работать с концом массива – быстрее, чем с его началом, разберём подробнее происходящее при операции:

fruits.shift(); // убрать 1 элемент с начала

При этом, так как все элементы находятся в своих ячейках, просто удалить элемент с номером 0недостаточно. Нужно еще и переместить остальные элементы на их новые индексы.

Операция shift должна выполнить целых три действия:

1. Удалить нулевой элемент.
2. Переместить все свойства влево, с индекса 1 на 0, с 2 на 1 и так далее.
3. Обновить свойство length.
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**Чем больше элементов в массиве, тем дольше их перемещать, это много операций с памятью.**

Аналогично работает unshift: чтобы добавить элемент в начало массива, нужно сначала перенести вправо, в увеличенные индексы, все существующие.

А что же с push/pop? Им как раз перемещать ничего не надо. Для того, чтобы удалить элемент, метод popочищает ячейку и укорачивает length.

Действия при операции:

fruits.pop(); // убрать 1 элемент с конца
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**Перемещать при pop не требуется, так как прочие элементы после этой операции остаются на тех же индексах.**

Аналогично работает push.

## [Перебор элементов](https://learn.javascript.ru/array" \l "перебор-элементов)

Для перебора элементов обычно используется цикл:

var arr = ["Яблоко", "Апельсин", "Груша"];

for (var i = 0; i < arr.length; i++) {

alert( arr[i] );

}

**Не используйте for..in для массивов**

Так как массив является объектом, то возможен и вариант for..in:

var arr = ["Яблоко", "Апельсин", "Груша"];

for (var key in arr) {

alert( arr[key] ); // Яблоко, Апельсин, Груша

}

Недостатки этого способа:

1. Цикл for..in выведет все свойства объекта, а не только цифровые.

В браузере, при работе с объектами страницы, встречаются коллекции элементов, которые по виду как массивы, но имеют дополнительные нецифровые свойства. При переборе таких «похожих на массив» коллекций через for..in эти свойства будут выведены, а они как раз не нужны.

Бывают и библиотеки, которые предоставляют такие коллекции. Классический for надёжно выведет только цифровые свойства, что обычно и требуется.

1. Цикл for (var i=0; i<arr.length; i++) в современных браузерах выполняется в 10-100 раз быстрее. Казалось бы, по виду он сложнее, но браузер особым образом оптимизирует такие циклы.

Если коротко: цикл for(var i=0; i<arr.length...) надёжнее и быстрее.

## [Особенности работы length](https://learn.javascript.ru/array" \l "особенности-работы-length)

Встроенные методы для работы с массивом автоматически обновляют его длину length.

**Длина length – не количество элементов массива, а последний индекс + 1**.

Так уж оно устроено.

Это легко увидеть на следующем примере:

var arr = [];

arr[1000] = true;

alert(arr.length); // 1001

Кстати, если у вас элементы массива нумеруются случайно или с большими пропусками, то стоит подумать о том, чтобы использовать обычный объект. Массивы предназначены именно для работы с непрерывной упорядоченной коллекцией элементов.

### [Используем length для укорачивания массива](https://learn.javascript.ru/array" \l "используем-length-для-укорачивания-массива)

Обычно нам не нужно самостоятельно менять length… Но есть один фокус, который можно провернуть.

**При уменьшении length массив укорачивается.**

Причем этот процесс необратимый, т.е. даже если потом вернуть length обратно – значения не восстановятся:

var arr = [1, 2, 3, 4, 5];

arr.length = 2; // укоротить до 2 элементов

alert( arr ); // [1, 2]

arr.length = 5; // вернуть length обратно, как было

alert( arr[3] ); // undefined: значения не вернулись

Самый простой способ очистить массив – это arr.length=0.

## [Создание вызовом new Array](https://learn.javascript.ru/array" \l "new-array)

### [new Array()](https://learn.javascript.ru/array" \l "new-array-2)

Существует еще один синтаксис для создания массива:

var arr = new Array("Яблоко", "Груша", "и т.п.");

Он редко используется, т.к. квадратные скобки [] короче.

Кроме того, у него есть одна особенность. Обычно new Array(элементы, ...) создаёт массив из данных элементов, но если у него один аргумент-число new Array(число), то он создает массив без элементов, но с заданной длиной.

Проверим это:

var arr = new Array(2, 3);

alert( arr[0] ); // 2, создан массив [2, 3], всё ок

arr = new Array(2); // создаст массив [2] ?

alert( arr[0] ); // undefined! у нас массив без элементов, длины 2

Что же такое этот «массив без элементов, но с длиной»? Как такое возможно?

Оказывается, очень даже возможно и соответствует объекту {length: 2}. Получившийся массив ведёт себя так, как будто его элементы равны undefined.

Это может быть неожиданным сюрпризом, поэтому обычно используют квадратные скобки.

### [Многомерные массивы](https://learn.javascript.ru/array" \l "многомерные-массивы)

Массивы в JavaScript могут содержать в качестве элементов другие массивы. Это можно использовать для создания многомерных массивов, например матриц:

var matrix = [

[1, 2, 3],

[4, 5, 6],

[7, 8, 9]

];

alert( matrix[1][1] ); // центральный элемент

## [Внутреннее представление массивов](https://learn.javascript.ru/array" \l "внутреннее-представление-массивов)

**Hardcore coders only**

Эта секция относится ко внутреннему устройству структуры данных и требует специальных знаний. Она не обязательна к прочтению.

Числовые массивы, согласно спецификации, являются объектами, в которые добавили ряд свойств, методов и автоматическую длину length. Но внутри они, как правило, устроены по-другому.

**Современные интерпретаторы стараются оптимизировать их и хранить в памяти не в виде хэш-таблицы, а в виде непрерывной области памяти, по которой легко пробежаться от начала до конца.**

Операции с массивами также оптимизируются, особенно если массив хранит только один тип данных, например только числа. Порождаемый набор инструкций для процессора получается очень эффективным.

Чтобы у интерпретатора получались эти оптимизации, программист не должен мешать.

В частности:

* Не ставить массиву произвольные свойства, такие как arr.test = 5. То есть, работать именно как с массивом, а не как с объектом.
* Заполнять массив непрерывно и по возрастающей. Как только браузер встречает необычное поведение массива, например устанавливается значение arr[0], а потом сразу arr[1000], то он начинает работать с ним, как с обычным объектом. Как правило, это влечёт преобразование его в хэш-таблицу.

Если следовать этим принципам, то массивы будут занимать меньше памяти и быстрее работать.

## [Итого](https://learn.javascript.ru/array#итого)

Массивы существуют для работы с упорядоченным набором элементов.

**Объявление:**

// предпочтительное

var arr = [элемент1, элемент2...];

// new Array

var arr = new Array(элемент1, элемент2...);

При этом new Array(число) создаёт массив заданной длины, без элементов. Чтобы избежать ошибок, предпочтителен первый синтаксис.

**Свойство length** – длина массива. Если точнее, то последний индекс массива плюс 1. Если её уменьшить вручную, то массив укоротится. Если length больше реального количества элементов, то отсутствующие элементы равны undefined.

Массив можно использовать как очередь или стек.

**Операции с концом массива:**

* arr.push(элемент1, элемент2...) добавляет элементы в конец.
* var elem = arr.pop() удаляет и возвращает последний элемент.

**Операции с началом массива:**

* arr.unshift(элемент1, элемент2...) добавляет элементы в начало.
* var elem = arr.shift() удаляет и возвращает первый элемент.

Эти операции перенумеровывают все элементы, поэтому работают медленно.

В следующей главе мы рассмотрим другие методы для работы с массивами.

# Массивы: методы

В этой главе мы рассмотрим встроенные методы массивов JavaScript.

## [Метод split](https://learn.javascript.ru/array-methods" \l "метод-split)

Ситуация из реальной жизни. Мы пишем сервис отсылки сообщений и посетитель вводит имена тех, кому его отправить: Маша, Петя, Марина, Василий.... Но нам-то гораздо удобнее работать с массивом имен, чем с одной строкой.

К счастью, есть метод split(s), который позволяет превратить строку в массив, разбив ее по разделителю s. В примере ниже таким разделителем является строка из запятой и пробела.

var names = 'Маша, Петя, Марина, Василий';

var arr = names.split(', ');

for (var i = 0; i < arr.length; i++) {

alert( 'Вам сообщение ' + arr[i] );

}

**Второй аргумент split**

У метода split есть необязательный второй аргумент – ограничение на количество элементов в массиве. Если их больше, чем указано – остаток массива будет отброшен:

alert( "a,b,c,d".split(',', 2) ); // a,b

**Разбивка по буквам**

Вызов split с пустой строкой разобьёт по буквам:

var str = "тест";

alert( str.split('') ); // т,е,с,т

## [Метод join](https://learn.javascript.ru/array-methods" \l "метод-join)

Вызов arr.join(str) делает в точности противоположное split. Он берет массив и склеивает его в строку, используя str как разделитель.

Например:

var arr = ['Маша', 'Петя', 'Марина', 'Василий'];

var str = arr.join(';');

alert( str ); // Маша;Петя;Марина;Василий

**new Array + join = Повторение строки**

Код для повторения строки 3 раза:

alert( new Array(4).join("ля") ); // ляляля

Как видно, new Array(4) делает массив без элементов длины 4, который join объединяет в строку, вставляя между его элементами строку "ля".

В результате, так как элементы пусты, получается повторение строки. Такой вот небольшой трюк.

## [Удаление из массива](https://learn.javascript.ru/array-methods" \l "удаление-из-массива)

Так как массивы являются объектами, то для удаления ключа можно воспользоваться обычным delete:

var arr = ["Я", "иду", "домой"];

delete arr[1]; // значение с индексом 1 удалено

// теперь arr = ["Я", undefined, "домой"];

alert( arr[1] ); // undefined

Да, элемент удален из массива, но не так, как нам этого хочется. Образовалась «дырка».

Это потому, что оператор delete удаляет пару «ключ-значение». Это – все, что он делает. Обычно же при удалении из массива мы хотим, чтобы оставшиеся элементы сдвинулись и заполнили образовавшийся промежуток.

Поэтому для удаления используются специальные методы: из начала – shift, с конца – pop, а из середины – splice, с которым мы сейчас познакомимся.

## [Метод splice](https://learn.javascript.ru/array-methods" \l "метод-splice)

Метод splice – это универсальный раскладной нож для работы с массивами. Умеет все: удалять элементы, вставлять элементы, заменять элементы – по очереди и одновременно.

Его синтаксис:

**arr.splice(index[, deleteCount, elem1, ..., elemN])**

Удалить deleteCount элементов, начиная с номера index, а затем вставить elem1, ..., elemN на их место. Возвращает массив из удалённых элементов.

Этот метод проще всего понять, рассмотрев примеры.

Начнём с удаления:

var arr = ["Я", "изучаю", "JavaScript"];

arr.splice(1, 1); // начиная с позиции 1, удалить 1 элемент

alert( arr ); // осталось ["Я", "JavaScript"]

В следующем примере мы удалим 3 элемента и вставим другие на их место:

var arr = ["Я", "сейчас", "изучаю", "JavaScript"];

// удалить 3 первых элемента и добавить другие вместо них

arr.splice(0, 3, "Мы", "изучаем")

alert( arr ) // теперь ["Мы", "изучаем", "JavaScript"]

Здесь видно, что splice возвращает массив из удаленных элементов:

var arr = ["Я", "сейчас", "изучаю", "JavaScript"];

// удалить 2 первых элемента

var removed = arr.splice(0, 2);

alert( removed ); // "Я", "сейчас" <-- array of removed elements

Метод splice также может вставлять элементы без удаления, для этого достаточно установить deleteCount в 0:

var arr = ["Я", "изучаю", "JavaScript"];

// с позиции 2

// удалить 0

// вставить "сложный", "язык"

arr.splice(2, 0, "сложный", "язык");

alert( arr ); // "Я", "изучаю", "сложный", "язык", "JavaScript"

Допускается использование отрицательного номера позиции, которая в этом случае отсчитывается с конца:

var arr = [1, 2, 5]

// начиная с позиции индексом -1 (перед последним элементом)

// удалить 0 элементов,

// затем вставить числа 3 и 4

arr.splice(-1, 0, 3, 4);

alert( arr ); // результат: 1,2,3,4,5

## [Метод slice](https://learn.javascript.ru/array-methods" \l "метод-slice)

Метод slice(begin, end) копирует участок массива от begin до end, не включая end. Исходный массив при этом не меняется.

Например:

var arr = ["Почему", "надо", "учить", "JavaScript"];

var arr2 = arr.slice(1, 3); // элементы 1, 2 (не включая 3)

alert( arr2 ); // надо, учить

Аргументы ведут себя так же, как и в строковом slice:

* Если не указать end – копирование будет до конца массива:
* var arr = ["Почему", "надо", "учить", "JavaScript"];

alert( arr.slice(1) ); // взять все элементы, начиная с номера 1

* Можно использовать отрицательные индексы, они отсчитываются с конца:

var arr2 = arr.slice(-2); // копировать от 2-го элемента с конца и дальше

* Если вообще не указать аргументов – скопируется весь массив:

var fullCopy = arr.slice();

**Совсем как в строках**

Синтаксис метода slice одинаков для строк и для массивов. Тем проще его запомнить.

## [Сортировка, метод sort(fn)](https://learn.javascript.ru/array-methods" \l "сортировка-метод-sort-fn)

Метод sort() сортирует массив на месте. Например:

var arr = [ 1, 2, 15 ];

arr.sort();

alert( arr ); // 1, 15, 2

Не заметили ничего странного в этом примере?

Порядок стал 1, 15, 2, это точно не сортировка чисел. Почему?

**Это произошло потому, что по умолчанию sort сортирует, преобразуя элементы к строке.**

Поэтому и порядок у них строковый, ведь "2" > "15".

### [Свой порядок сортировки](https://learn.javascript.ru/array-methods" \l "свой-порядок-сортировки)

Для указания своего порядка сортировки в метод arr.sort(fn) нужно передать функцию fn от двух элементов, которая умеет сравнивать их.

Внутренний алгоритм функции сортировки умеет сортировать любые массивы – апельсинов, яблок, пользователей, и тех и других и третьих – чего угодно. Но для этого ему нужно знать, как их сравнивать. Эту роль и выполняет fn.

Если эту функцию не указать, то элементы сортируются как строки.

Например, укажем эту функцию явно, отсортируем элементы массива как числа:

function compareNumeric(a, b) {

if (a > b) return 1;

if (a < b) return -1;

}

var arr = [ 1, 2, 15 ];

arr.sort(compareNumeric);

alert(arr); // 1, 2, 15

Обратите внимание, мы передаём в sort() именно саму функцию compareNumeric, без вызова через скобки. Был бы ошибкой следующий код:

arr.sort( compareNumeric() ); // не сработает

Как видно из примера выше, функция, передаваемая sort, должна иметь два аргумента.

Алгоритм сортировки, встроенный в JavaScript, будет передавать ей для сравнения элементы массива. Она должна возвращать:

* Положительное значение, если a > b,
* Отрицательное значение, если a < b,
* Если равны – можно 0, но вообще – не важно, что возвращать, их взаимный порядок не имеет значения.

**Алгоритм сортировки**

В методе sort, внутри самого интерпретатора JavaScript, реализован универсальный алгоритм сортировки. Как правило, это [««быстрая сортировка»»](http://algolist.manual.ru/sort/quick_sort.php), дополнительно оптимизированная для небольших массивов.

Он решает, какие пары элементов и когда сравнивать, чтобы отсортировать побыстрее. Мы даём ему функцию – способ сравнения, дальше он вызывает её сам.

Кстати, те значения, с которыми sort вызывает функцию сравнения, можно увидеть, если вставить в неё alert:

[1, -2, 15, 2, 0, 8].sort(function(a, b) {

alert( a + " <> " + b );

});

**Сравнение compareNumeric в одну строку**

Функцию compareNumeric для сравнения элементов-чисел можно упростить до одной строчки.

function compareNumeric(a, b) {

return a - b;

}

Эта функция вполне подходит для sort, так как возвращает положительное число, если a > b, отрицательное, если наоборот, и 0, если числа равны.

## [reverse](https://learn.javascript.ru/array-methods" \l "reverse)

Метод [arr.reverse()](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/reverse) меняет порядок элементов в массиве на обратный.

var arr = [1, 2, 3];

arr.reverse();

alert( arr ); // 3,2,1

## [concat](https://learn.javascript.ru/array-methods" \l "concat)

Метод [arr.concat(value1, value2, … valueN)](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/concat) создаёт новый массив, в который копируются элементы из arr, а также value1, value2, ... valueN.

Например:

var arr = [1, 2];

var newArr = arr.concat(3, 4);

alert( newArr ); // 1,2,3,4

У concat есть одна забавная особенность.

Если аргумент concat – массив, то concat добавляет элементы из него.

Например:

var arr = [1, 2];

var newArr = arr.concat([3, 4], 5); // то же самое, что arr.concat(3,4,5)

alert( newArr ); // 1,2,3,4,5

## [indexOf/lastIndexOf](https://learn.javascript.ru/array-methods" \l "indexof-lastindexof)

Эти методы не поддерживаются в IE8-. Для их поддержки подключите библиотеку [ES5-shim](https://github.com/kriskowal/es5-shim).

Метод [«arr.indexOf(searchElement[, fromIndex])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/indexOf) возвращает номер элемента searchElement в массиве arrили -1, если его нет.

Поиск начинается с номера fromIndex, если он указан. Если нет – с начала массива.

**Для поиска используется строгое сравнение ===.**

Например:

var arr = [1, 0, false];

alert( arr.indexOf(0) ); // 1

alert( arr.indexOf(false) ); // 2

alert( arr.indexOf(null) ); // -1

Как вы могли заметить, по синтаксису он полностью аналогичен методу [indexOf для строк](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/String/indexOf).

Метод [«arr.lastIndexOf(searchElement[, fromIndex])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/lastIndexOf) ищет справа-налево: с конца массива или с номера fromIndex, если он указан.

**Методы indexOf/lastIndexOf осуществляют поиск перебором**

Если нужно проверить, существует ли значение в массиве – его нужно перебрать. Только так. Внутренняя реализация indexOf/lastIndexOf осуществляет полный перебор, аналогичный циклу for по массиву. Чем длиннее массив, тем дольше он будет работать.

**Коллекция уникальных элементов**

Рассмотрим задачу – есть коллекция строк, и нужно быстро проверять: есть ли в ней какой-то элемент. Массив для этого не подходит из-за медленного indexOf. Но подходит объект! Доступ к свойству объекта осуществляется очень быстро, так что можно сделать все элементы ключами объекта и проверять, есть ли уже такой ключ.

Например, организуем такую проверку для коллекции строк "div", "a" и "form":

var store = {}; // объект для коллекции

var items = ["div", "a", "form"];

for (var i = 0; i < items.length; i++) {

var key = items[i]; // для каждого элемента создаём свойство

store[key] = true; // значение здесь не важно

}

Теперь для проверки, есть ли ключ key, достаточно выполнить if (store[key]). Если есть – можно использовать значение, если нет – добавить.

Такое решение работает только со строками, но применимо к любым элементам, для которых можно вычислить строковый «уникальный ключ».

## [Object.keys(obj)](https://learn.javascript.ru/array-methods" \l "object-keys-obj)

Ранее мы говорили о том, что свойства объекта можно перебрать в цикле for..in.

Если мы хотим работать с ними в виде массива, то к нашим услугам – замечательный метод [Object.keys(obj)](https://developer.mozilla.org/en-US/docs/JavaScript/Reference/Global_Objects/Object/keys). Он поддерживается везде, кроме IE8-:

var user = {

name: "Петя",

age: 30

}

var keys = Object.keys(user);

alert( keys ); // name, age

## [Итого](https://learn.javascript.ru/array-methods#итого)

Методы:

* push/pop, shift/unshift, splice – для добавления и удаления элементов.
* join/split – для преобразования строки в массив и обратно.
* slice – копирует участок массива.
* sort – для сортировки массива. Если не передать функцию сравнения – сортирует элементы как строки.
* reverse – меняет порядок элементов на обратный.
* concat – объединяет массивы.
* indexOf/lastIndexOf – возвращают позицию элемента в массиве (не поддерживается в IE8-).

Изученных нами методов достаточно в 95% случаях, но существуют и другие. Для знакомства с ними рекомендуется заглянуть в справочник [Array](http://javascript.ru/Array) и [Array в Mozilla Developer Network](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array).

# Массив: перебирающие методы

Современный стандарт JavaScript предоставляет много методов для «умного» перебора массивов, которые есть в современных браузерах…

…Ну а для их поддержки в IE8- просто подключите библиотеку [ES5-shim](https://github.com/kriskowal/es5-shim).

## [forEach](https://learn.javascript.ru/array-iteration" \l "foreach)

Метод [«arr.forEach(callback[, thisArg])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/forEach) используется для перебора массива.

Он для каждого элемента массива вызывает функцию callback.

Этой функции он передаёт три параметра callback(item, i, arr):

* item – очередной элемент массива.
* i – его номер.
* arr – массив, который перебирается.

Например:

var arr = ["Яблоко", "Апельсин", "Груша"];

arr.forEach(function(item, i, arr) {

alert( i + ": " + item + " (массив:" + arr + ")" );

});

Второй, необязательный аргумент forEach позволяет указать контекст this для callback. Мы обсудим его в деталях чуть позже, сейчас он нам не важен.

Метод forEach ничего не возвращает, его используют только для перебора, как более «элегантный» вариант, чем обычный цикл for.

## [filter](https://learn.javascript.ru/array-iteration" \l "filter)

Метод [«arr.filter(callback[, thisArg])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/filter) используется для фильтрации массива через функцию.

Он создаёт новый массив, в который войдут только те элементы arr, для которых вызов callback(item, i, arr) возвратит true.

Например:

var arr = [1, -1, 2, -2, 3];

var positiveArr = arr.filter(function(number) {

return number > 0;

});

alert( positiveArr ); // 1,2,3

## [map](https://learn.javascript.ru/array-iteration" \l "map)

Метод [«arr.map(callback[, thisArg])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/map) используется для трансформации массива.

Он создаёт новый массив, который будет состоять из результатов вызова callback(item, i, arr) для каждого элемента arr.

Например:

var names = ['HTML', 'CSS', 'JavaScript'];

var nameLengths = names.map(function(name) {

return name.length;

});

// получили массив с длинами

alert( nameLengths ); // 4,3,10

## [every/some](https://learn.javascript.ru/array-iteration" \l "every-some)

Эти методы используются для проверки массива.

* Метод [«arr.every(callback[, thisArg])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/every) возвращает true, если вызов callback вернёт true для каждого элемента arr.
* Метод [«arr.some(callback[, thisArg])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/some) возвращает true, если вызов callback вернёт true для какого-нибудь элемента arr.

var arr = [1, -1, 2, -2, 3];

function isPositive(number) {

return number > 0;

}

alert( arr.every(isPositive) ); // false, не все положительные

alert( arr.some(isPositive) ); // true, есть хоть одно положительное

## [reduce/reduceRight](https://learn.javascript.ru/array-iteration" \l "reduce-reduceright)

Метод [«arr.reduce(callback[, initialValue])»](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/reduce) используется для последовательной обработки каждого элемента массива с сохранением промежуточного результата.

Это один из самых сложных методов для работы с массивами. Но его стоит освоить, потому что временами с его помощью можно в несколько строк решить задачу, которая иначе потребовала бы в разы больше места и времени.

Метод reduce используется для вычисления на основе массива какого-либо единого значения, иначе говорят «для свёртки массива». Чуть далее мы разберём пример для вычисления суммы.

Он применяет функцию callback по очереди к каждому элементу массива слева направо, сохраняя при этом промежуточный результат.

Аргументы функции callback(previousValue, currentItem, index, arr):

* previousValue – последний результат вызова функции, он же «промежуточный результат».
* currentItem – текущий элемент массива, элементы перебираются по очереди слева-направо.
* index – номер текущего элемента.
* arr – обрабатываемый массив.

Кроме callback, методу можно передать «начальное значение» – аргумент initialValue. Если он есть, то на первом вызове значение previousValue будет равно initialValue, а если у reduce нет второго аргумента, то оно равно первому элементу массива, а перебор начинается со второго.

Проще всего понять работу метода reduce на примере.

Например, в качестве «свёртки» мы хотим получить сумму всех элементов массива.

Вот решение в одну строку:

var arr = [1, 2, 3, 4, 5]

// для каждого элемента массива запустить функцию,

// промежуточный результат передавать первым аргументом далее

var result = arr.reduce(function(sum, current) {

return sum + current;

}, 0);

alert( result ); // 15

Разберём, что в нём происходит.

При первом запуске sum – исходное значение, с которого начинаются вычисления, равно нулю (второй аргумент reduce).

Сначала анонимная функция вызывается с этим начальным значением и первым элементом массива, результат запоминается и передаётся в следующий вызов, уже со вторым аргументом массива, затем новое значение участвует в вычислениях с третьим аргументом и так далее.

Поток вычислений получается такой

![https://learn.javascript.ru/article/array-iteration/reduce.png](data:image/png;base64,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)

В виде таблицы где каждая строка – вызов функции на очередном элементе массива:

|  | **sum** | **current** | **результат** |
| --- | --- | --- | --- |
| **первый вызов** | 0 | 1 | 1 |
| **второй вызов** | 1 | 2 | 3 |
| **третий вызов** | 3 | 3 | 6 |
| **четвёртый вызов** | 6 | 4 | 10 |
| **пятый вызов** | 10 | 5 | 15 |

Как видно, результат предыдущего вызова передаётся в первый аргумент следующего.

Кстати, полный набор аргументов функции для reduce включает в себя function(sum, current, i, array), то есть номер текущего вызова i и весь массив arr, но здесь в них нет нужды.

Посмотрим, что будет, если не указать initialValue в вызове arr.reduce:

var arr = [1, 2, 3, 4, 5]

// убрали 0 в конце

var result = arr.reduce(function(sum, current) {

return sum + current

});

alert( result ); // 15

Результат – точно такой же! Это потому, что при отсутствии initialValue в качестве первого значения берётся первый элемент массива, а перебор стартует со второго.

Таблица вычислений будет такая же, за вычетом первой строки.

**Метод**[**arr.reduceRight**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/reduceRight)**работает аналогично, но идёт по массиву справа-налево.**

## [Итого](https://learn.javascript.ru/array-iteration#итого)

Мы рассмотрели методы:

* forEach – для перебора массива.
* filter – для фильтрации массива.
* every/some – для проверки массива.
* map – для трансформации массива в массив.
* reduce/reduceRight – для прохода по массиву с вычислением значения.

Во многих ситуациях их использование позволяет написать код короче и понятнее, чем обычный перебор через for.

# Псевдомассив аргументов "arguments"

В JavaScript любая функция может быть вызвана с произвольным количеством аргументов.

Например:

function go(a,b) {

alert("a="+a+", b="+b);

}

go(1); // a=1, b=undefined

go(1,2); // a=1, b=2

go(1,2,3); // a=1, b=2, третий аргумент не вызовет ошибку

**В JavaScript нет «перегрузки» функций**

В некоторых языках программист может создать две функции с одинаковым именем, но разным набором аргументов, а при вызове интерпретатор сам выберет нужную:

function log(a) {

...

}

function log(a, b, c) {

...

}

log(a); // вызовется первая функция

log(a, b, c); // вызовется вторая функция

Это называется «полиморфизмом функций» или «перегрузкой функций». В JavaScript ничего подобного нет.

**Может быть только одна функция с именем log, которая вызывается с любыми аргументами.**

А уже внутри она может посмотреть, с чем вызвана и по-разному отработать.

В примере выше второе объявление log просто переопределит первое.

## [Доступ к «лишним» аргументам](https://learn.javascript.ru/arguments-pseudoarray" \l "доступ-к-лишним-аргументам)

Как получить значения аргументов, которых нет в списке параметров?

Доступ к ним осуществляется через «псевдо-массив» [arguments](https://developer.mozilla.org/en/JavaScript/Reference/functions_and_function_scope/arguments).

Он содержит список аргументов по номерам: arguments[0], arguments[1]…, а также свойство length.

Например, выведем список всех аргументов:

function sayHi() {

for (var i = 0; i < arguments.length; i++) {

alert( "Привет, " + arguments[i] );

}

}

sayHi("Винни", "Пятачок"); // 'Привет, Винни', 'Привет, Пятачок'

Все параметры находятся в arguments, даже если они есть в списке. Код выше сработал бы также, будь функция объявлена sayHi(a,b,c).

**Связь между arguments и параметрами**

**В старом стандарте JavaScript псевдо-массив arguments и переменные-параметры ссылаются на одни и те же значения.**

В результате изменения arguments влияют на параметры и наоборот.

Например:

function f(x) {

arguments[0] = 5; // меняет переменную x

alert( x ); // 5

}

f(1);

Наоборот:

function f(x) {

x = 5;

alert( arguments[0] ); // 5, обновленный x

}

f(1);

В современной редакции стандарта это поведение изменено. Аргументы отделены от локальных переменных:

function f(x) {

"use strict"; // для браузеров с поддержкой строгого режима

arguments[0] = 5;

alert( x ); // не 5, а 1! Переменная "отвязана" от arguments

}

f(1);

**Если вы не используете строгий режим, то чтобы переменные не менялись «неожиданно», рекомендуется никогда не изменять arguments.**

### [arguments – это не массив](https://learn.javascript.ru/arguments-pseudoarray" \l "arguments-это-не-массив)

Частая ошибка новичков – попытка применить методы Array к arguments. Это невозможно:

function sayHi() {

var a = arguments.shift(); // ошибка! нет такого метода!

}

sayHi(1);

Дело в том, что arguments – это не массив Array.

В действительности, это обычный объект, просто ключи числовые и есть length. На этом сходство заканчивается. Никаких особых методов у него нет, и методы массивов он тоже не поддерживает.

Впрочем, никто не мешает сделать обычный массив из arguments, например так:

var args = [];

for (var i = 0; i < arguments.length; i++) {

args[i] = arguments[i];

}

Такие объекты иногда называют «коллекциями» или «псевдомассивами».

## [Пример: копирование свойств copy(dst, src1, src2...)](https://learn.javascript.ru/arguments-pseudoarray" \l "copy)

Иногда встаёт задача – скопировать в существующий объект свойства из одного или нескольких других.

Напишем для этого функцию copy. Она будет работать с любым числом аргументов, благодаря использованию arguments.

Синтаксис:

**copy(dst, src1, src2…)**

Копирует свойства из объектов src1, src2,... в объект dst. Возвращает получившийся объект.

Использование:

* Для объединения нескольких объектов в один:
* var vasya = {
* age: 21,
* name: 'Вася',
* surname: 'Петров'
* };
* var user = {
* isAdmin: false,
* isEmailConfirmed: true
* };
* var student = {
* university: 'My university'
* };
* // добавить к vasya свойства из user и student
* copy(vasya, user, student);
* alert( vasya.isAdmin ); // false

alert( vasya.university ); // My university

* Для создания копии объекта user:
* // скопирует все свойства в пустой объект

var userClone = copy({}, user);

Такой «клон» объекта может пригодиться там, где мы хотим изменять его свойства, при этом не трогая исходный объект user.

В нашей реализации мы будем копировать только свойства первого уровня, то есть вложенные объекты как-то особым образом не обрабатываются. Впрочем, её можно расширить.

А вот и реализация:

function copy() {

var dst = arguments[0];

for (var i = 1; i < arguments.length; i++) {

var arg = arguments[i];

for (var key in arg) {

dst[key] = arg[key];

}

}

return dst;

}

Здесь первый аргумент copy – это объект, в который нужно копировать, он назван dst. Для упрощения доступа к нему можно указать его прямо в объявлении функции:

function copy(dst) {

// остальные аргументы остаются безымянными

for (var i = 1; i < arguments.length; i++) {

var arg = arguments[i];

for (var key in arg) {

dst[key] = arg[key];

}

}

return dst;

}

### [Аргументы по умолчанию через ||](https://learn.javascript.ru/arguments-pseudoarray" \l "аргументы-по-умолчанию-через)

Если функция вызвана с меньшим количеством аргументов, чем указано, то отсутствующие аргументы считаются равными undefined.

Зачастую в случае отсутствия аргумента мы хотим присвоить ему некоторое «стандартное» значение или, иначе говоря, значение «по умолчанию». Это можно удобно сделать при помощи оператора логическое ИЛИ ||.

Например, функция showWarning, описанная ниже, должна показывать предупреждение. Для этого она принимает ширину width, высоту height, заголовок title и содержимое contents, но большая часть этих аргументов необязательна:

function showWarning(width, height, title, contents) {

width = width || 200; // если не указана width, то width = 200

height = height || 100; // если нет height, то height = 100

title = title || "Предупреждение";

//...

}

Это отлично работает в тех ситуациях, когда «нормальное» значение параметра в логическом контексте отлично от false. В коде выше, при передаче width = 0 или width = null, оператор ИЛИ заменит его на значение по умолчанию.

А что, если мы хотим использовать значение по умолчанию только если width === undefined? В этом случае оператор ИЛИ уже не подойдёт, нужно поставить явную проверку:

function showWarning(width, height, title, contents) {

if (width === undefined) width = 200;

if (height === undefined) height = 100;

if (title === undefined) title = "Предупреждение";

//...

}

## [Устаревшее свойство arguments.callee](https://learn.javascript.ru/arguments-pseudoarray" \l "arguments-callee)

**Используйте NFE вместо arguments.callee**

Это свойство устарело, при use strict оно не работает.

Единственная причина, по которой оно тут – это то, что его можно встретить в старом коде, поэтому о нём желательно знать.

Современная спецификация рекомендует использовать [именованные функциональные выражения (NFE)](https://learn.javascript.ru/named-function-expression#functions-nfe).

В старом стандарте JavaScript объект arguments не только хранил список аргументов, но и содержал в свойстве arguments.callee ссылку на функцию, которая выполняется в данный момент.

Например:

function f() {

alert( arguments.callee === f ); // true

}

f();

Эти два примера будут работать одинаково:

// подвызов через NFE

var factorial = function f(n) {

return n==1 ? 1 : n\*f(n-1);

};

// подвызов через arguments.callee

var factorial = function(n) {

return n==1 ? 1 : n\*arguments.callee(n-1);

};

В учебнике мы его использовать не будем, оно приведено для общего ознакомления.

### [arguments.callee.caller](https://learn.javascript.ru/arguments-pseudoarray" \l "arguments-callee-caller)

Устаревшее свойство arguments.callee.caller хранит ссылку на функцию, которая вызвала данную.

**Это свойство тоже устарело**

Это свойство было в старом стандарте, при use strict оно не работает, как и arguments.callee.

Также ранее существовало более короткое свойство arguments.caller. Но это уже раритет, оно даже не кросс-браузерное. А вот свойство arguments.callee.caller поддерживается везде, если не использован use strict, поэтому в старом коде оно встречается.

Пример работы:

f1();

function f1() {

alert( arguments.callee.caller ); // null, меня вызвали из глобального кода

f2();

}

function f2() {

alert( arguments.callee.caller ); // f1, функция, из которой меня вызвали

f3();

}

function f3() {

alert( arguments.callee.caller ); // f2, функция, из которой меня вызвали

}

В учебнике мы это свойство также не будем использовать.

## [«Именованные аргументы»](https://learn.javascript.ru/arguments-pseudoarray" \l "именованные-аргументы)

Именованные аргументы – альтернативная техника работы с аргументами, которая вообще не использует arguments.

Некоторые языки программирования позволяют передать параметры как-то так: f(width=100, height=200), то есть по именам, а что не передано, тех аргументов нет. Это очень удобно в тех случаях, когда аргументов много, сложно запомнить их порядок и большинство вообще не надо передавать, по умолчанию подойдёт.

Такая ситуация часто встречается в компонентах интерфейса. Например, у «меню» может быть масса настроек отображения, которые можно «подкрутить» но обычно нужно передать всего один-два главных параметра, а остальные возьмутся по умолчанию.

В JavaScript для этих целей используется передача аргументов в виде объекта, а в его свойствах мы передаём параметры.

Получается так:

function showWarning(options) {

var width = options.width || 200; // по умолчанию

var height = options.height || 100;

var contents = options.contents || "Предупреждение";

// ...

}

Вызвать такую функцию очень легко. Достаточно передать объект аргументов, указав в нем только нужные:

showWarning({

contents: "Вы вызвали функцию" // и всё понятно!

});

Сравним это с передачей аргументов через список:

showWarning(null, null, "Предупреждение!");

// мысль программиста "а что это за null, null в начале? ох, надо глядеть описание функции"

Не правда ли, объект – гораздо проще и понятнее?

Еще один бонус кроме красивой записи – возможность повторного использования объекта аргументов:

var opts = {

width: 400,

height: 200,

contents: "Текст"

};

showWarning(opts);

opts.contents = "Другой текст";

showWarning(opts); // вызвать с новым текстом, без копирования других аргументов

Именованные аргументы применяются во многих JavaScript-фреймворках.

## [Итого](https://learn.javascript.ru/arguments-pseudoarray#итого)

* Полный список аргументов, с которыми вызвана функция, доступен через arguments.
* Это псевдомассив, то есть объект, который похож на массив, в нём есть нумерованные свойства и length, но методов массива у него нет.
* В старом стандарте было свойство arguments.callee со ссылкой на текущую функцию, а также свойство arguments.callee.caller, содержащее ссылку на функцию, которая вызвала данную. Эти свойства устарели, при use strict обращение к ним приведёт к ошибке.
* Для указания аргументов по умолчанию, в тех случаях, когда они заведомо не false, удобен оператор ||.

В тех случаях, когда возможных аргументов много и, в особенности, когда большинство их имеют значения по умолчанию, вместо работы с arguments организуют передачу данных через объект, который как правило называют options.

Возможен и гибридный подход, при котором первый аргумент обязателен, а второй – options, который содержит всевозможные дополнительные параметры:

function showMessage(text, options) {

// показать сообщение text, настройки показа указаны в options

}

# Дата и Время

Для работы с датой и временем в JavaScript используются объекты [Date](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Date/).

## [Создание](https://learn.javascript.ru/datetime" \l "создание)

Для создания нового объекта типа Date используется один из синтаксисов:

**new Date()**

Создает объект Date с текущей датой и временем:

var now = new Date();

alert( now );

**new Date(milliseconds)**

Создает объект Date, значение которого равно количеству миллисекунд (1/1000 секунды), прошедших с 1 января 1970 года GMT+0.

// 24 часа после 01.01.1970 GMT+0

var Jan02\_1970 = new Date(3600 \* 24 \* 1000);

alert( Jan02\_1970 );

**new Date(datestring)**

Если единственный аргумент – строка, используется вызов Date.parse (см. далее) для чтения даты из неё.

**new Date(year, month, date, hours, minutes, seconds, ms)**

Дату можно создать, используя компоненты в местной временной зоне. Для этого формата обязательны только первые два аргумента. Отсутствующие параметры, начиная с hours считаются равными нулю, а date – единице.

Заметим:

* Год year должен быть из 4 цифр.
* Отсчет месяцев month начинается с нуля 0.

Например:

new Date(2011, 0, 1, 0, 0, 0, 0); // // 1 января 2011, 00:00:00

new Date(2011, 0, 1); // то же самое, часы/секунды по умолчанию равны 0

Дата задана с точностью до миллисекунд:

var date = new Date(2011, 0, 1, 2, 3, 4, 567);

alert( date ); // 1.01.2011, 02:03:04.567

## [Получение компонентов даты](https://learn.javascript.ru/datetime" \l "получение-компонентов-даты)

Для доступа к компонентам даты-времени объекта Date используются следующие методы:

**getFullYear()**

Получить год(из 4 цифр)

**getMonth()**

Получить месяц, **от 0 до 11**.

**getDate()**

Получить число месяца, от 1 до 31.

**getHours(), getMinutes(), getSeconds(), getMilliseconds()**

Получить соответствующие компоненты.

**Не getYear(), а getFullYear()**

Некоторые браузеры реализуют нестандартный метод getYear(). Где-то он возвращает только две цифры из года, где-то четыре. Так или иначе, этот метод отсутствует в стандарте JavaScript. Не используйте его. Для получения года есть getFullYear().

Дополнительно можно получить день недели:

**getDay()**

Получить номер дня в неделе. Неделя в JavaScript начинается с воскресенья, так что результат будет числом **от 0(воскресенье) до 6(суббота)**.

**Все методы, указанные выше, возвращают результат для местной временной зоны.**

Существуют также UTC-варианты этих методов, возвращающие день, месяц, год и т.п. для зоны GMT+0 (UTC): getUTCFullYear(), getUTCMonth(), getUTCDay(). То есть, сразу после "get" вставляется "UTC".

Если ваше локальное время сдвинуто относительно UTC, то следующий код покажет разные часы:

// текущая дата

var date = new Date();

// час в текущей временной зоне

alert( date.getHours() );

// сколько сейчас времени в Лондоне?

// час в зоне GMT+0

alert( date.getUTCHours() );

Кроме описанных выше, существуют два специальных метода без UTC-варианта:

**getTime()**

Возвращает число миллисекунд, прошедших с 1 января 1970 года GMT+0, то есть того же вида, который используется в конструкторе new Date(milliseconds).

**getTimezoneOffset()**

Возвращает разницу между местным и UTC-временем, в минутах.

alert( new Date().getTimezoneOffset() ); // Для GMT-1 выведет 60

## [Установка компонентов даты](https://learn.javascript.ru/datetime" \l "установка-компонентов-даты)

Следующие методы позволяют устанавливать компоненты даты и времени:

* setFullYear(year [, month, date])
* setMonth(month [, date])
* setDate(date)
* setHours(hour [, min, sec, ms])
* setMinutes(min [, sec, ms])
* setSeconds(sec [, ms])
* setMilliseconds(ms)
* setTime(milliseconds) (устанавливает всю дату по миллисекундам с 01.01.1970 UTC)

Все они, кроме setTime(), обладают также UTC-вариантом, например: setUTCHours().

Как видно, некоторые методы могут устанавливать несколько компонентов даты одновременно, в частности, setHours. При этом если какая-то компонента не указана, она не меняется. Например:

var today = new Date;

today.setHours(0);

alert( today ); // сегодня, но час изменён на 0

today.setHours(0, 0, 0, 0);

alert( today ); // сегодня, ровно 00:00:00.

### [Автоисправление даты](https://learn.javascript.ru/datetime" \l "автоисправление-даты)

Автоисправление – очень удобное свойство объектов Date. Оно заключается в том, что можно устанавливать заведомо некорректные компоненты (например 32 января), а объект сам себя поправит.

var d = new Date(2013, 0, 32); // 32 января 2013 ?!?

alert(d); // ... это 1 февраля 2013!

**Неправильные компоненты даты автоматически распределяются по остальным.**

Например, нужно увеличить на 2 дня дату «28 февраля 2011». Может быть так, что это будет 2 марта, а может быть и 1 марта, если год високосный. Но нам обо всем этом думать не нужно. Просто прибавляем два дня. Остальное сделает Date:

var d = new Date(2011, 1, 28);

d.setDate(d.getDate() + 2);

alert( d ); // 2 марта, 2011

Также это используют для получения даты, отдаленной от имеющейся на нужный промежуток времени. Например, получим дату на 70 секунд большую текущей:

var d = new Date();

d.setSeconds(d.getSeconds() + 70);

alert( d ); // выведет корректную дату

Можно установить и нулевые, и даже отрицательные компоненты. Например:

var d = new Date;

d.setDate(1); // поставить первое число месяца

alert( d );

d.setDate(0); // нулевого числа нет, будет последнее число предыдущего месяца

alert( d );

var d = new Date;

d.setDate(-1); // предпоследнее число предыдущего месяца

alert( d );

### [Преобразование к числу, разность дат](https://learn.javascript.ru/datetime" \l "преобразование-к-числу-разность-дат)

Когда объект Date используется в числовом контексте, он преобразуется в количество миллисекунд:

alert(+new Date) // +date то же самое, что: +date.valueOf()

**Важный побочный эффект: даты можно вычитать, результат вычитания объектов Date – их временная разница, в миллисекундах**.

Это используют для измерения времени:

var start = new Date; // засекли время

// что-то сделать

for (var i = 0; i < 100000; i++) {

var doSomething = i \* i \* i;

}

var end = new Date; // конец измерения

alert( "Цикл занял " + (end - start) + " ms" );

### [Бенчмаркинг](https://learn.javascript.ru/datetime" \l "бенчмаркинг)

Допустим, у нас есть несколько вариантов решения задачи, каждый описан функцией.

Как узнать, какой быстрее?

Для примера возьмем две функции, которые бегают по массиву:

function walkIn(arr) {

for (var key in arr) arr[key]++

}

function walkLength(arr) {

for (var i = 0; i < arr.length; i++) arr[i]++;

}

Чтобы померять, какая из них быстрее, нельзя запустить один раз walkIn, один раз walkLength и замерить разницу. Одноразовый запуск ненадежен, любая мини-помеха исказит результат.

Для правильного бенчмаркинга функция запускается много раз, чтобы сам тест занял существенное время. Это сведет влияние помех к минимуму. Сложную функцию можно запускать 100 раз, простую – 1000 раз…

Померяем, какая из функций быстрее:

var arr = [];

for (var i = 0; i < 1000; i++) arr[i] = 0;

function walkIn(arr) {

for (var key in arr) arr[key]++;

}

function walkLength(arr) {

for (var i = 0; i < arr.length; i++) arr[i]++;

}

function bench(f) {

var date = new Date();

for (var i = 0; i < 10000; i++) f(arr);

return new Date() - date;

}

alert( 'Время walkIn: ' + bench(walkIn) + 'мс' );

alert( 'Время walkLength: ' + bench(walkLength) + 'мс' );

Теперь представим себе, что во время первого бенчмаркинга bench(walkIn) компьютер что-то делал параллельно важное (вдруг) и это занимало ресурсы, а во время второго – перестал. Реальная ситуация? Конечно реальна, особенно на современных ОС, где много процессов одновременно.

**Гораздо более надёжные результаты можно получить, если весь пакет тестов прогнать много раз.**

var arr = [];

for (var i = 0; i < 1000; i++) arr[i] = 0;

function walkIn(arr) {

for (var key in arr) arr[key]++;

}

function walkLength(arr) {

for (var i = 0; i < arr.length; i++) arr[i]++;

}

function bench(f) {

var date = new Date();

for (var i = 0; i < 1000; i++) f(arr);

return new Date() - date;

}

// bench для каждого теста запустим много раз, чередуя

var timeIn = 0,

timeLength = 0;

for (var i = 0; i < 100; i++) {

timeIn += bench(walkIn);

timeLength += bench(walkLength);

}

alert( 'Время walkIn: ' + timeIn + 'мс' );

alert( 'Время walkLength: ' + timeLength + 'мс' );

**Более точное время с performance.now()**

В современных браузерах (кроме IE9-) вызов [performance.now()](https://developer.mozilla.org/en-US/docs/Web/API/performance.now) возвращает количество миллисекунд, прошедшее с начала загрузки страницы. Причём именно с самого начала, до того, как загрузился HTML-файл, если точнее – с момента выгрузки предыдущей страницы из памяти.

Так что это время включает в себя всё, включая начальное обращение к серверу.

Его можно посмотреть в любом месте страницы, даже в <head>, чтобы узнать, сколько времени потребовалось браузеру, чтобы до него добраться, включая загрузку HTML.

Возвращаемое значение измеряется в миллисекундах, но дополнительно имеет точность 3 знака после запятой (до миллионных долей секунды!), поэтому можно использовать его и для более точного бенчмаркинга в том числе.

**console.time(метка) и console.timeEnd(метка)**

Для измерения с одновременным выводом результатов в консоли есть методы:

* console.time(метка) – включить внутренний хронометр браузера с меткой.
* console.timeEnd(метка) – выключить внутренний хронометр браузера с меткой и вывести результат.

Параметр "метка" используется для идентификации таймера, чтобы можно было делать много замеров одновременно и даже вкладывать измерения друг в друга.

В коде ниже таймеры walkIn, walkLength – конкретные тесты, а таймер «All Benchmarks» – время «на всё про всё»:

var arr = [];

for (var i = 0; i < 1000; i++) arr[i] = 0;

function walkIn(arr) {

for (var key in arr) arr[key]++;

}

function walkLength(arr) {

for (var i = 0; i < arr.length; i++) arr[i]++;

}

function bench(f) {

for (var i = 0; i < 10000; i++) f(arr);

}

console.time("All Benchmarks");

console.time("walkIn");

bench(walkIn);

console.timeEnd("walkIn");

console.time("walkLength");

bench(walkLength);

console.timeEnd("walkLength");

console.timeEnd("All Benchmarks");

**При запуске этого примера нужно открыть консоль, иначе вы ничего не увидите.**

**Внимание, оптимизатор!**

Современные интерпретаторы JavaScript делают массу оптимизаций, например:

1. Автоматически выносят инвариант, то есть постоянное в цикле значение типа arr.length, за пределы цикла.
2. Стараются понять, значения какого типа хранит данная переменная или массив, какую структуру имеет объект и, исходя из этого, оптимизировать внутренние алгоритмы.
3. Выполняют простейшие операции, например сложение явно заданных чисел и строк, на этапе компиляции.
4. Могут обнаружить, что некий код, например присваивание к неиспользуемой локальной переменной, ни на что не влияет и вообще исключить его из выполнения, хотя делают это редко.

Эти оптимизации могут влиять на результаты тестов, поэтому измерять скорость базовых операций JavaScript («проводить микробенчмаркинг») до того, как вы изучите внутренности JavaScript-интерпретаторов и поймёте, что они реально делают на таком коде, не рекомендуется.

## [Форматирование и вывод дат](https://learn.javascript.ru/datetime" \l "форматирование-и-вывод-дат)

Во всех браузерах, кроме IE10-, поддерживается новый стандарт [Ecma 402](http://www.ecma-international.org/publications/standards/Ecma-402.htm), который добавляет специальные методы для форматирования дат.

Это делается вызовом date.toLocaleString(локаль, опции), в котором можно задать много настроек. Он позволяет указать, какие параметры даты нужно вывести, и ряд настроек вывода, после чего интерпретатор сам сформирует строку.

Пример с почти всеми параметрами даты и русским, затем английским (США) форматированием:

var date = new Date(2014, 11, 31, 12, 30, 0);

var options = {

era: 'long',

year: 'numeric',

month: 'long',

day: 'numeric',

weekday: 'long',

timezone: 'UTC',

hour: 'numeric',

minute: 'numeric',

second: 'numeric'

};

alert( date.toLocaleString("ru", options) ); // среда, 31 декабря 2014 г. н.э. 12:30:00

alert( date.toLocaleString("en-US", options) ); // Wednesday, December 31, 2014 Anno Domini 12:30:00 PM

Вы сможете подробно узнать о них в статье [Intl: интернационализация в JavaScript](https://learn.javascript.ru/intl), которая посвящена этому стандарту.

**Методы вывода без локализации:**

**toString(), toDateString(), toTimeString()**

Возвращают стандартное строчное представление, не заданное жёстко в стандарте, а зависящее от браузера. Единственное требование к нему – читаемость человеком. Метод toString возвращает дату целиком, toDateString() и toTimeString() – только дату и время соответственно.

var d = new Date();

alert( d.toString() ); // вывод, похожий на 'Wed Jan 26 2011 16:40:50 GMT+0300'

toUTCString()

То же самое, что `toString()`, но дата в зоне UTC.

**`toISOString()`**

Возвращает дату в формате ISO Детали формата будут далее. Поддерживается современными браузерами, не поддерживается IE8-.

var d = new Date();

alert( d.toISOString() ); // вывод, похожий на '2011-01-26T13:51:50.417Z'

Если хочется иметь большую гибкость и кросс-браузерность, то также можно воспользоваться специальной библиотекой, например [Moment.JS](http://momentjs.com/) или написать свою функцию форматирования.

## [Разбор строки, Date.parse](https://learn.javascript.ru/datetime" \l "разбор-строки-date-parse)

Все современные браузеры, включая IE9+, понимают даты в упрощённом формате ISO 8601 Extended.

Этот формат выглядит так: YYYY-MM-DDTHH:mm:ss.sssZ, где:

* YYYY-MM-DD – дата в формате год-месяц-день.
* Обычный символ T используется как разделитель.
* HH:mm:ss.sss – время: часы-минуты-секунды-миллисекунды.
* Часть 'Z' обозначает временную зону – в формате +-hh:mm, либо символ Z, обозначающий UTC. По стандарту её можно не указывать, тогда UTC, но в Safari с этим ошибка, так что лучше указывать всегда.

Также возможны укороченные варианты, например YYYY-MM-DD или YYYY-MM или даже только YYYY.

Метод Date.parse(str) разбирает строку str в таком формате и возвращает соответствующее ей количество миллисекунд. Если это невозможно, Date.parse возвращает NaN.

Например:

var msUTC = Date.parse('2012-01-26T13:51:50.417Z'); // зона UTC

alert( msUTC ); // 1327571510417 (число миллисекунд)

С таймзоной -07:00 GMT:

var ms = Date.parse('2012-01-26T13:51:50.417-07:00');

alert( ms ); // 1327611110417 (число миллисекунд)

**Формат дат для IE8-**

До появления спецификации ECMAScript 5 формат не был стандартизован, и браузеры, включая IE8-, имели свои собственные форматы дат. Частично, эти форматы пересекаются.

Например, код ниже работает везде, включая старые IE:

var ms = Date.parse("January 26, 2011 13:51:50");

alert( ms );

Вы также можете почитать о старых форматах IE в документации к методу [MSDN Date.parse](http://msdn.microsoft.com/en-us/library/k4w173wk%28v=vs.85%29.aspx).

Конечно же, сейчас лучше использовать современный формат. Если же нужна поддержка IE8-, то метод Date.parse, как и ряд других современных методов, добавляется библиотекой [es5-shim](https://github.com/kriskowal/es5-shim).

## [Метод Date.now()](https://learn.javascript.ru/datetime" \l "метод-date-now)

Метод Date.now() возвращает дату сразу в виде миллисекунд.

Технически, он аналогичен вызову +new Date(), но в отличие от него не создаёт промежуточный объект даты, а поэтому – во много раз быстрее.

Его использование особенно рекомендуется там, где производительность при работе с датами критична. Обычно это не на веб-страницах, а, к примеру, в разработке игр на JavaScript.

## [Итого](https://learn.javascript.ru/datetime#итого)

* Дата и время представлены в JavaScript одним объектом: [Date](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Date/). Создать «только время» при этом нельзя, оно должно быть с датой. Список методов Date вы можете найти в справочнике [Date](http://javascript.ru/Date) или выше.
* Отсчёт месяцев начинается с нуля.
* Отсчёт дней недели (для getDay()) тоже начинается с нуля (и это воскресенье).
* Объект Date удобен тем, что автокорректируется. Благодаря этому легко сдвигать даты.
* При преобразовании к числу объект Date даёт количество миллисекунд, прошедших с 1 января 1970 UTC. Побочное следствие – даты можно вычитать, результатом будет разница в миллисекундах.
* Для получения текущей даты в миллисекундах лучше использовать Date.now(), чтобы не создавать лишний объект Date (кроме IE8-)
* Для бенчмаркинга лучше использовать performance.now() (кроме IE9-), он в 1000 раз точнее.

# Замыкания, область видимости

Понимание «области видимости» и «замыканий» – ключевое в изучении JavaScript, без них «каши не сваришь».

В этом разделе мы более глубоко изучаем переменные и функции – и замыкания в том числе.

1. [Глобальный объект](https://learn.javascript.ru/global-object)
2. [Замыкания, функции изнутри](https://learn.javascript.ru/closures)
3. [[[Scope]] для new Function](https://learn.javascript.ru/scope-new-function)
4. [Локальные переменные для объекта](https://learn.javascript.ru/closures-usage)
5. [Модули через замыкания](https://learn.javascript.ru/closures-module)
6. [Управление памятью в JavaScript](https://learn.javascript.ru/memory-management)
7. [Устаревшая конструкция "with"](https://learn.javascript.ru/with)

# Глобальный объект

Механизм работы функций и переменных в JavaScript очень отличается от большинства языков.

Чтобы его понять, мы в этой главе рассмотрим переменные и функции в глобальной области. А в следующей – пойдём дальше.

## [Глобальный объект](https://learn.javascript.ru/global-object" \l "глобальный-объект)

Глобальными называют переменные и функции, которые не находятся внутри какой-то функции. То есть, иными словами, если переменная или функция не находятся внутри конструкции function, то они – «глобальные».

**В JavaScript все глобальные переменные и функции являются свойствами специального объекта, который называется «глобальный объект» (global object).**

В браузере этот объект явно доступен под именем window. Объект window одновременно является глобальным объектом и содержит ряд свойств и методов для работы с окном браузера, но нас здесь интересует только его роль как глобального объекта.

В других окружениях, например Node.JS, глобальный объект может быть недоступен в явном виде, но суть происходящего от этого не изменяется, поэтому далее для обозначения глобального объекта мы будем использовать "window".

**Присваивая или читая глобальную переменную, мы, фактически, работаем со свойствами window.**

Например:

var a = 5; // объявление var создаёт свойство window.a

alert( window.a ); // 5

Создать переменную можно и явным присваиванием в window:

window.a = 5;

alert( a ); // 5

## [Порядок инициализации](https://learn.javascript.ru/global-object" \l "порядок-инициализации)

Выполнение скрипта происходит в две фазы:

1. На первой фазе происходит инициализация, подготовка к запуску.

Во время инициализации скрипт сканируется на предмет объявления функций вида [Function Declaration](https://learn.javascript.ru/function-declaration-expression), а затем – на предмет объявления переменных var. Каждое такое объявление добавляется в window.

**Функции, объявленные как Function Declaration, создаются сразу работающими, а переменные – равными undefined.**

1. На второй фазе – собственно, выполнение.

Присваивание (=) значений переменных происходит, когда поток выполнения доходит до соответствующей строчки кода, до этого они undefined.

В коде ниже указано содержание глобального объекта на момент инициализации и далее последовательно по коду:

// На момент инициализации, до выполнения кода:

// window = { f: function, a: undefined, g: undefined }

var a = 5;

// window = { f: function, a: 5, g: undefined }

function f(arg) { /\*...\*/ }

// window = { f: function, a: 5, g: undefined } без изменений, f обработана ранее

var g = function(arg) { /\*...\*/ };

// window = { f: function, a: 5, g: function }

Кстати, тот факт, что к началу выполнения кода переменные и функции уже содержатся в window, можно легко проверить, выведя их:

alert("a" in window); // true, т.к. есть свойство window.a

alert(a); // равно undefined, присваивание будет выполнено далее

alert(f); // function ..., готовая к выполнению функция

alert(g); // undefined, т.к. это переменная, а не Function Declaration

var a = 5;

function f() { /\*...\*/ }

var g = function() { /\*...\*/ };

**Присвоение переменной без объявления**

В старом стандарте JavaScript переменную можно было создать и без объявления var:

a = 5;

alert( a ); // 5

Такое присвоение, как и var a = 5, создает свойство window.a = 5. Отличие от var a = 5 – в том, что переменная будет создана не на этапе входа в область видимости, а в момент присвоения.

Сравните два кода ниже.

Первый выведет undefined, так как переменная была добавлена в window на фазе инициализации:

alert( a ); // undefined

var a = 5;

Второй код выведет ошибку, так как переменной ещё не существует:

alert( a ); // error, a is not defined

a = 5;

Это, конечно, для общего понимания, мы всегда объявляем переменные через var.

**Конструкции for, if... не влияют на видимость переменных**

Фигурные скобки, которые используются в for, while, if, в отличие от объявлений функции, имеют «декоративный» характер.

В JavaScript нет разницы между объявлением вне блока:

var i;

{

i = 5;

}

…И внутри него:

i = 5;

{

var i;

}

**Также нет разницы между объявлением в цикле и вне его:**

for (var i = 0; i < 5; i++) { }

Идентичный по функциональности код:

var i;

for (i = 0; i < 5; i++) { }

В обоих случаях переменная будет создана до выполнения цикла, на стадии инициализации, и ее значение будет сохранено после окончания цикла.

**Не важно, где и сколько раз объявлена переменная**

Объявлений var может быть сколько угодно:

var i = 10;

for (var i = 0; i < 20; i++) {

...

}

var i = 5;

**Все var будут обработаны один раз, на фазе инициализации.**

На фазе исполнения объявления var будут проигнорированы: они уже были обработаны. Зато будут выполнены присваивания.

**Ошибки при работе с window в IE8-**

В старых IE есть две забавные ошибки при работе с переменными в window:

1. Переопределение переменной, у которой такое же имя, как и id элемента, приведет к ошибке:
2. <div id="a">...</div>
3. <script>
4. a = 5; // ошибка в IE8-! Правильно будет "var a = 5"
5. alert( a ); // никогда не сработает

</script>

А если сделать через var, то всё будет хорошо.

Это была реклама того, что надо везде ставить var.

1. Ошибка при рекурсии через функцию-свойство window. Следующий код «умрет» в IE8-:
2. <script>
3. // рекурсия через функцию, явно записанную в window
4. window.recurse = function(times) {
5. if (times !== 0) recurse(times - 1);
6. }
7. recurse(13);

</script>

Проблема здесь возникает из-за того, что функция напрямую присвоена в window.recurse = .... Ее не будет при обычном объявлении функции.

**Этот пример выдаст ошибку только в настоящем IE8!** Не IE9 в режиме эмуляции. Вообще, режим эмуляции позволяет отлавливать где-то 95% несовместимостей и проблем, а для оставшихся 5% вам нужен будет настоящий IE8 в виртуальной машине.

## [Итого](https://learn.javascript.ru/global-object#итого)

В результате инициализации, к началу выполнения кода:

1. Функции, объявленные как Function Declaration, создаются полностью и готовы к использованию.
2. Переменные объявлены, но равны undefined. Присваивания выполнятся позже, когда выполнение дойдет до них.

# Замыкания, функции изнутри

В этой главе мы продолжим рассматривать, как работают переменные, и, как следствие, познакомимся с замыканиями. От глобального объекта мы переходим к работе внутри функций.

## [Лексическое окружение](https://learn.javascript.ru/closures" \l "лексическое-окружение)

Все переменные внутри функции – это свойства специального внутреннего объекта LexicalEnvironment, который создаётся при её запуске.

Мы будем называть этот объект «лексическое окружение» или просто «объект переменных».

При запуске функция создает объект LexicalEnvironment, записывает туда аргументы, функции и переменные. Процесс инициализации выполняется в том же порядке, что и для глобального объекта, который, вообще говоря, является частным случаем лексического окружения.

В отличие от window, объект LexicalEnvironment является внутренним, он скрыт от прямого доступа.

### [Пример](https://learn.javascript.ru/closures" \l "пример)

Посмотрим пример, чтобы лучше понимать, как это работает:

function sayHi(name) {

var phrase = "Привет, " + name;

alert( phrase );

}

sayHi('Вася');

При вызове функции:

1. До выполнения первой строчки её кода, на стадии инициализации, интерпретатор создает пустой объект LexicalEnvironment и заполняет его.

В данном случае туда попадает аргумент name и единственная переменная phrase:

function sayHi(name) {

// LexicalEnvironment = { name: 'Вася', phrase: undefined }

var phrase = "Привет, " + name;

alert( phrase );

}

sayHi('Вася');

1. Функция выполняется.

Во время выполнения происходит присвоение локальной переменной phrase, то есть, другими словами, присвоение свойству LexicalEnvironment.phrase нового значения:

function sayHi(name) {

// LexicalEnvironment = { name: 'Вася', phrase: undefined }

var phrase = "Привет, " + name;

// LexicalEnvironment = { name: 'Вася', phrase: 'Привет, Вася'}

alert( phrase );

}

sayHi('Вася');

1. В конце выполнения функции объект с переменными обычно выбрасывается и память очищается. В примерах выше так и происходит. Через некоторое время мы рассмотрим более сложные ситуации, при которых объект с переменными сохраняется и после завершения функции.

**Тонкости спецификации**

Если почитать спецификацию ECMA-262, то мы увидим, что речь идёт о двух объектах: VariableEnvironment и LexicalEnvironment.

Но там же замечено, что в реализациях эти два объекта могут быть объединены. Так что мы избегаем лишних деталей и используем везде термин LexicalEnvironment, это достаточно точно позволяет описать происходящее.

Более формальное описание находится в спецификации ECMA-262, секции 10.2-10.5 и 13.

## [Доступ ко внешним переменным](https://learn.javascript.ru/closures" \l "доступ-ко-внешним-переменным)

Из функции мы можем обратиться не только к локальной переменной, но и к внешней:

var userName = "Вася";

function sayHi() {

alert( userName ); // "Вася"

}

**Интерпретатор, при доступе к переменной, сначала пытается найти переменную в текущем LexicalEnvironment, а затем, если её нет – ищет во внешнем объекте переменных. В данном случае им является window.**

Такой порядок поиска возможен благодаря тому, что ссылка на внешний объект переменных хранится в специальном внутреннем свойстве функции, которое называется [[Scope]]. Это свойство закрыто от прямого доступа, но знание о нём очень важно для понимания того, как работает JavaScript.

**При создании функция получает скрытое свойство [[Scope]], которое ссылается на лексическое окружение, в котором она была создана.**

В примере выше таким окружением является window, так что создаётся свойство:

sayHi.[[Scope]] = window

Это свойство никогда не меняется. Оно всюду следует за функцией, привязывая её, таким образом, к месту своего рождения.

При запуске функции её объект переменных LexicalEnvironment получает ссылку на «внешнее лексическое окружение» со значением из [[Scope]].

Если переменная не найдена в функции – она будет искаться снаружи.

Именно благодаря этой механике в примере выше alert(userName) выводит внешнюю переменную. На уровне кода это выглядит как поиск во внешней области видимости, вне функции.

Если обобщить:

* Каждая функция при создании получает ссылку [[Scope]] на объект с переменными, в контексте которого была создана.
* При запуске функции создаётся новый объект с переменными LexicalEnvironment. Он получает ссылку на внешний объект переменных из [[Scope]].
* При поиске переменных он осуществляется сначала в текущем объекте переменных, а потом – по этой ссылке.

Выглядит настолько просто, что непонятно – зачем вообще говорить об этом [[Scope]], об объектах переменных. Сказали бы: «Функция читает переменные снаружи» – и всё. Но знание этих деталей позволит нам легко объяснить и понять более сложные ситуации, с которыми мы столкнёмся далее.

## [Всегда текущее значение](https://learn.javascript.ru/closures" \l "всегда-текущее-значение)

Значение переменной из внешней области берётся всегда текущее. Оно может быть уже не то, что было на момент создания функции.

Например, в коде ниже функция sayHi берёт phrase из внешней области:

var phrase = 'Привет';

function sayHi(name) {

alert(phrase + ', ' + name);

}

sayHi('Вася'); // Привет, Вася (\*)

phrase = 'Пока';

sayHi('Вася'); // Пока, Вася (\*\*)

На момент первого запуска (\*), переменная phrase имела значение 'Привет', а ко второму (\*\*)изменила его на 'Пока'.

Это естественно, ведь для доступа к внешней переменной функция по ссылке [[Scope]] обращается во внешний объект переменных и берёт то значение, которое там есть на момент обращения.

## [Вложенные функции](https://learn.javascript.ru/closures" \l "вложенные-функции)

Внутри функции можно объявлять не только локальные переменные, но и другие функции.

К примеру, вложенная функция может помочь лучше организовать код:

function sayHiBye(firstName, lastName) {

alert( "Привет, " + getFullName() );

alert( "Пока, " + getFullName() );

function getFullName() {

return firstName + " " + lastName;

}

}

sayHiBye("Вася", "Пупкин"); // Привет, Вася Пупкин ; Пока, Вася Пупкин

Здесь, для удобства, создана вспомогательная функция getFullName().

Вложенные функции получают [[Scope]] так же, как и глобальные. В нашем случае:

getFullName.[[Scope]] = объект переменных текущего запуска sayHiBye

Благодаря этому getFullName() получает снаружи firstName и lastName.

Заметим, что если переменная не найдена во внешнем объекте переменных, то она ищется в ещё более внешнем (через [[Scope]] внешней функции), то есть, такой пример тоже будет работать:

var phrase = 'Привет';

function say() {

function go() {

alert( phrase ); // найдёт переменную снаружи

}

go();

}

say();

## [Возврат функции](https://learn.javascript.ru/closures" \l "возврат-функции)

Рассмотрим более «продвинутый» вариант, при котором внутри одной функции создаётся другая и возвращается в качестве результата.

В разработке интерфейсов это совершенно стандартный приём, функция затем может назначаться как обработчик действий посетителя.

Здесь мы будем создавать функцию-счётчик, которая считает свои вызовы и возвращает их текущее число.

В примере ниже makeCounter создает такую функцию:

function makeCounter() {

var currentCount = 1;

return function() { // (\*\*)

return currentCount++;

};

}

var counter = makeCounter(); // (\*)

// каждый вызов увеличивает счётчик и возвращает результат

alert( counter() ); // 1

alert( counter() ); // 2

alert( counter() ); // 3

// создать другой счётчик, он будет независим от первого

var counter2 = makeCounter();

alert( counter2() ); // 1

Как видно, мы получили два независимых счётчика counter и counter2, каждый из которых незаметным снаружи образом сохраняет текущее количество вызовов.

Где? Конечно, во внешней переменной currentCount, которая у каждого счётчика своя.

Если подробнее описать происходящее:

1. В строке (\*) запускается makeCounter(). При этом создаётся LexicalEnvironment для переменных текущего вызова. В функции есть одна переменная var currentCount, которая станет свойством этого объекта. Она изначально инициализуется в undefined, затем, в процессе выполнения, получит значение 1:
2. function makeCounter() {
3. // LexicalEnvironment = { currentCount: undefined }
4. var currentCount = 1;
5. // LexicalEnvironment = { currentCount: 1 }
6. return function() { // [[Scope]] -> LexicalEnvironment (\*\*)
7. return currentCount++;
8. };
9. }

var counter = makeCounter(); // (\*)

1. В процессе выполнения makeCounter() создаёт функцию в строке (\*\*). При создании эта функция получает внутреннее свойство [[Scope]] со ссылкой на текущий LexicalEnvironment.
2. Далее вызов makeCounter() завершается и функция (\*\*) возвращается и сохраняется во внешней переменной counter (\*).

На этом создание «счётчика» завершено.

Итоговым значением, записанным в переменную counter, является функция:

function() { // [[Scope]] -> {currentCount: 1}

return currentCount++;

};

Возвращённая из makeCounter() функция counter помнит (через [[Scope]]) о том, в каком окружении была создана.

Это и используется для хранения текущего значения счётчика.

Далее, когда-нибудь, функция counter будет вызвана. Мы не знаем, когда это произойдёт. Может быть, прямо сейчас, но, вообще говоря, совсем не факт.

Эта функция состоит из одной строки: return currentCount++, ни переменных ни параметров в ней нет, поэтому её собственный объект переменных, для краткости назовём его LE – будет пуст.

Однако, у неё есть свойство [[Scope]], которое указывает на внешнее окружение. Чтобы увеличить и вернуть currentCount, интерпретатор ищет в текущем объекте переменных LE, не находит, затем идёт во внешний объект, там находит, изменяет и возвращает новое значение:

function makeCounter() {

var currentCount = 1;

return function() {

return currentCount++;

};

}

var counter = makeCounter(); // [[Scope]] -> {currentCount: 1}

alert( counter() ); // 1, [[Scope]] -> {currentCount: 1}

alert( counter() ); // 2, [[Scope]] -> {currentCount: 2}

alert( counter() ); // 3, [[Scope]] -> {currentCount: 3}

**Переменную во внешней области видимости можно не только читать, но и изменять.**

В примере выше было создано несколько счётчиков. Все они взаимно независимы:

var counter = makeCounter();

var counter2 = makeCounter();

alert( counter() ); // 1

alert( counter() ); // 2

alert( counter() ); // 3

alert( counter2() ); // 1, счётчики независимы

Они независимы, потому что при каждом запуске makeCounter создаётся свой объект переменных LexicalEnvironment, со своим свойством currentCount, на который новый счётчик получит ссылку [[Scope]].

## [Свойства функции](https://learn.javascript.ru/closures" \l "свойства-функции)

Функция в JavaScript является объектом, поэтому можно присваивать свойства прямо к ней, вот так:

function f() {}

f.test = 5;

alert( f.test );

Свойства функции не стоит путать с переменными и параметрами. Они совершенно никак не связаны. Переменные доступны только внутри функции, они создаются в процессе её выполнения. Это – использование функции «как функции».

А свойство у функции – доступно отовсюду и всегда. Это – использование функции «как объекта».

Если хочется привязать значение к функции, то можно им воспользоваться вместо внешних переменных.

В качестве демонстрации, перепишем пример со счётчиком:

function makeCounter() {

function counter() {

return counter.currentCount++;

};

counter.currentCount = 1;

return counter;

}

var counter = makeCounter();

alert( counter() ); // 1

alert( counter() ); // 2

При запуске пример работает также.

Принципиальная разница – во внутренней механике и в том, что свойство функции, в отличие от переменной из замыкания – общедоступно, к нему имеет доступ любой, у кого есть объект функции.

Например, можно взять и поменять счётчик из внешнего кода:

var counter = makeCounter();

alert( counter() ); // 1

counter.currentCount = 5;

alert( counter() ); // 5

**Статические переменные**

Иногда свойства, привязанные к функции, называют «статическими переменными».

В некоторых языках программирования можно объявлять переменную, которая сохраняет значение между вызовами функции. В JavaScript ближайший аналог – такое вот свойство функции.

## [Итого: замыкания](https://learn.javascript.ru/closures" \l "итого-замыкания)

[Замыкание](http://en.wikipedia.org/wiki/Closure_(computer_science)) – это функция вместе со всеми внешними переменными, которые ей доступны.

Таково стандартное определение, которое есть в Wikipedia и большинстве серьёзных источников по программированию. То есть, замыкание – это функция + внешние переменные.

Тем не менее, в JavaScript есть небольшая терминологическая особенность.

**Обычно, говоря «замыкание функции», подразумевают не саму эту функцию, а именно внешние переменные.**

Иногда говорят «переменная берётся из замыкания». Это означает – из внешнего объекта переменных.

**Что это такое – «понимать замыкания?»**

Иногда говорят «Вася молодец, понимает замыкания!». Что это такое – «понимать замыкания», какой смысл обычно вкладывают в эти слова?

«Понимать замыкания» в JavaScript означает понимать следующие вещи:

1. Все переменные и параметры функций являются свойствами объекта переменных LexicalEnvironment. Каждый запуск функции создает новый такой объект. На верхнем уровне им является «глобальный объект», в браузере – window.
2. При создании функция получает системное свойство [[Scope]], которое ссылается на LexicalEnvironment, в котором она была создана.
3. При вызове функции, куда бы её ни передали в коде – она будет искать переменные сначала у себя, а затем во внешних LexicalEnvironment с места своего «рождения».

В следующих главах мы углубим это понимание дополнительными примерами, а также рассмотрим, что происходит с памятью.

# [[Scope]] для new Function

## [Присвоение [[Scope]] для new Function](https://learn.javascript.ru/scope-new-function" \l "scope-Function)

Есть одно исключение из общего правила присвоения [[Scope]], которое мы рассматривали в предыдущей главе.

При создании функции с использованием new Function, её свойство [[Scope]] ссылается не на текущий LexicalEnvironment, а на window.

## [Пример](https://learn.javascript.ru/scope-new-function#пример)

Следующий пример демонстрирует как функция, созданная new Function, игнорирует внешнюю переменную a и выводит глобальную вместо неё:

var a = 1;

function getFunc() {

var a = 2;

var func = new Function('', 'alert(a)');

return func;

}

getFunc()(); // 1, из window

Сравним с обычным поведением:

var a = 1;

function getFunc() {

var a = 2;

var func = function() { alert(a); };

return func;

}

getFunc()(); // 2, из LexicalEnvironment функции getFunc

## [Почему так сделано?](https://learn.javascript.ru/scope-new-function" \l "почему-так-сделано)

**Продвинутые знания**

Содержимое этой секции содержит продвинутую информацию теоретического характера, которая прямо сейчас не обязательна для дальнейшего изучения JavaScript.

Эта особенность new Function, хоть и выглядит странно, на самом деле весьма полезна.

Представьте себе, что нам действительно нужно создать функцию из строки кода. Текст кода этой функции неизвестен на момент написания скрипта (иначе зачем new Function), но станет известен позже, например получен с сервера или из других источников данных.

Предположим, что этому коду надо будет взаимодействовать с внешними переменными основного скрипта.

Но проблема в том, что JavaScript при выкладывании на «боевой сервер» предварительно сжимается минификатором – специальной программой, которая уменьшает размер кода, убирая из него лишние комментарии, пробелы, что очень важно – переименовывает локальные переменные на более короткие.

То есть, если внутри функции есть var userName, то минификатор заменит её на var a (или другую букву, чтобы не было конфликта), предполагая, что так как переменная видна только внутри функции, то этого всё равно никто не заметит, а код станет короче. И обычно проблем нет.

…Но если бы new Function могла обращаться к внешним переменным, то при попытке доступа к userName в сжатом коде была бы ошибка, так как минификатор переименовал её.

**Получается, что даже если бы мы захотели использовать локальные переменные в new Function, то после сжатия были бы проблемы, так как минификатор переименовывает локальные переменные.**

Описанная особенность new Function просто-таки спасает нас от ошибок.

Ну а если внутри функции, создаваемой через new Function, всё же нужно использовать какие-то данные – без проблем, нужно всего лишь предусмотреть соответствующие параметры и передавать их явным образом, например так:

var sum = new Function('a, b', ' return a + b; ');

var a = 1, b = 2;

alert( sum(a, b) ); // 3

## [Итого](https://learn.javascript.ru/scope-new-function#итого)

* Функции, создаваемые через new Function, имеют значением [[Scope]] не внешний объект переменных, а window.
* Следствие – такие функции не могут использовать замыкание. Но это хорошо, так как бережёт от ошибок проектирования, да и при сжатии JavaScript проблем не будет. Если же внешние переменные реально нужны – их можно передать в качестве параметров.

# Локальные переменные для объекта

Замыкания можно использовать сотнями способов. Иногда люди сами не замечают, что использовали замыкания – настолько это просто и естественно.

В этой главе мы рассмотрим дополнительные примеры использования замыканий и задачи на эту тему.

## [Счётчик-объект](https://learn.javascript.ru/closures-usage" \l "счётчик-объект)

Ранее мы сделали счётчик.

Напомню, как он выглядел:

function makeCounter() {

var currentCount = 1;

return function() {

return currentCount++;

};

}

var counter = makeCounter();

// каждый вызов возвращает результат, увеличивая счётчик

alert( counter() ); // 1

alert( counter() ); // 2

alert( counter() ); // 3

Счётчик получился вполне рабочий, но вот только возможностей ему не хватает. Хорошо бы, чтобы можно было сбрасывать значение счётчика или начинать отсчёт с другого значения вместо 1 или… Да много чего можно захотеть от простого счётчика и, тем более, в более сложных проектах.

**Чтобы добавить счётчику возможностей – перейдём с функции на полноценный объект:**

function makeCounter() {

var currentCount = 1;

return { // возвратим объект вместо функции

getNext: function() {

return currentCount++;

},

set: function(value) {

currentCount = value;

},

reset: function() {

currentCount = 1;

}

};

}

var counter = makeCounter();

alert( counter.getNext() ); // 1

alert( counter.getNext() ); // 2

counter.set(5);

alert( counter.getNext() ); // 5

Теперь функция makeCounter возвращает не одну функцию, а объект с несколькими методами:

* getNext() – получить следующее значение, то, что раньше делал вызов counter().
* set(value) – поставить значение.
* reset() – обнулить счётчик.

Все они получают ссылку [[Scope]] на текущий (внешний) объект переменных. Поэтому вызов любого из этих методов будет получать или модифицировать одно и то же внешнее значение currentCount.

## [Объект счётчика + функция](https://learn.javascript.ru/closures-usage" \l "объект-счётчика-функция)

Изначально, счётчик делался функцией во многом ради красивого вызова: counter(), который увеличивал значение и возвращал результат.

К сожалению, при переходе на объект короткий вызов пропал, вместо него теперь counter.getNext(). Но он ведь был таким простым и удобным…

Поэтому давайте вернём его!

function makeCounter() {

var currentCount = 1;

// возвращаемся к функции

function counter() {

return currentCount++;

}

// ...и добавляем ей методы!

counter.set = function(value) {

currentCount = value;

};

counter.reset = function() {

currentCount = 1;

};

return counter;

}

var counter = makeCounter();

alert( counter() ); // 1

alert( counter() ); // 2

counter.set(5);

alert( counter() ); // 5

Красиво, не правда ли? Получился полноценный объект, который можно вдобавок ещё и вызывать.

Этот трюк часто используется при разработке JavaScript-библиотек. Например, популярная библиотека [jQuery](http://jquery.com/) предоставляет глобальную переменную с именем [jQuery](http://api.jquery.com/jQuery/) (доступна также под коротким именем $), которая с одной стороны является функцией и может вызываться как jQuery(...), а с другой – у неё есть различные методы, например jQuery.type(123) возвращает тип аргумента.

Далее вы найдёте различные задачи на понимание замыканий. Рекомендуется их сделать самостоятельно.

# Модули через замыкания

Приём программирования «модуль» имеет громадное количество вариаций. Он немного похож на счётчик, который мы рассматривали ранее, использует аналогичный приём, но на уровне выше.

Его цель – скрыть внутренние детали реализации скрипта. В том числе: временные переменные, константы, вспомогательные мини-функции и т.п.

## [Зачем нужен модуль?](https://learn.javascript.ru/closures-module" \l "зачем-нужен-модуль)

Допустим, мы хотим разработать скрипт, который делает что-то полезное на странице.

Умея работать со страницей, мы могли бы сделать много чего, но так как пока этого не было (скоро научимся), то пусть скрипт просто выводит сообщение:

Файл hello.js

// глобальная переменная нашего скрипта

var message = "Привет";

// функция для вывода этой переменной

function showMessage() {

alert( message );

}

// выводим сообщение

showMessage();

У этого скрипта есть свои внутренние переменные и функции.

В данном случае это message и showMessage.

Предположим, что мы хотели бы распространять этот скрипт в виде библиотеки. Каждый, кто хочет, чтобы посетителям выдавалось «Привет» – может просто подключить этот скрипт. Достаточно скачать и подключить, например, как внешний файл hello.js – и готово.

**Если подключить подобный скрипт к странице «как есть», то возможен конфликт с переменными, которые она использует.**

То есть, при подключении к такой странице он её «сломает»:

<script>

var message = "Пожалуйста, нажмите на кнопку";

</script>

<script src="hello.js"></script>

<button>Кнопка</button>

<script>

// ожидается сообщение из переменной выше...

alert( message ); // но на самом деле будет выведено "Привет"

</script>

[открыть в песочнице](http://plnkr.co/edit/EXjWz8rYIduCMVSKf3rJ?p=preview)

Автор страницы ожидает, что библиотека "hello.js" просто отработает, без побочных эффектов. А она вместе с этим переопределила message в "Привет".

Если же убрать скрипт hello.js, то страница будет выводить правильное сообщение.

Зная внутреннее устройство hello.js нам, конечно, понятно, что проблема возникла потому, что переменная message из скрипта hello.js перезаписала объявленную на странице.

## [Приём проектирования «Модуль»](https://learn.javascript.ru/closures-module" \l "приём-проектирования-модуль)

Чтобы проблемы не было, всего-то нужно, чтобы у скрипта была своя собственная область видимости, чтобы его переменные не попали на страницу.

Для этого мы завернём всё его содержимое в функцию, которую тут же запустим.

Файл hello.js, оформленный как модуль:

(function() {

// глобальная переменная нашего скрипта

var message = "Привет";

// функция для вывода этой переменной

function showMessage() {

alert( message );

}

// выводим сообщение

showMessage();

})();

[открыть в песочнице](http://plnkr.co/edit/ULYeG4f5Q3tEDx0faTPr?p=preview)

Этот скрипт при подключении к той же странице будет работать корректно.

Будет выводиться «Привет», а затем «Пожалуйста, нажмите на кнопку».

### [Зачем скобки вокруг функции?](https://learn.javascript.ru/closures-module" \l "зачем-скобки-вокруг-функции)

В примере выше объявление модуля выглядит так:

(function() {

alert( "объявляем локальные переменные, функции, работаем" );

// ...

}());

В начале и в конце стоят скобки, так как иначе была бы ошибка.

Вот, для сравнения, неверный вариант:

function() {

// будет ошибка

}();

Ошибка при его запуске произойдет потому, что браузер, видя ключевое слово function в основном потоке кода, попытается прочитать Function Declaration, а здесь имени нет.

Впрочем, даже если имя поставить, то работать тоже не будет:

function work() {

// ...

}(); // syntax error

**Дело в том, что «на месте» разрешено вызывать только Function Expression.**

Общее правило таково:

* Если браузер видит function в основном потоке кода – он считает, что это Function Declaration.
* Если же function идёт в составе более сложного выражения, то он считает, что это Function Expression.

Для этого и нужны скобки – показать, что у нас Function Expression, который по правилам JavaScript можно вызвать «на месте».

Можно показать это другим способом, например поставив перед функцией оператор:

+function() {

alert('Вызов на месте');

}();

!function() {

alert('Так тоже будет работать');

}();

## [Экспорт значения](https://learn.javascript.ru/closures-module" \l "экспорт-значения)

Приём «модуль» используется почти во всех современных библиотеках.

Ведь что такое библиотека? Это полезные функции, ради которых её подключают, плюс временные переменные и вспомогательные функции, которые библиотека использует внутри себя.

Посмотрим, к примеру, на библиотеку [Lodash](http://lodash.com/), хотя могли бы и [jQuery](http://jquery.com/), там почти то же самое.

Если её подключить, то появится специальная переменная lodash (короткое имя \_), которую можно использовать как функцию, и кроме того в неё записаны различные полезные свойства, например:

* \_.defaults(src, dst1, dst2...) – копирует в объект src те свойства из объектов dst1, dst2 и других, которых там нет.
* \_.cloneDeep(obj) – делает глубокое копирование объекта obj, создавая полностью независимый клон.
* \_.size(obj) – возвращает количество свойств в объекте, полиморфная функция: можно передать массив или даже 1 значение.

Есть и много других функций, подробнее описанных в [документации](https://lodash.com/docs).

Пример использования:

<p>Подключим библиотеку</p>

<script src="https://cdnjs.cloudflare.com/ajax/libs/lodash.js/4.3.0/lodash.js"></script>

<p>Функция <code>\_.defaults()</code> добавляет отсутствующие свойства.</p>

<script>

var user = {

name: 'Вася'

};

\_.defaults(user, {

name: 'Не указано',

employer: 'Не указан'

});

alert( user.name ); // Вася

alert( user.employer ); // Не указан

alert( \_.size(user) ); // 2

</script>

Здесь нам не важно, какие функции или методы библиотеки используются, нас интересует именно как описана эта библиотека, как в ней применяется приём «модуль».

Вот примерная выдержка из исходного файла:

;(function() {

// lodash - основная функция для библиотеки

function lodash(value) {

// ...

}

// вспомогательная переменная

var version = '2.4.1';

// ... другие вспомогательные переменные и функции

// код функции size, пока что доступен только внутри

function size(collection) {

return Object.keys(collection).length;

}

// присвоим в lodash size и другие функции, которые нужно вынести из модуля

lodash.size = size

// lodash.defaults = ...

// lodash.cloneDeep = ...

// "экспортировать" lodash наружу из модуля

window.\_ = lodash; // в оригинальном коде здесь сложнее, но смысл тот же

}());

Внутри внешней функции:

1. Происходит что угодно, объявляются свои локальные переменные, функции.
2. В window выносится то, что нужно снаружи.

Технически, мы могли бы вынести в window не только lodash, но и вообще все объекты и функции. На практике, как раз наоборот, всё прячут внутри модуля, глобальную область во избежание конфликтов хранят максимально чистой.

**Зачем точка с запятой в начале?**

В начале кода выше находится точка с запятой ; – это не опечатка, а особая «защита от дураков».

Если получится, что несколько JS-файлов объединены в один (и, скорее всего, сжаты минификатором, но это не важно), и программист забыл поставить точку с запятой, то будет ошибка.

Например, первый файл a.js:

var a = 5

Второй файл lib.js:

(function() {

// без точки с запятой в начале

})()

После объединения в один файл:

var a = 5

// библиотека

(function() {

// ...

})();

При запуске будет ошибка, потому что интерпретатор перед скобкой сам не вставит точку с запятой. Он просто поймёт код как var a = 5(function ...), то есть пытается вызвать число 5 как функцию.

Таковы правила языка, и поэтому рекомендуется явно ставить точку с запятой. В данном случае автор lodash ставит ; перед функцией, чтобы предупредить эту ошибку.

## [Экспорт через return](https://learn.javascript.ru/closures-module" \l "экспорт-через-return)

Можно оформить модуль и чуть по-другому, например передать значение через return:

var lodash = (function() {

var version;

function assignDefaults() { ... }

return {

defaults: function() { }

}

})();

Здесь, кстати, скобки вокруг внешней function() { ... } не обязательны, ведь функция и так объявлена внутри выражения присваивания, а значит – является Function Expression.

Тем не менее, лучше их ставить, для улучшения читаемости кода, чтобы было сразу видно, что это не простое присвоение функции.

## [Итого](https://learn.javascript.ru/closures-module#итого)

Модуль при помощи замыканий – это оборачивание пакета функционала в единую внешнюю функцию, которая тут же выполняется.

Все функции модуля будут иметь доступ к другим переменным и внутренним функциям этого же модуля через замыкание.

Например, defaults из примера выше имеет доступ к assignDefaults.

Но снаружи программист, использующий модуль, может обращаться напрямую только к тем переменным и функциям, которые экспортированы. Благодаря этому будут скрыты внутренние аспекты реализации, которые нужны только разработчику модуля.

Можно придумать и много других вариаций такого подхода. В конце концов, «модуль» – это всего лишь функция-обёртка для скрытия переменных.

# Управление памятью в JavaScript

Управление памятью в JavaScript обычно происходит незаметно. Мы создаём примитивы, объекты, функции… Всё это занимает память.

Что происходит с объектом, когда он становится «не нужен»? Возможно ли «переполнение» памяти? Для ответа на эти вопросы – залезем «под капот» интерпретатора.

## [Управление памятью в JavaScript](https://learn.javascript.ru/memory-management" \l "управление-памятью-в-javascript)

Главной концепцией управления памятью в JavaScript является принцип достижимости (англ. reachability).

1. Определённое множество значений считается достижимым изначально, в частности:

* Значения, ссылки на которые содержатся в стеке вызова, то есть – все локальные переменные и параметры функций, которые в настоящий момент выполняются или находятся в ожидании окончания вложенного вызова.
* Все глобальные переменные.

Эти значения гарантированно хранятся в памяти. Мы будем называть их корнями.

1. **Любое другое значение сохраняется в памяти лишь до тех пор, пока доступно из корня по ссылке или цепочке ссылок.**

Для очистки памяти от недостижимых значений в браузерах используется автоматический [Сборщик мусора](https://en.wikipedia.org/wiki/Garbage_collection_(computer_science)) (англ. Garbage collection, GC), встроенный в интерпретатор, который наблюдает за объектами и время от времени удаляет недостижимые.

Самая простая ситуация здесь с примитивами. При присвоении они копируются целиком, ссылок на них не создаётся, так что если в переменной была одна строка, а её заменили на другую, то предыдущую можно смело выбросить.

Именно объекты требуют специального «сборщика мусора», который наблюдает за ссылками, так как на один объект может быть много ссылок из разных переменных и, при перезаписи одной из них, объект может быть всё ещё доступен из другой.

Далее мы посмотрим ряд примеров, которые помогут в этом разобраться.

### [Достижимость и наличие ссылок](https://learn.javascript.ru/memory-management" \l "достижимость-и-наличие-ссылок)

Есть одно упрощение для работы с памятью: «значение остаётся в памяти, пока на него есть хотя бы одна ссылка».

Но такое упрощение будет верным лишь в одну сторону.

* **Верно – в том плане, что если ссылок на значение нет, то память из-под него очищается.**

Например, была создана ссылка в переменной, и эту переменную тут же перезаписали:

var user = {

name: "Вася"

};

user = null;

Теперь объект { name: "Вася" } более недоступен. Память будет освобождена.

* **Неверно – в другую сторону: наличие ссылки не гарантирует, что значение останется в памяти.**

Такая ситуация возникает с объектами, которые ссылаются друг на друга:

var vasya = {};

var petya = {};

vasya.friend = petya;

petya.friend = vasya;

vasya = petya = null;

Несмотря на то, что на объекты vasya, petya ссылаются друг на друга через ссылку friend, то есть можно сказать, что на каждый из них есть ссылка, последняя строка делает эти объекты в совокупности недостижимыми.

Поэтому они будут удалены из памяти.

Здесь как раз и играет роль «достижимость» – оба этих объекта становятся недостижимы из корней, в первую очередь, из глобальной области, стека.

[Сборщик мусора](https://ru.wikipedia.org/wiki/%D0%A1%D0%B1%D0%BE%D1%80%D0%BA%D0%B0_%D0%BC%D1%83%D1%81%D0%BE%D1%80%D0%B0_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) отслеживает такие ситуации и очищает память.

## [Алгоритм сборки мусора](https://learn.javascript.ru/memory-management" \l "алгоритм-сборки-мусора)

Сборщик мусора идёт от корня по ссылкам и запоминает все найденные объекты. По окончанию – он смотрит, какие объекты в нём отсутствуют и удаляет их.

Например, рассмотрим пример объекта «семья»:

function marry(man, woman) {

woman.husband = man;

man.wife = woman;

return {

father: man,

mother: woman

}

}

var family = marry({

name: "Василий"

}, {

name: "Мария"

});

Функция marry принимает два объекта, даёт им ссылки друг на друга и возвращает третий, содержащий ссылки на оба.

Получившийся объект family можно изобразить так:
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Здесь стрелочками показаны ссылки, а вот свойство name ссылкой не является, там хранится примитив, поэтому оно внутри самого объекта.

Чтобы запустить сборщик мусора, удалим две ссылки:

delete family.father;

delete family.mother.husband;

Обратим внимание, удаление только одной из этих ссылок ни к чему бы не привело. Пока до объекта можно добраться из корня window, объект остаётся жив.

А если две, то получается, что от бывшего family.father ссылки выходят, но в него – ни одна не идёт:
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**Совершенно неважно, что из объекта выходят какие-то ссылки, они не влияют на достижимость этого объекта.**

Бывший family.father стал недостижимым и будет удалён вместе со своими данными, которые также более недоступны из программы.
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А теперь – рассмотрим более сложный случай. Что будет, если удалить главную ссылку family?

Исходный объект – тот же, что и в начале, а затем:

window.family = null;

Результат:
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Как видим, объекты в конструкции всё ещё связаны между собой. Однако, поиск от корня их не находит, они не достижимы, и значит сборщик мусора удалит их из памяти.

**Оптимизации**

Проблема описанного алгоритма – в больших задержках. Если объектов много, то на поиск всех достижимых уйдёт довольно много времени. А ведь выполнение скрипта при этом должно быть остановлено, уже просканированные объекты не должны поменяться до окончания процесса. Получаются небольшие, но неприятные паузы-зависания в работе скрипта.

Поэтому современные интерпретаторы применяют различные оптимизации.

Самая частая – это деление объектов на два вида «старые» и «новые». Для каждого типа выделяется своя область памяти. Каждый объект создаётся в «новой» области и, если прожил достаточно долго, мигрирует в старую. «Новая» область обычно небольшая. Она очищается часто. «Старая» – редко.

На практике получается эффективно, обычно большинство объектов создаются и умирают почти сразу, к примеру, служа локальными переменными функции:

function showTime() {

alert( new Date() ); // этот объект будет создан и умрёт сразу

}

Если вы знаете низкоуровневые языки программирования, то более подробно об организации сборки мусора в V8 можно почитать, например, в статье [A tour of V8: Garbage Collection](http://jayconrod.com/posts/55/a-tour-of-v8-garbage-collection).

## [Замыкания](https://learn.javascript.ru/memory-management" \l "замыкания)

Объекты переменных, о которых шла речь ранее, в главе про замыкания, также подвержены сборке мусора. Они следуют тем же правилам, что и обычные объекты.

Объект переменных внешней функции существует в памяти до тех пор, пока существует хоть одна внутренняя функция, ссылающаяся на него через свойство [[Scope]].

Например:

* Обычно объект переменных удаляется по завершении работы функции. Даже если в нём есть объявление внутренней функции:
* function f() {
* var value = 123;
* function g() {} // g видна только изнутри
* }

f();

В коде выше value и g являются свойствами объекта переменных. Во время выполнения f() её объект переменных находится в текущем стеке выполнения, поэтому жив. По окончанию, он станет недостижимым и будет убран из памяти вместе с остальными локальными переменными.

* …А вот в этом случае лексическое окружение, включая переменную value, будет сохранено:
* function f() {
* var value = 123;
* function g() {}
* return g;
* }

var g = f(); // функция g будет жить и сохранит ссылку на объект переменных

В скрытом свойстве g.[[Scope]] находится ссылка на объект переменных, в котором была создана g. Поэтому этот объект переменных останется в памяти, а в нём – и value.

* Если f() будет вызываться много раз, а полученные функции будут сохраняться, например, складываться в массив, то будут сохраняться и объекты LexicalEnvironment с соответствующими значениями value:
* function f() {
* var value = Math.random();
* return function() {};
* }
* // 3 функции, каждая ссылается на свой объект переменных,
* // каждый со своим значением value

var arr = [f(), f(), f()];

* Объект LexicalEnvironment живёт ровно до тех пор, пока на него существуют ссылки. В коде ниже после удаления ссылки на g умирает:
* function f() {
* var value = 123;
* function g() {}
* return g;
* }
* var g = f(); // функция g жива
* // а значит в памяти остается соответствующий объект переменных f()

g = null; // ..а вот теперь память будет очищена

### [Оптимизация в V8 и её последствия](https://learn.javascript.ru/memory-management" \l "оптимизация-в-v8-и-её-последствия)

Современные JS-движки делают оптимизации замыканий по памяти. Они анализируют использование переменных и в случае, когда переменная из замыкания абсолютно точно не используется, удаляют её.

В коде выше переменная value никак не используется. Поэтому она будет удалена из памяти.

**Важный побочный эффект в V8 (Chrome, Opera) состоит в том, что удалённая переменная станет недоступна и при отладке!**

Попробуйте запустить пример ниже с открытой консолью Chrome. Когда он остановится, в консоли наберите alert(value).

function f() {

var value = Math.random();

function g() {

debugger; // выполните в консоли alert( value ); Нет такой переменной!

}

return g;

}

var g = f();

g();

Как вы могли увидеть – нет такой переменной! Недоступна она изнутри g. Интерпретатор решил, что она нам не понадобится и удалил.

Это может привести к забавным казусам при отладке, вплоть до того что вместо этой переменной будет другая, внешняя:

var value = "Сюрприз";

function f() {

var value = "самое близкое значение";

function g() {

debugger; // выполните в консоли alert( value ); Сюрприз!

}

return g;

}

var g = f();

g();

**Ещё увидимся**

Об этой особенности важно знать. Если вы отлаживаете под Chrome/Opera, то наверняка рано или поздно с ней встретитесь!

Это не глюк отладчика, а особенность работы V8, которая, возможно, будет когда-нибудь изменена. Вы всегда сможете проверить, не изменилось ли чего, запустив примеры на этой странице.

## [Влияние управления памятью на скорость](https://learn.javascript.ru/memory-management" \l "влияние-управления-памятью-на-скорость)

На создание новых объектов и их удаление тратится время. Это важно иметь в виду в случае, когда важна производительность.

В качестве примера рассмотрим рекурсию. При вложенных вызовах каждый раз создаётся новый объект с переменными и помещается в стек. Потом память из-под него нужно очистить. Поэтому рекурсивный код будет всегда медленнее использующего цикл, но насколько?

Пример ниже тестирует сложение чисел до данного через рекурсию по сравнению с обычным циклом:

function sumTo(n) { // обычный цикл 1+2+...+n

var result = 0;

for (var i = 1; i <= n; i++) {

result += i;

}

return result;

}

function sumToRec(n) { // рекурсия sumToRec(n) = n+SumToRec(n-1)

return n == 1 ? 1 : n + sumToRec(n - 1);

}

var timeLoop = performance.now();

for (var i = 1; i < 1000; i++) sumTo(1000); // цикл

timeLoop = performance.now() - timeLoop;

var timeRecursion = performance.now();

for (var i = 1; i < 1000; i++) sumToRec(1000); // рекурсия

timeRecursion = performance.now() - timeRecursion;

alert( "Разница в " + (timeRecursion / timeLoop) + " раз" );

Различие в скорости на таком примере может составлять, в зависимости от интерпретатора, 2-10 раз.

Вообще, этот пример – не показателен. Ещё раз обращаю ваше внимание на то, что такие искусственные «микротесты» часто врут. Правильно их делать – отдельная наука, которая выходит за рамки этой главы. Но и на практике ускорение в 2-10 раз оптимизацией по количеству объектов (и вообще, любых значений) – отнюдь не миф, а вполне достижимо.

В реальной жизни в большинстве ситуаций такая оптимизация несущественна, просто потому что «JavaScript и так достаточно быстр». Но она может быть эффективной для «узких мест» кода.

# Устаревшая конструкция "with"

Конструкция with позволяет использовать в качестве области видимости для переменных произвольный объект.

В современном JavaScript от этой конструкции отказались. С use strict она не работает, но её ещё можно найти в старом коде, так что стоит познакомиться с ней, чтобы если что – понимать, о чём речь.

Синтаксис:

with(obj) {

...код...

}

Любое обращение к переменной внутри with сначала ищет её среди свойств obj, а только потом – вне with.

## [Пример](https://learn.javascript.ru/with#пример)

В примере ниже переменная будет взята не из глобальной области, а из obj:

var a = 5;

var obj = {

a: 10

};

with(obj) {

alert( a ); // 10, из obj

}

Попробуем получить переменную, которой в obj нет:

var b = 1;

var obj = {

a: 10

};

with(obj) {

alert( b ); // 1, из window

}

Здесь интерпретатор сначала проверяет наличие obj.b, не находит и идет вне with.

Особенно забавно выглядит применение вложенных with:

var obj = {

weight: 10,

size: {

width: 5,

height: 7

}

};

with(obj) {

with(size) { // size будет взят из obj

alert( width \* height / weight ); // width,height из size, weight из obj

}

}

Свойства из разных объектов используются как обычные переменные… Магия! Порядок поиска переменных в выделенном коде: size => obj => window.

## [Изменения переменной](https://learn.javascript.ru/with" \l "изменения-переменной)

При использовании with, как и во вложенных функциях – переменная изменяется в той области, где была найдена.

Например:

var obj = {

a: 10

}

with(obj) {

a = 20;

}

alert( obj.a ); // 20, переменная была изменена в объекте

## [Почему отказались от with?](https://learn.javascript.ru/with" \l "почему-отказались-от-with)

Есть несколько причин.

1. В современном стандарте JavaScript отказались от with, потому что конструкция with подвержена ошибкам и непрозрачна.

Проблемы возникают в том случае, когда в with(obj) присваивается переменная, которая по замыслу должна быть в свойствах obj, но ее там нет.

Например:

var obj = {

weight: 10

};

with(obj) {

weight = 20; // (1)

size = 35; // (2)

}

alert( obj.size );

alert( window.size );

В строке (2) присваивается свойство, отсутствующее в obj. В результате интерпретатор, не найдя его, создает новую глобальную переменную window.size.

Такие ошибки редки, но очень сложны в отладке, особенно если size изменилась не в window, а где-нибудь во внешнем LexicalEnvironment.

1. Еще одна причина – алгоритмы сжатия JavaScript не любят with. Перед выкладкой на сервер JavaScript сжимают. Для этого есть много инструментов, например [Closure Compiler](http://code.google.com/intl/ru-RU/closure/compiler/) и [UglifyJS](https://github.com/mishoo/UglifyJS). Обычно они переименовывают локальные переменные в более короткие имена, но не свойства объектов. С конструкцией with до запуска кода непонятно – откуда будет взята переменная. Поэтому выходит, что, на всякий случай (если это свойство), лучше её не переименовывать. Таким образом, качество сжатия кода страдает.
2. Ну и, наконец, производительность – усложнение поиска переменной из-за with влечет дополнительные накладные расходы.

Современные движки применяют много внутренних оптимизаций, ряд которых не могут быть применены к коду, в котором есть with.

Вот, к примеру, запустите этот код в современном браузере. Производительность функции fastсущественно отличается slow с пустым(!) with. И дело тут именно в with, т.к. наличие этой конструкции препятствует оптимизации.

var i = 0;

function fast() {

i++;

}

function slow() {

with(i) {}

i++;

}

var time = performance.now();

while (i < 1000000) fast();

alert( "Без with: " + (performance.now() - time) );

var time = performance.now();

i = 0;

while (i < 1000000) slow();

alert( "С with: " + (performance.now() - time) );

### [Замена with](https://learn.javascript.ru/with" \l "замена-with)

Вместо with рекомендуется использовать временную переменную, например:

/\* вместо

with(elem.style) {

top = '10px';

left = '20px';

}

\*/

var s = elem.style;

s.top = '10px';

s.left = '0';

Это не так элегантно, но убирает лишний уровень вложенности и абсолютно точно понятно, что будет происходить и куда присвоятся свойства.

## [Итого](https://learn.javascript.ru/with#итого)

* Конструкция with(obj) { ... } использует obj как дополнительную область видимости. Все переменные, к которым идет обращение внутри блока, сначала ищутся в obj.
* Конструкция with устарела и не рекомендуется по ряду причин. Избегайте её.

# Методы объектов и контекст вызова

Начинаем изучать объектно-ориентированную разработку – как работают объекты и функции, что такое контекст вызова и способы его передачи.

1. [Методы объектов, this](https://learn.javascript.ru/object-methods)
2. [Преобразование объектов: toString и valueOf](https://learn.javascript.ru/object-conversion)
3. [Создание объектов через "new"](https://learn.javascript.ru/constructor-new)
4. [Дескрипторы, геттеры и сеттеры свойств](https://learn.javascript.ru/descriptors-getters-setters)
5. [Статические и фабричные методы](https://learn.javascript.ru/static-properties-and-methods)
6. [Явное указание this: "call", "apply"](https://learn.javascript.ru/call-apply)
7. [Привязка контекста и карринг: "bind"](https://learn.javascript.ru/bind)
8. [Функции-обёртки, декораторы](https://learn.javascript.ru/decorators)

# Методы объектов, this

До этого мы говорили об объекте лишь как о хранилище значений. Теперь пойдём дальше и поговорим об объектах как о сущностях со своими функциями («методами»).

## [Методы у объектов](https://learn.javascript.ru/object-methods" \l "методы-у-объектов)

При объявлении объекта можно указать свойство-функцию, например:

var user = {

name: 'Василий',

// метод

sayHi: function() {

alert( 'Привет!' );

}

};

// Вызов

user.sayHi();

Свойства-функции называют «методами» объектов. Их можно добавлять и удалять в любой момент, в том числе и явным присваиванием:

var user = {

name: 'Василий'

};

user.sayHi = function() { // присвоили метод после создания объекта

alert('Привет!');

};

// Вызов метода:

user.sayHi();

## [Доступ к объекту через this](https://learn.javascript.ru/object-methods" \l "доступ-к-объекту-через-this)

Для полноценной работы метод должен иметь доступ к данным объекта. В частности, вызов user.sayHi()может захотеть вывести имя пользователя.

**Для доступа к текущему объекту из метода используется ключевое слово this**.

Значением this является объект перед «точкой», в контексте которого вызван метод, например:

var user = {

name: 'Василий',

sayHi: function() {

alert( this.name );

}

};

user.sayHi(); // sayHi в контексте user

Здесь при выполнении функции user.sayHi() в this будет храниться ссылка на текущий объект user.

Вместо this внутри sayHi можно было бы обратиться к объекту, используя переменную user:

...

sayHi: function() {

alert( user.name );

}

...

…Однако, такое решение нестабильно. Если мы решим скопировать объект в другую переменную, например admin = user, а в переменную user записать что-то другое – обращение будет совсем не по адресу:

var user = {

name: 'Василий',

sayHi: function() {

alert( user.name ); // приведёт к ошибке

}

};

var admin = user;

user = null;

admin.sayHi(); // упс! внутри sayHi обращение по старому имени, ошибка!

Использование this гарантирует, что функция работает именно с тем объектом, в контексте которого вызвана.

Через this метод может не только обратиться к любому свойству объекта, но и передать куда-то ссылку на сам объект целиком:

var user = {

name: 'Василий',

sayHi: function() {

showName(this); // передать текущий объект в showName

}

};

function showName(namedObj) {

alert( namedObj.name );

}

user.sayHi(); // Василий

## [Подробнее про this](https://learn.javascript.ru/object-methods" \l "подробнее-про-this)

Любая функция может иметь в себе this. Совершенно неважно, объявлена ли она в объекте или отдельно от него.

Значение this называется контекстом вызова и будет определено в момент вызова функции.

Например, такая функция, объявленная без объекта, вполне допустима:

function sayHi() {

alert( this.firstName );

}

Эта функция ещё не знает, каким будет this. Это выяснится при выполнении программы.

**Если одну и ту же функцию запускать в контексте разных объектов, она будет получать разный this:**

var user = { firstName: "Вася" };

var admin = { firstName: "Админ" };

function func() {

alert( this.firstName );

}

user.f = func;

admin.g = func;

// this равен объекту перед точкой:

user.f(); // Вася

admin.g(); // Админ

admin['g'](); // Админ (не важно, доступ к объекту через точку или квадратные скобки)

Итак, значение this не зависит от того, как функция была создана, оно определяется исключительно в момент вызова.

## [Значение this при вызове без контекста](https://learn.javascript.ru/object-methods" \l "значение-this-при-вызове-без-контекста)

Если функция использует this – это подразумевает работу с объектом. Но и прямой вызов func()технически возможен.

Как правило, такая ситуация возникает при ошибке в разработке.

При этом this получает значение window, глобального объекта:

function func() {

alert( this ); // выведет [object Window] или [object global]

}

func();

Таково поведение в старом стандарте.

А в режиме use strict вместо глобального объекта this будет undefined:

function func() {

"use strict";

alert( this ); // выведет undefined (кроме IE9-)

}

func();

Обычно если в функции используется this, то она, всё же, служит для вызова в контексте объекта, так что такая ситуация – скорее исключение.

## [Ссылочный тип](https://learn.javascript.ru/object-methods" \l "ссылочный-тип)

Контекст this никак не привязан к функции, даже если она создана в объявлении объекта. Чтобы thisпередался, нужно вызвать функцию именно через точку (или квадратные скобки).

Любой более хитрый вызов приведёт к потере контекста, например:

var user = {

name: "Вася",

hi: function() { alert(this.name); },

bye: function() { alert("Пока"); }

};

user.hi(); // Вася (простой вызов работает)

// а теперь вызовем user.hi или user.bye в зависимости от имени

(user.name == "Вася" ? user.hi : user.bye)(); // undefined

В последней строке примера метод получен в результате выполнения тернарного оператора и тут же вызван. Но this при этом теряется.

Если хочется понять, почему, то причина кроется в деталях работы вызова obj.method().

Он ведь, на самом деле, состоит из двух независимых операций: точка . – получение свойства и скобки () – его вызов (предполагается, что это функция).

Функция, как мы говорили раньше, сама по себе не запоминает контекст. Чтобы «донести его» до скобок, JavaScript применяет «финт ушами» – точка возвращает не функцию, а значение специального «ссылочного» типа [Reference Type](https://people.mozilla.org/~jorendorff/es6-draft.html#sec-reference-specification-type).

Этот тип представляет собой связку «base-name-strict», где:

* base – как раз объект,
* name – имя свойства,
* strict – вспомогательный флаг для передачи use strict.

То есть, ссылочный тип (Reference Type) – это своеобразное «три-в-одном». Он существует исключительно для целей спецификации, мы его не видим, поскольку любой оператор тут же от него избавляется:

* Скобки () получают из base значение свойства name и вызывают в контексте base.
* Другие операторы получают из base значение свойства name и используют, а остальные компоненты игнорируют.

Поэтому любая операция над результатом операции получения свойства, кроме вызова, приводит к потере контекста.

Аналогично работает и получение свойства через квадратные скобки obj[method].

# Преобразование объектов: toString и valueOf

Ранее, в главе [Преобразование типов для примитивов](https://learn.javascript.ru/types-conversion) мы рассматривали преобразование типов для примитивов. Теперь добавим в нашу картину мира объекты.

Бывают операции, при которых объект должен быть преобразован в примитив.

Например:

* Строковое преобразование – если объект выводится через alert(obj).
* Численное преобразование – при арифметических операциях, сравнении с примитивом.
* Логическое преобразование – при if(obj) и других логических операциях.

Рассмотрим эти преобразования по очереди.

## [Логическое преобразование](https://learn.javascript.ru/object-conversion#логическое-преобразование)

Проще всего – с логическим преобразованием.

**Любой объект в логическом контексте – true, даже если это пустой массив [] или объект {}.**

if ({} && []) {

alert( "Все объекты - true!" ); // alert сработает

}

## [Строковое преобразование](https://learn.javascript.ru/object-conversion#строковое-преобразование)

Строковое преобразование проще всего увидеть, если вывести объект при помощи alert:

var user = {

firstName: 'Василий'

};

alert( user ); // [object Object]

Как видно, содержимое объекта не вывелось. Это потому, что стандартным строковым представлением пользовательского объекта является строка "[object Object]".

Такой вывод объекта не содержит интересной информации. Поэтому имеет смысл его поменять на что-то более полезное.

**Если в объекте присутствует метод toString, который возвращает примитив, то он используется для преобразования.**

var user = {

firstName: 'Василий',

toString: function() {

return 'Пользователь ' + this.firstName;

}

};

alert( user ); // Пользователь Василий

**Результатом toString может быть любой примитив**

Метод toString не обязан возвращать именно строку.

Его результат может быть любого примитивного типа. Например, это может быть число, как в примере ниже:

var obj = {

toString: function() {

return 123;

}

};

alert( obj ); // 123

Поэтому мы и называем его здесь «строковое преобразование», а не «преобразование к строке».

Все объекты, включая встроенные, имеют свои реализации метода toString, например:

alert( [1, 2] ); // toString для массивов выводит список элементов "1,2"

alert( new Date ); // toString для дат выводит дату в виде строки

alert( function() {} ); // toString для функции выводит её код

## [Численное преобразование](https://learn.javascript.ru/object-conversion#численное-преобразование)

Для численного преобразования объекта используется метод valueOf, а если его нет – то toString:

var room = {

number: 777,

valueOf: function() { return this.number; },

toString: function() { return this.number; }

};

alert( +room ); // 777, вызвался valueOf

delete room.valueOf; // valueOf удалён

alert( +room ); // 777, вызвался toString

Метод valueOf обязан возвращать примитивное значение, иначе его результат будет проигнорирован. При этом – не обязательно числовое.

**У большинства объектов нет valueOf**

У большинства встроенных объектов такого valueOf нет, поэтому численное и строковое преобразования для них работают одинаково.

Исключением является объект Date, который поддерживает оба типа преобразований:

alert( new Date() ); // toString: Дата в виде читаемой строки

alert( +new Date() ); // valueOf: кол-во миллисекунд, прошедших с 01.01.1970

**Детали спецификации**

Если посмотреть в стандарт, то в пункте [15.2.4.4](http://es5.github.com/x15.2.html#x15.2.4.4) говорится о том, что valueOf есть у любых объектов. Но он ничего не делает, просто возвращает сам объект (не-примитивное значение!), а потому игнорируется.

## [Две стадии преобразования](https://learn.javascript.ru/object-conversion" \l "две-стадии-преобразования)

Итак, объект преобразован в примитив при помощи toString или valueOf.

Но на этом преобразования не обязательно заканчиваются. Вполне возможно, что в процессе вычислений этот примитив будет преобразован во что-то другое.

Например, рассмотрим применение к объекту операции ==:

var obj = {

valueOf: function() {

return 1;

}

};

alert( obj == true ); // true

Объект obj был сначала преобразован в примитив, используя численное преобразование, получилось 1 == true.

Далее, так как значения всё ещё разных типов, применяются правила преобразования примитивов, результат: true.

То же самое – при сложении с объектом при помощи +:

var obj = {

valueOf: function() {

return 1;

}

};

alert( obj + "test" ); // 1test

Или вот, для разности объектов:

var a = {

valueOf: function() {

return "1";

}

};

var b = {

valueOf: function() {

return "2";

}

};

alert( a + b ); // "12"

alert( a - b ); // "1" - "2" = -1

**Исключение: Date**

Объект Date, по историческим причинам, является исключением.

Бинарный оператор плюс + обычно использует числовое преобразование и метод valueOf. Как мы уже знаем, если подходящего valueOf нет (а его нет у большинства объектов), то используется toString, так что в итоге преобразование происходит к строке. Но если есть valueOf, то используется valueOf. Выше в примере как раз a + b это демонстрируют.

У объектов Date есть и valueOf – возвращает количество миллисекунд, и toString – возвращает строку с датой.

…Но оператор + для Date использует именно toString (хотя должен бы valueOf).

Это и есть исключение:

// бинарный плюс для даты toString, для остальных объектов valueOf

alert( new Date + "" ); // "строка даты"

Других подобных исключений нет.

**Как испугать Java-разработчика**

В языке Java (это не JavaScript, другой язык, здесь приведён для примера) логические значения можно создавать, используя синтаксис new Boolean(true/false), например new Boolean(true).

В JavaScript тоже есть подобная возможность, которая возвращает «объектную обёртку» для логического значения.

Эта возможность давно существует лишь для совместимости, она и не используется на практике, поскольку приводит к странным результатам. Некоторые из них могут сильно удивить человека, не привыкшего к JavaScript, например:

var value = new Boolean(false);

if (value) {

alert( true ); // сработает!

}

Почему запустился alert? Ведь в if находится false… Проверим:

var value = new Boolean(false);

alert( value ); // выводит false, все ок..

if (value) {

alert( true ); // ..но тогда почему выполняется alert в if ?!?

}

Дело в том, что new Boolean – это не примитивное значение, а объект. Поэтому в логическом контексте он преобразуется к true, в результате работает первый пример.

А второй пример вызывает alert, который преобразует объект к строке, и он становится "false".

**В JavaScript вызовы new Boolean/String/Number не используются, а используются простые вызовы соответствующих функций, они преобразуют значение в примитив нужного типа, например Boolean(val) === !!val.**

## [Итого](https://learn.javascript.ru/object-conversion#итого)

* В логическом контексте объект – всегда true.
* При строковом преобразовании объекта используется его метод toString. Он должен возвращать примитивное значение, причём не обязательно именно строку.
* Для численного преобразования используется метод valueOf, который также может возвратить любое примитивное значение. У большинства объектов valueOf не работает (возвращает сам объект и потому игнорируется), при этом для численного преобразования используется toString.

Полный алгоритм преобразований есть в спецификации ECMAScript, смотрите пункты [11.8.5](http://es5.github.com/x11.html#x11.8.5), [11.9.3](http://es5.github.com/x11.html#x11.9.3), а также [9.1](http://es5.github.com/x9.html#x9.1) и [9.3](http://es5.github.com/x9.html#x9.3).

Заметим, для полноты картины, что некоторые тесты знаний в интернет предлагают вопросы типа:

{}[0] // чему равно?

{} + {} // а так?

Если вы запустите эти выражения в консоли, то результат может показаться странным. Подвох здесь в том, что если фигурные скобки {...} идут не в выражении, а в основном потоке кода, то JavaScript считает, что это не объект, а «блок кода» (как if, for, но без оператора, просто группировка команд вместе, используется редко).

Вот блок кода с командой:

{

alert("Блок")

}

А если команду изъять, то будет пустой блок {}, который ничего не делает. Два примера выше как раз содержат пустой блок в начале, который ничего не делает. Иначе говоря:

{}[0] // то же что и: [0]

{} + {} // то же что и: + {}

То есть, такие вопросы – не на преобразование типов, а на понимание, что если { ... } находится вне выражений, то это не объект, а блок.

# Создание объектов через "new"

Обычный синтаксис {...} позволяет создать один объект. Но зачастую нужно создать много однотипных объектов.

Для этого используют «функции-конструкторы», запуская их при помощи специального оператора new.

## [Конструктор](https://learn.javascript.ru/constructor-new" \l "конструктор)

Конструктором становится любая функция, вызванная через new.

Например:

function Animal(name) {

this.name = name;

this.canWalk = true;

}

var animal = new Animal("ёжик");

Заметим, что, технически, любая функция может быть использована как конструктор. То есть, любую функцию можно вызвать при помощи new. Как-то особым образом указывать, что она – конструктор – не надо.

Но, чтобы выделить функции, задуманные как конструкторы, их называют с большой буквы: Animal, а не animal.

Детальнее – функция, запущенная через new, делает следующее:

1. Создаётся новый пустой объект.
2. Ключевое слово this получает ссылку на этот объект.
3. Функция выполняется. Как правило, она модифицирует this, добавляет методы, свойства.
4. Возвращается this.

В результате вызова new Animal("ёжик"); получаем такой объект:

animal = {

name: "ёжик",

canWalk: true

}

Иными словами, при вызове new Animal происходит что-то в таком духе (первая и последняя строка – это то, что делает интерпретатор):

function Animal(name) {

// this = {};

// в this пишем свойства, методы

this.name = name;

this.canWalk = true;

// return this;

}

Теперь многократными вызовами new Animal с разными параметрами мы можем создать столько объектов, сколько нужно. Поэтому такую функцию и называют конструктором – она предназначена для «конструирования» объектов.

**new function() { … }**

Иногда функцию-конструктор объявляют и тут же используют, вот так:

var animal = new function() {

this.name = "Васька";

this.canWalk = true;

};

Так делают, когда хотят создать единственный объект данного типа. Пример выше с тем же успехом можно было бы переписать как:

var animal = {

name: "Васька",

canWalk: true

}

…Но обычный синтаксис {...} не подходит, когда при создании свойств объекта нужны более сложные вычисления. Их можно проделать в функции-конструкторе и записать результат в this.

## [Правила обработки return](https://learn.javascript.ru/constructor-new" \l "правила-обработки-return)

Как правило, конструкторы ничего не возвращают. Их задача – записать всё, что нужно, в this, который автоматически станет результатом.

Но если явный вызов return всё же есть, то применяется простое правило:

* При вызове return с объектом, будет возвращён он, а не this.
* При вызове return с примитивным значением, оно будет отброшено.

Иными словами, вызов return с объектом вернёт объект, а с чем угодно, кроме объекта – возвратит, как обычно, this.

Например, возврат объекта:

function BigAnimal() {

this.name = "Мышь";

return { name: "Годзилла" }; // <-- возвратим объект

}

alert( new BigAnimal().name ); // Годзилла, получили объект вместо this

А вот пример с возвратом строки:

function BigAnimal() {

this.name = "Мышь";

return "Годзилла"; // <-- возвратим примитив

}

alert( new BigAnimal().name ); // Мышь, получили this (а Годзилла пропал)

Эта особенность работы new прописана в стандарте, но используется она весьма редко.

**Можно без скобок**

Кстати, при вызове new без аргументов скобки можно не ставить:

var animal = new BigAnimal; // <-- без скобок

// то же самое что

var animal = new BigAnimal();

Не сказать, что выбрасывание скобок – «хороший стиль», но такой синтаксис допустим стандартом.

## [Создание методов в конструкторе](https://learn.javascript.ru/constructor-new" \l "создание-методов-в-конструкторе)

Использование функций для создания объекта дает большую гибкость. Можно передавать конструктору параметры, определяющие как его создавать, и он будет «клепать» объекты заданным образом.

Добавим в создаваемый объект ещё и метод.

Например, new User(name) создает объект с заданным значением свойства name и методом sayHi:

function User(name) {

this.name = name;

this.sayHi = function() {

alert( "Моё имя: " + this.name );

};

}

var ivan = new User("Иван");

ivan.sayHi(); // Моё имя: Иван

/\*

ivan = {

name: "Иван",

sayHi: функция

}

\*/

## [Локальные переменные](https://learn.javascript.ru/constructor-new#локальные-переменные)

В функции-конструкторе бывает удобно объявить вспомогательные локальные переменные и вложенные функции, которые будут видны только внутри:

function User(firstName, lastName) {

// вспомогательная переменная

var phrase = "Привет";

// вспомогательная вложенная функция

function getFullName() {

return firstName + " " + lastName;

}

this.sayHi = function() {

alert( phrase + ", " + getFullName() ); // использование

};

}

var vasya = new User("Вася", "Петров");

vasya.sayHi(); // Привет, Вася Петров

Мы уже говорили об этом подходе ранее, в главе [Локальные переменные для объекта](https://learn.javascript.ru/closures-usage).

Те функции и данные, которые должны быть доступны для внешнего кода, мы пишем в this – и к ним можно будет обращаться, как например vasya.sayHi(), а вспомогательные, которые нужны только внутри самого объекта, сохраняем в локальной области видимости.

## [Итого](https://learn.javascript.ru/constructor-new#итого)

Объекты могут быть созданы при помощи функций-конструкторов:

* Любая функция может быть вызвана с new, при этом она получает новый пустой объект в качестве this, в который она добавляет свойства. Если функция не решит возвратить свой объект, то её результатом будет this.
* Функции, которые предназначены для создания объектов, называются конструкторами. Их названия пишут с большой буквы, чтобы отличать от обычных.

# Дескрипторы, геттеры и сеттеры свойств

В этой главе мы рассмотрим возможности, которые позволяют очень гибко и мощно управлять всеми свойствами объекта, включая их аспекты – изменяемость, видимость в цикле for..in и даже незаметно делать их функциями.

Они поддерживаются всеми современными браузерами, но не IE8-. Впрочем, даже IE8 их поддерживает, но только для DOM-объектов (используются при работе со страницей, это сейчас вне нашего рассмотрения).

## [Дескрипторы в примерах](https://learn.javascript.ru/descriptors-getters-setters" \l "дескрипторы-в-примерах)

Основной метод для управления свойствами – [Object.defineProperty](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/defineProperty).

Он позволяет объявить свойство объекта и, что самое главное, тонко настроить его особые аспекты, которые никак иначе не изменить.

Синтаксис:

Object.defineProperty(obj, prop, descriptor)

Аргументы:

**obj**

Объект, в котором объявляется свойство.

**prop**

Имя свойства, которое нужно объявить или модифицировать.

**descriptor**

Дескриптор – объект, который описывает поведение свойства.

В нём могут быть следующие поля:

* value – значение свойства, по умолчанию undefined
* writable – значение свойства можно менять, если true. По умолчанию false.
* configurable – если true, то свойство можно удалять, а также менять его в дальнейшем при помощи новых вызовов defineProperty. По умолчанию false.
* enumerable – если true, то свойство просматривается в цикле for..in и методе Object.keys(). По умолчанию false.
* get – функция, которая возвращает значение свойства. По умолчанию undefined.
* set – функция, которая записывает значение свойства. По умолчанию undefined.

Чтобы избежать конфликта, запрещено одновременно указывать значение value и функции get/set. Либо значение, либо функции для его чтения-записи, одно из двух. Также запрещено и не имеет смысла указывать writable при наличии get/set-функций.

Далее мы подробно разберём эти свойства на примерах.

## [Обычное свойство](https://learn.javascript.ru/descriptors-getters-setters" \l "обычное-свойство)

Два таких вызова работают одинаково:

var user = {};

// 1. простое присваивание

user.name = "Вася";

// 2. указание значения через дескриптор

Object.defineProperty(user, "name", { value: "Вася", configurable: true, writable: true, enumerable: true });

Оба вызова выше добавляют в объект user обычное (удаляемое, изменяемое, перечисляемое) свойство.

## [Свойство-константа](https://learn.javascript.ru/descriptors-getters-setters" \l "свойство-константа)

Для того, чтобы сделать свойство неизменяемым, изменим его флаги writable и configurable:

"use strict";

var user = {};

Object.defineProperty(user, "name", {

value: "Вася",

writable: false, // запретить присвоение "user.name="

configurable: false // запретить удаление "delete user.name"

});

// Теперь попытаемся изменить это свойство.

// в strict mode присвоение "user.name=" вызовет ошибку

user.name = "Петя";

Заметим, что без use strict операция записи «молча» не сработает. Лишь если установлен режим use strict, то дополнительно сгенерируется ошибка.

## [Свойство, скрытое для for…in](https://learn.javascript.ru/descriptors-getters-setters" \l "свойство-скрытое-для-for-in)

Встроенный метод toString, как и большинство встроенных методов, не участвует в цикле for..in. Это удобно, так как обычно такое свойство является «служебным».

К сожалению, свойство toString, объявленное обычным способом, будет видно в цикле for..in, например:

var user = {

name: "Вася",

toString: function() { return this.name; }

};

for(var key in user) alert(key); // name, toString

Мы бы хотели, чтобы поведение нашего метода toString было таким же, как и стандартного.

Object.defineProperty может исключить toString из списка итерации, поставив ему флаг enumerable: false. По стандарту, у встроенного toString этот флаг уже стоит.

var user = {

name: "Вася",

toString: function() { return this.name; }

};

// помечаем toString как не подлежащий перебору в for..in

Object.defineProperty(user, "toString", {enumerable: false});

for(var key in user) alert(key); // name

Обратим внимание, вызов defineProperty не перезаписал свойство, а просто модифицировал настройки у существующего toString.

## [Свойство-функция](https://learn.javascript.ru/descriptors-getters-setters" \l "свойство-функция)

Дескриптор позволяет задать свойство, которое на самом деле работает как функция. Для этого в нём нужно указать эту функцию в get.

Например, у объекта user есть обычные свойства: имя firstName и фамилия surname.

Создадим свойство fullName, которое на самом деле является функцией:

var user = {

firstName: "Вася",

surname: "Петров"

}

Object.defineProperty(user, "fullName", {

get: function() {

return this.firstName + ' ' + this.surname;

}

});

alert(user.fullName); // Вася Петров

Обратим внимание, снаружи fullName – это обычное свойство user.fullName. Но дескриптор указывает, что на самом деле его значение возвращается функцией.

Также можно указать функцию, которая используется для записи значения, при помощи дескриптора set.

Например, добавим возможность присвоения user.fullName к примеру выше:

var user = {

firstName: "Вася",

surname: "Петров"

}

Object.defineProperty(user, "fullName", {

get: function() {

return this.firstName + ' ' + this.surname;

},

set: function(value) {

var split = value.split(' ');

this.firstName = split[0];

this.surname = split[1];

}

});

user.fullName = "Петя Иванов";

alert( user.firstName ); // Петя

alert( user.surname ); // Иванов

## [Указание get/set в литералах](https://learn.javascript.ru/descriptors-getters-setters" \l "указание-get-set-в-литералах)

Если мы создаём объект при помощи синтаксиса { ... }, то задать свойства-функции можно прямо в его определении.

Для этого используется особый синтаксис: get свойство или set свойство.

Например, ниже объявлен геттер-сеттер fullName:

var user = {

firstName: "Вася",

surname: "Петров",

get fullName() {

return this.firstName + ' ' + this.surname;

},

set fullName(value) {

var split = value.split(' ');

this.firstName = split[0];

this.surname = split[1];

}

};

alert( user.fullName ); // Вася Петров (из геттера)

user.fullName = "Петя Иванов";

alert( user.firstName ); // Петя (поставил сеттер)

alert( user.surname ); // Иванов (поставил сеттер)

## [Да здравствуют get/set!](https://learn.javascript.ru/descriptors-getters-setters" \l "да-здравствуют-get-set)

Казалось бы, зачем нам назначать get/set для свойства через всякие хитрые вызовы, когда можно сделать просто функции с самого начала? Например, getFullName, setFullName…

Конечно, в ряде случаев свойства выглядят короче, такое решение просто может быть красивым. Но основной бонус – это гибкость, возможность получить контроль над свойством в любой момент!

Например, в начале разработки мы используем обычные свойства, например у User будет имя name и возраст age:

function User(name, age) {

this.name = name;

this.age = age;

}

var pete = new User("Петя", 25);

alert( pete.age ); // 25

С обычными свойствами в коде меньше букв, они удобны, причины использовать функции пока нет.

…Но рано или поздно могут произойти изменения. Например, в User может стать более целесообразно вместо возраста age хранить дату рождения birthday:

function User(name, birthday) {

this.name = name;

this.birthday = birthday;

}

var pete = new User("Петя", new Date(1987, 6, 1));

Что теперь делать со старым кодом, который выводит свойство age?

Можно, конечно, найти все места и поправить их, но это долго, а иногда и невозможно, скажем, если вы взаимодействуете со сторонней библиотекой, код в которой – чужой и влезать в него нежелательно.

Добавление get-функции age позволяет обойти проблему легко и непринуждённо:

function User(name, birthday) {

this.name = name;

this.birthday = birthday;

// age будет высчитывать возраст по birthday

Object.defineProperty(this, "age", {

get: function() {

var todayYear = new Date().getFullYear();

return todayYear - this.birthday.getFullYear();

}

});

}

var pete = new User("Петя", new Date(1987, 6, 1));

alert( pete.birthday ); // и дата рождения доступна

alert( pete.age ); // и возраст

Заметим, что pete.age снаружи как было свойством, так и осталось. То есть, переписывать внешний код на вызов функции pete.age() не нужно.

Таким образом, defineProperty позволяет нам начать с обычных свойств, а в будущем, при необходимости, можно в любой момент заменить их на функции, реализующие более сложную логику.

## [Другие методы работы со свойствами](https://learn.javascript.ru/descriptors-getters-setters" \l "другие-методы-работы-со-свойствами)

[**Object.defineProperties(obj, descriptors)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/defineProperties)

Позволяет объявить несколько свойств сразу:

var user = {}

Object.defineProperties(user, {

firstName: {

value: "Петя"

},

surname: {

value: "Иванов"

},

fullName: {

get: function() {

return this.firstName + ' ' + this.surname;

}

}

});

alert( user.fullName ); // Петя Иванов

[**Object.keys(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/keys)**,**[**Object.getOwnPropertyNames(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/getOwnPropertyNames)

Возвращают массив – список свойств объекта.

Object.keys возвращает только enumerable-свойства.

Object.getOwnPropertyNames – возвращает все:

var obj = {

a: 1,

b: 2,

internal: 3

};

Object.defineProperty(obj, "internal", {

enumerable: false

});

alert( Object.keys(obj) ); // a,b

alert( Object.getOwnPropertyNames(obj) ); // a, internal, b

[**Object.getOwnPropertyDescriptor(obj, prop)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/getOwnPropertyDescriptor)

Возвращает дескриптор для свойства obj[prop].

Полученный дескриптор можно изменить и использовать defineProperty для сохранения изменений, например:

var obj = {

test: 5

};

var descriptor = Object.getOwnPropertyDescriptor(obj, 'test');

// заменим value на геттер, для этого...

delete descriptor.value; // ..нужно убрать value/writable

delete descriptor.writable;

descriptor.get = function() { // и поставить get

alert( "Preved :)" );

};

// поставим новое свойство вместо старого

// если не удалить - defineProperty объединит старый дескриптор с новым

delete obj.test;

Object.defineProperty(obj, 'test', descriptor);

obj.test; // Preved :)

…И несколько методов, которые используются очень редко:

[**Object.preventExtensions(obj)**](https://developer.mozilla.org/en/docs/Web/JavaScript/Reference/Global_Objects/Object/preventExtensions)

Запрещает добавление свойств в объект.

[**Object.seal(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/seal)

Запрещает добавление и удаление свойств, все текущие свойства делает configurable: false.

[**Object.freeze(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/freeze)

Запрещает добавление, удаление и изменение свойств, все текущие свойства делает configurable: false, writable: false.

[**Object.isExtensible(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/isExtensible)

Возвращает false, если добавление свойств объекта было запрещено вызовом метода Object.preventExtensions.

[**Object.isSealed(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/isSealed)

Возвращает true, если добавление и удаление свойств объекта запрещено, и все текущие свойства являются configurable: false.

[**Object.isFrozen(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/isFrozen)

Возвращает true, если добавление, удаление и изменение свойств объекта запрещено, и все текущие свойства являются configurable: false, writable: false.

# Статические и фабричные методы

Методы и свойства, которые не привязаны к конкретному экземпляру объекта, называют «статическими». Их записывают прямо в саму функцию-конструктор.

## [Статические свойства](https://learn.javascript.ru/static-properties-and-methods" \l "статические-свойства)

В коде ниже используются статические свойства Article.count и Article.DEFAULT\_FORMAT:

function Article() {

Article.count++;

}

Article.count = 0; // статическое свойство-переменная

Article.DEFAULT\_FORMAT = "html"; // статическое свойство-константа

Они хранят данные, специфичные не для одного объекта, а для всех статей целиком.

Как правило, это чаще константы, такие как формат «по умолчанию» Article.DEFAULT\_FORMAT.

## [Статические методы](https://learn.javascript.ru/static-properties-and-methods" \l "статические-методы)

С примерами статических методов мы уже знакомы: это встроенные методы [String.fromCharCode](http://javascript.ru/String.fromCharCode), [Date.parse](http://javascript.ru/Date.parse).

Создадим для Article статический метод Article.showCount():

function Article() {

Article.count++;

//...

}

Article.count = 0;

Article.showCount = function() {

alert( this.count ); // (1)

}

// использование

new Article();

new Article();

Article.showCount(); // (2)

Здесь Article.count – статическое свойство, а Article.showCount – статический метод.

Обратим внимание на использование this в примере выше. Несмотря на то, что переменная и метод – статические, он всё ещё полезен. В строке (1) он равен Article.

## [Пример: сравнение объектов](https://learn.javascript.ru/static-properties-and-methods" \l "пример-сравнение-объектов)

Ещё один хороший способ применения – сравнение объектов.

Например, у нас есть объект Journal для журналов. Журналы можно сравнивать – по толщине, по весу, по другим параметрам.

Объявим «стандартную» функцию сравнения, которая будет сравнивать по дате издания. Эта функция сравнения, естественно, не привязана к конкретному журналу, но относится к журналам вообще.

Поэтому зададим её как статический метод Journal.compare:

function Journal(date) {

this.date = date;

// ...

}

// возвращает значение, большее 0, если A больше B, иначе меньшее 0

Journal.compare = function(journalA, journalB) {

return journalA.date - journalB.date;

};

В примере ниже эта функция используется для поиска самого раннего журнала из массива:

function Journal(date) {

this.date = date;

this.formatDate = function(date) {

return date.getDate() + '.' + (date.getMonth() + 1) + '.' + date.getFullYear();

};

this.getTitle = function() {

return "Выпуск от " + this.formatDate(this.date);

};

}

Journal.compare = function(journalA, journalB) {

return journalA.date - journalB.date;

};

// использование:

var journals = [

new Journal(new Date(2012, 1, 1)),

new Journal(new Date(2012, 0, 1)),

new Journal(new Date(2011, 11, 1))

];

function findMin(journals) {

var min = 0;

for (var i = 0; i < journals.length; i++) {

// используем статический метод

if (Journal.compare(journals[min], journals[i]) > 0) min = i;

}

return journals[min];

}

alert( findMin(journals).getTitle() );

**Статический метод также можно использовать для функций, которые вообще не требуют наличия объекта.**

Например, метод formatDate(date) можно сделать статическим. Он будет форматировать дату «как это принято в журналах», при этом его можно использовать в любом месте кода, не обязательно создавать журнал.

Например:

function Journal() { /\*...\*/ }

Journal.formatDate = function(date) {

return date.getDate() + '.' + (date.getMonth()+1) + '.' + date.getFullYear();

}

// ни одного объекта Journal нет, просто форматируем дату

alert( Journal.formatDate(new Date) );

## [Фабричные методы](https://learn.javascript.ru/static-properties-and-methods" \l "фабричные-методы)

Рассмотрим ситуацию, когда объект нужно создавать различными способами. Например, это реализовано во встроенном объекте [Date](https://learn.javascript.ru/datetime). Он по-разному обрабатывает аргументы разных типов:

* new Date() – создаёт объект с текущей датой,
* new Date(milliseconds) – создаёт дату по количеству миллисекунд milliseconds,
* new Date(year, month, day ...) – создаёт дату по компонентам год, месяц, день…
* new Date(datestring) – читает дату из строки datestring

**«Фабричный статический метод» – удобная альтернатива такому конструктору. Так называется статический метод, который служит для создания новых объектов (поэтому и называется «фабричным»).**

Пример встроенного фабричного метода – [String.fromCharCode(code)](http://javascript.ru/String.fromCharCode). Этот метод создает строку из кода символа:

var str = String.fromCharCode(65);

alert( str ); // 'A'

Но строки – слишком простой пример, посмотрим что-нибудь посложнее.

Допустим, нам нужно создавать объекты User: анонимные new User() и с данными new User({name: 'Вася', age: 25}).

Можно, конечно, создать полиморфную функцию-конструктор User:

function User(userData) {

if (userData) { // если указаны данные -- одна ветка if

this.name = userData.name;

this.age = userData.age;

} else { // если не указаны -- другая

this.name = 'Аноним';

}

this.sayHi = function() {

alert(this.name)

};

// ...

}

// Использование

var guest = new User();

guest.sayHi(); // Аноним

var knownUser = new User({

name: 'Вася',

age: 25

});

knownUser.sayHi(); // Вася

Подход с использованием фабричных методов был бы другим. Вместо разбора параметров в конструкторе – делаем два метода: User.createAnonymous и User.createFromData.

Код:

function User() {

this.sayHi = function() {

alert(this.name)

};

}

User.createAnonymous = function() {

var user = new User;

user.name = 'Аноним';

return user;

}

User.createFromData = function(userData) {

var user = new User;

user.name = userData.name;

user.age = userData.age;

return user;

}

// Использование

var guest = User.createAnonymous();

guest.sayHi(); // Аноним

var knownUser = User.createFromData({

name: 'Вася',

age: 25

});

knownUser.sayHi(); // Вася

Преимущества использования фабричных методов:

* Лучшая читаемость кода. Как конструктора – вместо одной большой функции несколько маленьких, так и вызывающего кода – явно видно, что именно создаётся.
* Лучший контроль ошибок, т.к. если в createFromData ничего не передали, то будет ошибка, а полиморфный конструктор создал бы анонимного посетителя.
* Удобная расширяемость. Например, нужно добавить создание администратора, без аргументов. Фабричный метод сделать легко: User.createAdmin = function() { ... }. А для полиморфного конструктора вызов без аргумента создаст анонима, так что нужно добавить параметр – «тип посетителя» и усложнить этим код.

**Поэтому полиморфные конструкторы лучше использовать там, где нужен именно полиморфизм**, т.е. когда непонятно, какого типа аргумент передадут, и хочется в одном конструкторе охватить все варианты.

А в остальных случаях отличная альтернатива – фабричные методы.

## [Итого](https://learn.javascript.ru/static-properties-and-methods#итого)

Статические свойства и методы объекта удобно применять в следующих случаях:

* Общие действия и подсчёты, имеющие отношения ко всем объектам данного типа. В примерах выше это подсчёт количества.
* Методы, не привязанные к конкретному объекту, например сравнение.
* Вспомогательные методы, которые полезны вне объекта, например для форматирования даты.
* Фабричные методы.

# Явное указание this: "call", "apply"

Итак, мы знаем, что this – это текущий объект при вызове «через точку» и новый объект при конструировании через new.

В этой главе наша цель получить окончательное и полное понимание this в JavaScript. Для этого не хватает всего одного элемента: способа явно указать this при помощи методов call и apply.

## [Метод call](https://learn.javascript.ru/call-apply" \l "метод-call)

Синтаксис метода call:

func.call(context, arg1, arg2, ...)

При этом вызывается функция func, первый аргумент call становится её this, а остальные передаются «как есть».

**Вызов func.call(context, a, b...) – то же, что обычный вызов func(a, b...), но с явно указанным this(=context).**

Например, у нас есть функция showFullName, которая работает с this:

function showFullName() {

alert( this.firstName + " " + this.lastName );

}

Пока объекта нет, но это нормально, ведь JavaScript позволяет использовать this везде. Любая функция может в своём коде упомянуть this, каким будет это значение – выяснится в момент запуска.

Вызов showFullName.call(user) запустит функцию, установив this = user, вот так:

function showFullName() {

alert( this.firstName + " " + this.lastName );

}

var user = {

firstName: "Василий",

lastName: "Петров"

};

// функция вызовется с this=user

showFullName.call(user) // "Василий Петров"

После контекста в call можно передать аргументы для функции. Вот пример с более сложным вариантом showFullName, который конструирует ответ из указанных свойств объекта:

var user = {

firstName: "Василий",

surname: "Петров",

patronym: "Иванович"

};

function showFullName(firstPart, lastPart) {

alert( this[firstPart] + " " + this[lastPart] );

}

// f.call(контекст, аргумент1, аргумент2, ...)

showFullName.call(user, 'firstName', 'surname') // "Василий Петров"

showFullName.call(user, 'firstName', 'patronym') // "Василий Иванович"

## [«Одалживание метода»](https://learn.javascript.ru/call-apply" \l "одалживание-метода)

При помощи call можно легко взять метод одного объекта, в том числе встроенного, и вызвать в контексте другого.

Это называется «одалживание метода» (на англ. method borrowing).

**Используем эту технику для упрощения манипуляций с arguments.**

Как мы знаем, arguments не массив, а обычный объект, поэтому таких полезных методов как push, pop, join и других у него нет. Но иногда так хочется, чтобы были…

Нет ничего проще! Давайте скопируем метод join из обычного массива:

function printArgs() {

arguments.join = [].join; // одолжили метод (1)

var argStr = arguments.join(':'); // (2)

alert( argStr ); // сработает и выведет 1:2:3

}

printArgs(1, 2, 3);

1. В строке (1) объявлен пустой массив [] и скопирован его метод [].join. Обратим внимание, мы не вызываем его, а просто копируем. Функция, в том числе встроенная – обычное значение, мы можем скопировать любое свойство любого объекта, и [].join здесь не исключение.
2. В строке (2) запустили join в контексте arguments, как будто он всегда там был.

**Почему вызов сработает?**

Здесь метод [join](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/join) массива скопирован и вызван в контексте arguments. Не произойдёт ли что-то плохое от того, что arguments – не массив? Почему он, вообще, сработал?

Ответ на эти вопросы простой. В соответствии [со спецификацией](http://es5.github.com/x15.4.html#x15.4.4.5), внутри join реализован примерно так:

function join(separator) {

if (!this.length) return '';

var str = this[0];

for (var i = 1; i < this.length; i++) {

str += separator + this[i];

}

return str;

}

Как видно, используется this, числовые индексы и свойство length. Если эти свойства есть, то все в порядке. А больше ничего и не нужно.

В качестве this подойдёт даже обычный объект:

var obj = { // обычный объект с числовыми индексами и length

0: "А",

1: "Б",

2: "В",

length: 3

};

obj.join = [].join;

alert( obj.join(';') ); // "A;Б;В"

…Однако, копирование метода из одного объекта в другой не всегда приемлемо!

Представим на минуту, что вместо arguments у нас – произвольный объект. У него тоже есть числовые индексы, length и мы хотим вызвать в его контексте метод [].join. То есть, ситуация похожа на arguments, но (!) вполне возможно, что у объекта есть свой метод join.

Поэтому копировать [].join, как сделано выше, нельзя: если он перезапишет собственный join объекта, то будет страшный бардак и путаница.

Безопасно вызвать метод нам поможет call:

function printArgs() {

var join = [].join; // скопируем ссылку на функцию в переменную

// вызовем join с this=arguments,

// этот вызов эквивалентен arguments.join(':') из примера выше

var argStr = join.call(arguments, ':');

alert( argStr ); // сработает и выведет 1:2:3

}

printArgs(1, 2, 3);

Мы вызвали метод без копирования. Чисто, безопасно.

## [Ещё пример: [].slice.call(arguments)](https://learn.javascript.ru/call-apply" \l "ещё-пример-slice-call-arguments)

В JavaScript есть очень простой способ сделать из arguments настоящий массив. Для этого возьмём метод массива: [slice](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/slice).

По стандарту вызов arr.slice(start, end) создаёт новый массив и копирует в него элементы массива arr от start до end. А если start и end не указаны, то копирует весь массив.

Вызовем его в контексте arguments:

function printArgs() {

// вызов arr.slice() скопирует все элементы из this в новый массив

var args = [].slice.call(arguments);

alert( args.join(', ') ); // args - полноценный массив из аргументов

}

printArgs('Привет', 'мой', 'мир'); // Привет, мой, мир

Как и в случае с join, такой вызов технически возможен потому, что slice для работы требует только нумерованные свойства и length. Всё это в arguments есть.

## [Метод apply](https://learn.javascript.ru/call-apply" \l "метод-apply)

Если нам неизвестно, с каким количеством аргументов понадобится вызвать функцию, можно использовать более мощный метод: apply.

**Вызов функции при помощи func.apply работает аналогично func.call, но принимает массив аргументов вместо списка.**

func.call(context, arg1, arg2);

// идентичен вызову

func.apply(context, [arg1, arg2]);

В частности, эти две строчки сработают одинаково:

showFullName.call(user, 'firstName', 'surname');

showFullName.apply(user, ['firstName', 'surname']);

Преимущество apply перед call отчётливо видно, когда мы формируем массив аргументов динамически.

Например, в JavaScript есть встроенная функция Math.max(a, b, c...), которая возвращает максимальное значение из аргументов:

alert( Math.max(1, 5, 2) ); // 5

При помощи apply мы могли бы найти максимум в произвольном массиве, вот так:

var arr = [];

arr.push(1);

arr.push(5);

arr.push(2);

// получить максимум из элементов arr

alert( Math.max.apply(null, arr) ); // 5

В примере выше мы передали аргументы через массив – второй параметр apply… Но вы, наверное, заметили небольшую странность? В качестве контекста this был передан null.

Строго говоря, полным эквивалентом вызову Math.max(1,2,3) был бы вызов Math.max.apply(Math, [1,2,3]). В обоих этих вызовах контекстом будет объект Math.

Но в данном случае в качестве контекста можно передавать что угодно, поскольку в своей внутренней реализации метод Math.max не использует this. Действительно, зачем this, если нужно всего лишь выбрать максимальный из аргументов? Вот так, при помощи apply мы получили короткий и элегантный способ вычислить максимальное значение в массиве!

**Вызов call/apply с null или undefined**

В современном стандарте call/apply передают this «как есть». А в старом, без use strict, при указании первого аргумента null или undefined в call/apply, функция получает this = window, например:

Современный стандарт:

function f() {

"use strict";

alert( this ); // null

}

f.call(null);

Без use strict:

function f() {

alert( this ); // window

}

f.call(null);

## [Итого про this](https://learn.javascript.ru/call-apply" \l "итого-про-this)

Значение this устанавливается в зависимости от того, как вызвана функция:

* При вызове функции как метода:
* obj.func(...) // this = obj

obj["func"](...)

* При обычном вызове:

func(...) // this = window (ES3) /undefined (ES5)

* В new:

new func() // this = {} (новый объект)

* Явное указание:
* func.apply(context, args) // this = context (явная передача)

func.call(context, arg1, arg2, ...)

# Привязка контекста и карринг: "bind"

Функции в JavaScript никак не привязаны к своему контексту this, с одной стороны, здорово – это позволяет быть максимально гибкими, одалживать методы и так далее.

Но с другой стороны – в некоторых случаях контекст может быть потерян. То есть мы вроде как вызываем метод объекта, а на самом деле он получает this = undefined.

Такая ситуация является типичной для начинающих разработчиков, но бывает и у «зубров» тоже. Конечно, «зубры» при этом знают, что с ней делать.

## [Пример потери контекста](https://learn.javascript.ru/bind" \l "пример-потери-контекста)

В браузере есть встроенная функция setTimeout(func, ms), которая вызывает выполнение функции func через ms миллисекунд (=1/1000 секунды).

Мы подробно остановимся на ней и её тонкостях позже, в главе [setTimeout и setInterval](https://learn.javascript.ru/settimeout-setinterval), а пока просто посмотрим пример.

Этот код выведет «Привет» через 1000 мс, то есть 1 секунду:

setTimeout(function() {

alert( "Привет" );

}, 1000);

Попробуем сделать то же самое с методом объекта, следующий код должен выводить имя пользователя через 1 секунду:

var user = {

firstName: "Вася",

sayHi: function() {

alert( this.firstName );

}

};

setTimeout(user.sayHi, 1000); // undefined (не Вася!)

При запуске кода выше через секунду выводится вовсе не "Вася", а undefined!

Это произошло потому, что в примере выше setTimeout получил функцию user.sayHi, но не её контекст. То есть, последняя строчка аналогична двум таким:

var f = user.sayHi;

setTimeout(f, 1000); // контекст user потеряли

Ситуация довольно типична – мы хотим передать метод объекта куда-то в другое место кода, откуда он потом может быть вызван. Как бы прикрепить к нему контекст, желательно, с минимумом плясок с бубном и при этом надёжно?

Есть несколько способов решения, среди которых мы, в зависимости от ситуации, можем выбирать.

## [Решение 1: сделать обёртку](https://learn.javascript.ru/bind" \l "решение-1-сделать-обёртку)

Самый простой вариант решения – это обернуть вызов в анонимную функцию:

var user = {

firstName: "Вася",

sayHi: function() {

alert( this.firstName );

}

};

setTimeout(function() {

user.sayHi(); // Вася

}, 1000);

Теперь код работает, так как user достаётся из замыкания.

Это решение также позволяет передать дополнительные аргументы:

var user = {

firstName: "Вася",

sayHi: function(who) {

alert( this.firstName + ": Привет, " + who );

}

};

setTimeout(function() {

user.sayHi("Петя"); // Вася: Привет, Петя

}, 1000);

Но тут же появляется и уязвимое место в структуре кода!

А что, если до срабатывания setTimeout (ведь есть целая секунда) в переменную user будет записано другое значение? К примеру, в другом месте кода будет присвоено user=(другой пользователь)… В этом случае вызов неожиданно будет совсем не тот!

Хорошо бы гарантировать правильность контекста.

## [Решение 2: bind для привязки контекста](https://learn.javascript.ru/bind" \l "решение-2-bind-для-привязки-контекста)

Напишем вспомогательную функцию bind(func, context), которая будет жёстко фиксировать контекст для func:

function bind(func, context) {

return function() { // (\*)

return func.apply(context, arguments);

};

}

Посмотрим, что она делает, как работает, на таком примере:

function f() {

alert( this );

}

var g = bind(f, "Context");

g(); // Context

То есть, bind(f, "Context") привязывает "Context" в качестве this для f.

Посмотрим, за счёт чего это происходит.

Результатом bind(f, "Context"), как видно из кода, будет анонимная функция (\*).

Вот она отдельно:

function() { // (\*)

return func.apply(context, arguments);

};

Если подставить наши конкретные аргументы, то есть f и "Context", то получится так:

function() { // (\*)

return f.apply("Context", arguments);

};

Эта функция запишется в переменную g.

Далее, если вызвать g, то вызов будет передан в f, причём f.apply("Context", arguments) передаст в качестве контекста "Context", который и будет выведен.

Если вызвать g с аргументами, то также будет работать:

function f(a, b) {

alert( this );

alert( a + b );

}

var g = bind(f, "Context");

g(1, 2); // Context, затем 3

Аргументы, которые получила g(...), передаются в f также благодаря методу .apply.

**Иными словами, в результате вызова bind(func, context) мы получаем «функцию-обёртку», которая прозрачно передаёт вызов в func, с теми же аргументами, но фиксированным контекстом context.**

Вернёмся к user.sayHi. Вариант с bind:

function bind(func, context) {

return function() {

return func.apply(context, arguments);

};

}

var user = {

firstName: "Вася",

sayHi: function() {

alert( this.firstName );

}

};

setTimeout(bind(user.sayHi, user), 1000);

Теперь всё в порядке!

Вызов bind(user.sayHi, user) возвращает такую функцию-обёртку, которая привязывает user.sayHiк контексту user. Она будет вызвана через 1000 мс.

Полученную обёртку можно вызвать и с аргументами – они пойдут в user.sayHi без изменений, фиксирован лишь контекст.

var user = {

firstName: "Вася",

sayHi: function(who) { // здесь у sayHi есть один аргумент

alert( this.firstName + ": Привет, " + who );

}

};

var sayHi = bind(user.sayHi, user);

// контекст Вася, а аргумент передаётся "как есть"

sayHi("Петя"); // Вася: Привет, Петя

sayHi("Маша"); // Вася: Привет, Маша

В примере выше продемонстрирована другая частая цель использования bind – «привязать» функцию к контексту, чтобы в дальнейшем «не таскать за собой» объект, а просто вызывать sayHi.

Результат bind можно передавать в любое место кода, вызывать как обычную функцию, он «помнит» свой контекст.

## [Решение 3: встроенный метод bind](https://learn.javascript.ru/bind" \l "bind)

В современном JavaScript (или при подключении библиотеки [es5-shim](https://github.com/kriskowal/es5-shim) для IE8-) у функций уже есть встроенный метод [bind](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Function/bind), который мы можем использовать.

Он работает примерно так же, как bind, который описан выше.

Изменения очень небольшие:

function f(a, b) {

alert( this );

alert( a + b );

}

// вместо

// var g = bind(f, "Context");

var g = f.bind("Context");

g(1, 2); // Context, затем 3

Синтаксис встроенного bind:

var wrapper = func.bind(context[, arg1, arg2...])

**func**

Произвольная функция

**context**

Контекст, который привязывается к func

**arg1, arg2, …**

Если указаны аргументы arg1, arg2... – они будут прибавлены к каждому вызову новой функции, причем встанут перед теми, которые указаны при вызове.

Результат вызова func.bind(context) аналогичен вызову bind(func, context), описанному выше. То есть, wrapper – это обёртка, фиксирующая контекст и передающая вызовы в func. Также можно указать аргументы, тогда и они будут фиксированы, но об этом чуть позже.

Пример со встроенным методом bind:

var user = {

firstName: "Вася",

sayHi: function() {

alert( this.firstName );

}

};

// setTimeout( bind(user.sayHi, user), 1000 );

setTimeout(user.sayHi.bind(user), 1000); // аналог через встроенный метод

Получили простой и надёжный способ привязать контекст, причём даже встроенный в JavaScript.

Далее мы будем использовать именно встроенный метод bind.

**bind не похож на call/apply**

Методы bind и call/apply близки по синтаксису, но есть важнейшее отличие.

Методы call/apply вызывают функцию с заданным контекстом и аргументами.

А bind не вызывает функцию. Он только возвращает «обёртку», которую мы можем вызвать позже, и которая передаст вызов в исходную функцию, с привязанным контекстом.

**Привязать всё: bindAll**

Если у объекта много методов и мы планируем их активно передавать, то можно привязать контекст для них всех в цикле:

for (var prop in user) {

if (typeof user[prop] == 'function') {

user[prop] = user[prop].bind(user);

}

}

В некоторых JS-фреймворках есть даже встроенные функции для этого, например [\_.bindAll(obj)](http://lodash.com/docs#bindAll).

## [Карринг](https://learn.javascript.ru/bind" \l "карринг)

До этого мы говорили о привязке контекста. Теперь пойдём на шаг дальше. Привязывать можно не только контекст, но и аргументы. Используется это реже, но бывает полезно.

[Карринг](http://ru.wikipedia.org/wiki/%D0%9A%D0%B0%D1%80%D1%80%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) (currying) или каррирование – термин [функционального программирования](http://ru.wikipedia.org/wiki/%D0%A4%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), который означает создание новой функции путём фиксирования аргументов существующей.

Как было сказано выше, метод func.bind(context, ...) может создавать обёртку, которая фиксирует не только контекст, но и ряд аргументов функции.

Например, есть функция умножения двух чисел mul(a, b):

function mul(a, b) {

return a \* b;

};

При помощи bind создадим функцию double, удваивающую значения. Это будет вариант функции mul с фиксированным первым аргументом:

// double умножает только на два

var double = mul.bind(null, 2); // контекст фиксируем null, он не используется

alert( double(3) ); // = mul(2, 3) = 6

alert( double(4) ); // = mul(2, 4) = 8

alert( double(5) ); // = mul(2, 5) = 10

При вызове double будет передавать свои аргументы исходной функции mul после тех, которые указаны в bind, то есть в данном случае после зафиксированного первого аргумента 2.

**Говорят, что double является «частичной функцией» (partial function) от mul.**

Другая частичная функция triple утраивает значения:

var triple = mul.bind(null, 3); // контекст фиксируем null, он не используется

alert( triple(3) ); // = mul(3, 3) = 9

alert( triple(4) ); // = mul(3, 4) = 12

alert( triple(5) ); // = mul(3, 5) = 15

При помощи bind мы можем получить из функции её «частный вариант» как самостоятельную функцию и дальше передать в setTimeout или сделать с ней что-то ещё.

Наш выигрыш состоит в том, что эта самостоятельная функция, во-первых, имеет понятное имя (double, triple), а во-вторых, повторные вызовы позволяют не указывать каждый раз первый аргумент, он уже фиксирован благодаря bind.

## [Функция ask для задач](https://learn.javascript.ru/bind" \l "функция-ask-для-задач)

В задачах этого раздела предполагается, что объявлена следующая «функция вопросов» ask:

function ask(question, answer, ok, fail) {

var result = prompt(question, '');

if (result.toLowerCase() == answer.toLowerCase()) ok();

else fail();

}

Её назначение – задать вопрос question и, если ответ совпадёт с answer, то запустить функцию ok(), а иначе – функцию fail().

Несмотря на внешнюю простоту, функции такого вида активно используются в реальных проектах. Конечно, они будут сложнее, вместо alert/prompt – вывод красивого JavaScript-диалога с рамочками, кнопочками и так далее, но это нам сейчас не нужно.

Пример использования:

ask("Выпустить птичку?", "да", fly, die);

function fly() {

alert( 'улетела :)' );

}

function die() {

alert( 'птичку жалко :(' );

}

## [Итого](https://learn.javascript.ru/bind#итого)

* Функция сама по себе не запоминает контекст выполнения.
* Чтобы гарантировать правильный контекст для вызова obj.func(), нужно использовать функцию-обёртку, задать её через анонимную функцию:
* setTimeout(function() {
* obj.func();

})

* …Либо использовать bind:

setTimeout(obj.func.bind(obj));

* Вызов bind часто используют для привязки функции к контексту, чтобы затем присвоить её в обычную переменную и вызывать уже без явного указания объекта.
* Вызов bind также позволяет фиксировать первые аргументы функции («каррировать» её), и таким образом из общей функции получить её «частные» варианты – чтобы использовать их многократно без повтора одних и тех же аргументов каждый раз.

# Функции-обёртки, декораторы

JavaScript предоставляет удивительно гибкие возможности по работе с функциями: их можно передавать, в них можно записывать данные как в объекты, у них есть свои встроенные методы…

Конечно, этим нужно уметь пользоваться. В этой главе, чтобы более глубоко понимать работу с функциями, мы рассмотрим создание функций-обёрток или, иначе говоря, «декораторов».

[Декоратор](http://en.wikipedia.org/wiki/Decorator_pattern) – приём программирования, который позволяет взять существующую функцию и изменить/расширить ее поведение.

Декоратор получает функцию и возвращает обертку, которая делает что-то своё «вокруг» вызова основной функции.

## [bind – привязка контекста](https://learn.javascript.ru/decorators" \l "bind-привязка-контекста)

Один простой декоратор вы уже видели ранее – это функция [bind](https://learn.javascript.ru/bind):

function bind(func, context) {

return function() {

return func.apply(context, arguments);

};

}

Вызов bind(func, context) возвращает обёртку, которая ставит this и передаёт основную работу функции func.

## [Декоратор-таймер](https://learn.javascript.ru/decorators" \l "декоратор-таймер)

Создадим более сложный декоратор, замеряющий время выполнения функции.

Он будет называться timingDecorator и получать функцию вместе с «названием таймера», а возвращать – функцию-обёртку, которая измеряет время и прибавляет его в специальный объект timer по свойству-названию.

Использование:

function f(x) {} // любая функция

var timers = {}; // объект для таймеров

// отдекорировали

f = timingDecorator(f, "myFunc");

// запускаем

f(1);

f(2);

f(3); // функция работает как раньше, но время подсчитывается

alert( timers.myFunc ); // общее время выполнения всех вызовов f

При помощи декоратора timingDecorator мы сможем взять произвольную функцию и одним движением руки прикрутить к ней измеритель времени.

Его реализация:

var timers = {};

// прибавит время выполнения f к таймеру timers[timer]

function timingDecorator(f, timer) {

return function() {

var start = performance.now();

var result = f.apply(this, arguments); // (\*)

if (!timers[timer]) timers[timer] = 0;

timers[timer] += performance.now() - start;

return result;

}

}

// функция может быть произвольной, например такой:

var fibonacci = function f(n) {

return (n > 2) ? f(n - 1) + f(n - 2) : 1;

}

// использование: завернём fibonacci в декоратор

fibonacci = timingDecorator(fibonacci, "fibo");

// неоднократные вызовы...

alert( fibonacci(10) ); // 55

alert( fibonacci(20) ); // 6765

// ...

// в любой момент можно получить общее количество времени на вызовы

alert( timers.fibo + 'мс' );

Обратим внимание на строку (\*) внутри декоратора, которая и осуществляет передачу вызова:

var result = f.apply(this, arguments); // (\*)

Этот приём называется «форвардинг вызова» (от англ. forwarding): текущий контекст и аргументы через apply передаются в функцию f, так что изнутри f всё выглядит так, как была вызвана она напрямую, а не декоратор.

## [Декоратор для проверки типа](https://learn.javascript.ru/decorators" \l "декоратор-для-проверки-типа)

В JavaScript, как правило, пренебрегают проверками типа. В функцию, которая должна получать число, может быть передана строка, булево значение или даже объект.

Например:

function sum(a, b) {

return a + b;

}

// передадим в функцию для сложения чисел нечисловые значения

alert( sum(true, { name: "Вася", age: 35 }) ); // true[Object object]

Функция «как-то» отработала, но в реальной жизни передача в sum подобных значений, скорее всего, будет следствием программной ошибки. Всё-таки sum предназначена для суммирования чисел, а не объектов.

Многие языки программирования позволяют прямо в объявлении функции указать, какие типы данных имеют параметры. И это удобно, поскольку повышает надёжность кода.

В JavaScript же проверку типов приходится делать дополнительным кодом в начале функции, который во-первых обычно лень писать, а во-вторых он увеличивает общий объем текста, тем самым ухудшая читаемость.

**Декораторы способны упростить рутинные, повторяющиеся задачи, вынести их из кода функции.**

Например, создадим декоратор, который принимает функцию и массив, который описывает для какого аргумента какую проверку типа применять:

// вспомогательная функция для проверки на число

function checkNumber(value) {

return typeof value == 'number';

}

// декоратор, проверяющий типы для f

// второй аргумент checks - массив с функциями для проверки

function typeCheck(f, checks) {

return function() {

for (var i = 0; i < arguments.length; i++) {

if (!checks[i](arguments[i])) {

alert( "Некорректный тип аргумента номер " + i );

return;

}

}

return f.apply(this, arguments);

}

}

function sum(a, b) {

return a + b;

}

// обернём декоратор для проверки

sum = typeCheck(sum, [checkNumber, checkNumber]); // оба аргумента - числа

// пользуемся функцией как обычно

alert( sum(1, 2) ); // 3, все хорошо

// а вот так - будет ошибка

sum(true, null); // некорректный аргумент номер 0

sum(1, ["array", "in", "sum?!?"]); // некорректный аргумент номер 1

Конечно, этот декоратор можно ещё расширять, улучшать, дописывать проверки, но… Вы уже поняли принцип, не правда ли?

**Один раз пишем декоратор и дальше просто применяем этот функционал везде, где нужно.**

## [Декоратор проверки доступа](https://learn.javascript.ru/decorators" \l "декоратор-проверки-доступа)

И наконец посмотрим ещё один, последний пример.

Предположим, у нас есть функция isAdmin(), которая возвращает true, если у посетителя есть права администратора.

Можно создать декоратор checkPermissionDecorator, который добавляет в любую функцию проверку прав:

Например, создадим декоратор checkPermissionDecorator(f). Он будет возвращать обертку, которая передает вызов f в том случае, если у посетителя достаточно прав:

function checkPermissionDecorator(f) {

return function() {

if (isAdmin()) {

return f.apply(this, arguments);

}

alert( 'Недостаточно прав' );

}

}

Использование декоратора:

function save() { ... }

save = checkPermissionDecorator(save);

// Теперь вызов функции save() проверяет права

## [Итого](https://learn.javascript.ru/decorators#итого)

Декоратор – это обёртка над функцией, которая модифицирует её поведение. При этом основную работу по-прежнему выполняет функция.

**Декораторы можно не только повторно использовать, но и комбинировать!**

Это кардинально повышает их выразительную силу. Декораторы можно рассматривать как своего рода «фичи» или возможности, которые можно «нацепить» на любую функцию. Можно один, а можно несколько.

Скажем, используя декораторы, описанные выше, можно добавить к функции возможности по проверке типов данных, замеру времени и проверке доступа буквально одной строкой, не залезая при этом в её код, то есть (!) не увеличивая его сложность.

Предлагаю вашему вниманию задачи, которые помогут выяснить, насколько вы разобрались в декораторах. Далее в учебнике мы ещё встретимся с ними.

# Некоторые другие возможности

Различные возможности JavaScript, которые достаточно важны, но не заслужили отдельного раздела.

1. [Типы данных: [[Class]], instanceof и утки](https://learn.javascript.ru/class-instanceof)
2. [Формат JSON, метод toJSON](https://learn.javascript.ru/json)
3. [setTimeout и setInterval](https://learn.javascript.ru/settimeout-setinterval)
4. [Запуск кода из строки: eval](https://learn.javascript.ru/eval)
5. [Перехват ошибок, "try..catch"](https://learn.javascript.ru/exception)

# Типы данных: [[Class]], instanceof и утки

Время от времени бывает удобно создавать так называемые «полиморфные» функции, то есть такие, которые по-разному обрабатывают аргументы, в зависимости от их типа. Например, функция вывода может по-разному форматировать числа и даты.

Для реализации такой возможности нужен способ определить тип переменной.

## [Оператор typeof](https://learn.javascript.ru/class-instanceof" \l "оператор-typeof)

Мы уже знакомы с простейшим способом – оператором [typeof](https://learn.javascript.ru/types-intro#type-typeof).

Оператор typeof надежно работает с примитивными типами, кроме null, а также с функциями. Он возвращает для них тип в виде строки:

alert( typeof 1 ); // 'number'

alert( typeof true ); // 'boolean'

alert( typeof "Текст" ); // 'string'

alert( typeof undefined ); // 'undefined'

alert( typeof null ); // 'object' (ошибка в языке)

alert( typeof alert ); // 'function'

…Но все объекты, включая массивы и даты для typeof – на одно лицо, они имеют один тип 'object':

alert( typeof {} ); // 'object'

alert( typeof [] ); // 'object'

alert( typeof new Date ); // 'object'

Поэтому различить их при помощи typeof нельзя, и в этом его основной недостаток.

## [Секретное свойство [[Class]]](https://learn.javascript.ru/class-instanceof" \l "секретное-свойство-class)

Для встроенных объектов есть одна «секретная» возможность узнать их тип, которая связана с методом toString.

Во всех встроенных объектах есть специальное свойство [[Class]], в котором хранится информация о его типе или конструкторе.

Оно взято в квадратные скобки, так как это свойство – внутреннее. Явно получить его нельзя, но можно прочитать его «в обход», воспользовавшись методом toString стандартного объекта Object.

Его внутренняя реализация выводит [[Class]] в небольшом обрамлении, как "[object значение]".

Например:

var toString = {}.toString;

var arr = [1, 2];

alert( toString.call(arr) ); // [object Array]

var date = new Date;

alert( toString.call(date) ); // [object Date]

var user = { name: "Вася" };

alert( toString.call(user) ); // [object Object]

В первой строке мы взяли метод toString, принадлежащий именно стандартному объекту {}. Нам пришлось это сделать, так как у Date и Array – свои собственные методы toString, которые работают иначе.

Затем мы вызываем этот toString в контексте нужного объекта obj, и он возвращает его внутреннее, невидимое другими способами, свойство [[Class]].

**Для получения [[Class]] нужна именно внутренняя реализация toString стандартного объекта Object, другая не подойдёт.**

К счастью, методы в JavaScript – это всего лишь функции-свойства объекта, которые можно скопировать в переменную и применить на другом объекте через call/apply. Что мы и делаем для {}.toString.

Метод также можно использовать с примитивами:

alert( {}.toString.call(123) ); // [object Number]

alert( {}.toString.call("строка") ); // [object String]

**Вызов {}.toString в консоли может выдать ошибку**

При тестировании кода в консоли вы можете обнаружить, что если ввести в командную строку {}.toString.call(...) – будет ошибка. С другой стороны, вызов alert( {}.toString... ) – работает.

Эта ошибка возникает потому, что фигурные скобки { } в основном потоке кода интерпретируются как блок. Интерпретатор читает {}.toString.call(...) так:

{ } // пустой блок кода

.toString.call(...) // а что это за точка в начале? не понимаю, ошибка!

Фигурные скобки считаются объектом, только если они находятся в контексте выражения. В частности, оборачивание в скобки ( {}.toString... ) тоже сработает нормально.

Для большего удобства можно сделать функцию getClass, которая будет возвращать только сам [[Class]]:

function getClass(obj) {

return {}.toString.call(obj).slice(8, -1);

}

alert( getClass(new Date) ); // Date

alert( getClass([1, 2, 3]) ); // Array

Заметим, что свойство [[Class]] есть и доступно для чтения указанным способом – у всех встроенных объектов. Но его нет у объектов, которые создают наши функции. Точнее, оно есть, но равно всегда "Object".

Например:

function User() {}

var user = new User();

alert( {}.toString.call(user) ); // [object Object], не [object User]

Поэтому узнать тип таким образом можно только для встроенных объектов.

## [Метод Array.isArray()](https://learn.javascript.ru/class-instanceof" \l "метод-array-isarray)

Для проверки типа на массив есть специальный метод: Array.isArray(arr). Он возвращает true только если arr – массив:

alert( Array.isArray([1,2,3]) ); // true

alert( Array.isArray("not array")); // false

Но этот метод – единственный в своём роде.

Других аналогичных, типа Object.isObject, Date.isDate – нет.

## [Оператор instanceof](https://learn.javascript.ru/class-instanceof" \l "оператор-instanceof)

Оператор instanceof позволяет проверить, создан ли объект данной функцией, причём работает для любых функций – как встроенных, так и наших.

function User() {}

var user = new User();

alert( user instanceof User ); // true

Таким образом, instanceof, в отличие от [[Class]] и typeof может помочь выяснить тип для новых объектов, созданных нашими конструкторами.

Заметим, что оператор instanceof – сложнее, чем кажется. Он учитывает наследование, которое мы пока не проходили, но скоро изучим, и затем вернёмся к instanceof в главе [Проверка класса: "instanceof"](https://learn.javascript.ru/instanceof).

## [Утиная типизация](https://learn.javascript.ru/class-instanceof" \l "утиная-типизация)

Альтернативный подход к типу – «утиная типизация», которая основана на одной известной пословице: «If it looks like a duck, swims like a duck and quacks like a duck, then it probably is a duck (who cares what it really is)».

В переводе: «Если это выглядит как утка, плавает как утка и крякает как утка, то, вероятно, это утка (какая разница, что это на самом деле)».

Смысл утиной типизации – в проверке необходимых методов и свойств.

Например, мы можем проверить, что объект – массив, не вызывая Array.isArray, а просто уточнив наличие важного для нас метода, например splice:

var something = [1, 2, 3];

if (something.splice) {

alert( 'Это утка! То есть, массив!' );

}

Обратите внимание – в if мы не вызываем метод something.splice(), а пробуем получить само свойство something.splice. Для массивов оно всегда есть и является функцией, т.е. даст в логическом контексте true.

Проверить на дату можно, определив наличие метода getTime:

var x = new Date();

if (x.getTime) {

alert( 'Дата!' );

alert( x.getTime() ); // работаем с датой

}

С виду такая проверка хрупка, ее можно «сломать», передав похожий объект с тем же методом.

Но как раз в этом и есть смысл утиной типизации: если объект похож на дату, у него есть методы даты, то будем работать с ним как с датой (какая разница, что это на самом деле).

То есть, мы намеренно позволяем передать в код нечто менее конкретное, чем определённый тип, чтобы сделать его более универсальным.

**Проверка интерфейса**

Если говорить словами «классического программирования», то «duck typing» – это проверка реализации объектом требуемого интерфейса. Если реализует – ок, используем его. Если нет – значит это что-то другое.

## [Пример полиморфной функции](https://learn.javascript.ru/class-instanceof" \l "пример-полиморфной-функции)

Пример полиморфной функции – sayHi(who), которая будет говорить «Привет» своему аргументу, причём если передан массив – то «Привет» каждому:

function sayHi(who) {

if (Array.isArray(who)) {

who.forEach(sayHi);

} else {

alert( 'Привет, ' + who );

}

}

// Вызов с примитивным аргументом

sayHi("Вася"); // Привет, Вася

// Вызов с массивом

sayHi(["Саша", "Петя"]); // Привет, Саша... Петя

// Вызов с вложенными массивами - тоже работает!

sayHi(["Саша", "Петя", ["Маша", "Юля"]]); // Привет Саша..Петя..Маша..Юля

Проверку на массив в этом примере можно заменить на «утиную» – нам ведь нужен только метод forEach:

function sayHi(who) {

if (who.forEach) { // если есть forEach

who.forEach(sayHi); // предполагаем, что он ведёт себя "как надо"

} else {

alert( 'Привет, ' + who );

}

}

## [Итого](https://learn.javascript.ru/class-instanceof#итого)

Для написания полиморфных (это удобно!) функций нам нужна проверка типов.

* Для примитивов с ней отлично справляется оператор typeof.

У него две особенности:

* + Он считает null объектом, это внутренняя ошибка в языке.
  + Для функций он возвращает function, по стандарту функция не считается базовым типом, но на практике это удобно и полезно.
* Для встроенных объектов мы можем получить тип из скрытого свойства [[Class]], при помощи вызова {}.toString.call(obj).slice(8, -1). Для конструкторов, которые объявлены нами, [[Class]]всегда равно "Object".
* Оператор obj instanceof Func проверяет, создан ли объект obj функцией Func, работает для любых конструкторов. Более подробно мы разберём его в главе [Проверка класса: "instanceof"](https://learn.javascript.ru/instanceof).
* И, наконец, зачастую достаточно проверить не сам тип, а просто наличие нужных свойств или методов. Это называется «утиная типизация».

# Формат JSON, метод toJSON

В этой главе мы рассмотрим работу с форматом [JSON](http://ru.wikipedia.org/wiki/JSON), который используется для представления объектов в виде строки.

Это один из наиболее удобных форматов данных при взаимодействии с JavaScript. Если нужно с сервера взять объект с данными и передать на клиенте, то в качестве промежуточного формата – для передачи по сети, почти всегда используют именно его.

В современных браузерах есть замечательные методы, знание тонкостей которых делает операции с JSON простыми и комфортными.

## [Формат JSON](https://learn.javascript.ru/json" \l "формат-json)

Данные в формате JSON ([RFC 4627](http://tools.ietf.org/html/rfc4627)) представляют собой:

* JavaScript-объекты { ... } или
* Массивы [ ... ] или
* Значения одного из типов:
  + строки в двойных кавычках,
  + число,
  + логическое значение true/false,
  + null.

Почти все языки программирования имеют библиотеки для преобразования объектов в формат JSON.

Основные методы для работы с JSON в JavaScript – это:

* JSON.parse – читает объекты из строки в формате JSON.
* JSON.stringify – превращает объекты в строку в формате JSON, используется, когда нужно из JavaScript передать данные по сети.

## [Метод JSON.parse](https://learn.javascript.ru/json" \l "метод-json-parse)

Вызов JSON.parse(str) превратит строку с данными в формате JSON в JavaScript-объект/массив/значение.

Например:

var numbers = "[0, 1, 2, 3]";

numbers = JSON.parse(numbers);

alert( numbers[1] ); // 1

Или так:

var user = '{ "name": "Вася", "age": 35, "isAdmin": false, "friends": [0,1,2,3] }';

user = JSON.parse(user);

alert( user.friends[1] ); // 1

Данные могут быть сколь угодно сложными, объекты и массивы могут включать в себя другие объекты и массивы. Главное чтобы они соответствовали формату.

**JSON-объекты ≠ JavaScript-объекты**

Объекты в формате JSON похожи на обычные JavaScript-объекты, но отличаются от них более строгими требованиями к строкам – они должны быть именно в двойных кавычках.

В частности, первые два свойства объекта ниже – некорректны:

{

name: "Вася", // ошибка: ключ name без кавычек!

"surname": 'Петров',// ошибка: одинарные кавычки у значения 'Петров'!

"age": 35, // .. а тут всё в порядке.

"isAdmin": false // и тут тоже всё ок

}

Кроме того, в формате JSON не поддерживаются комментарии. Он предназначен только для передачи данных.

Есть нестандартное расширение формата JSON, которое называется [JSON5](http://json5.org/) и как раз разрешает ключи без кавычек, комментарии и т.п, как в обычном JavaScript. На данном этапе, это отдельная библиотека.

## [Умный разбор: JSON.parse(str, reviver)](https://learn.javascript.ru/json" \l "умный-разбор-json-parse-str-reviver)

Метод JSON.parse поддерживает и более сложные алгоритмы разбора.

Например, мы получили с сервера объект с данными события event.

Он выглядит так:

// title: название события, date: дата события

var str = '{"title":"Конференция","date":"2014-11-30T12:00:00.000Z"}';

…И теперь нужно восстановить его, то есть превратить в JavaScript-объект.

Попробуем вызвать для этого JSON.parse:

var str = '{"title":"Конференция","date":"2014-11-30T12:00:00.000Z"}';

var event = JSON.parse(str);

alert( event.date.getDate() ); // ошибка!

…Увы, ошибка!

Дело в том, что значением event.date является строка, а отнюдь не объект Date. Откуда методу JSON.parse знать, что нужно превратить строку именно в дату?

**Для интеллектуального восстановления из строки у JSON.parse(str, reviver) есть второй параметр reviver, который является функцией function(key, value).**

Если она указана, то в процессе чтения объекта из строки JSON.parse передаёт ей по очереди все создаваемые пары ключ-значение и может возвратить либо преобразованное значение, либо undefined, если его нужно пропустить.

В данном случае мы можем создать правило, что ключ date всегда означает дату:

// дата в строке - в формате UTC

var str = '{"title":"Конференция","date":"2014-11-30T12:00:00.000Z"}';

var event = JSON.parse(str, function(key, value) {

if (key == 'date') return new Date(value);

return value;

});

alert( event.date.getDate() ); // теперь сработает!

Кстати, эта возможность работает и для вложенных объектов тоже:

var schedule = '{ \

"events": [ \

{"title":"Конференция","date":"2014-11-30T12:00:00.000Z"}, \

{"title":"День рождения","date":"2015-04-18T12:00:00.000Z"} \

]\

}';

schedule = JSON.parse(schedule, function(key, value) {

if (key == 'date') return new Date(value);

return value;

});

alert( schedule.events[1].date.getDate() ); // сработает!

## [Сериализация, метод JSON.stringify](https://learn.javascript.ru/json" \l "сериализация-метод-json-stringify)

Метод JSON.stringify(value, replacer, space) преобразует («сериализует») значение в JSON-строку.

Пример использования:

var event = {

title: "Конференция",

date: "сегодня"

};

var str = JSON.stringify(event);

alert( str ); // {"title":"Конференция","date":"сегодня"}

// Обратное преобразование.

event = JSON.parse(str);

**При сериализации объекта вызывается его метод toJSON.**

Если такого метода нет – перечисляются его свойства, кроме функций.

Посмотрим это в примере посложнее:

var room = {

number: 23,

occupy: function() {

alert( this.number );

}

};

event = {

title: "Конференция",

date: new Date(Date.UTC(2014, 0, 1)),

room: room

};

alert( JSON.stringify(event) );

/\*

{

"title":"Конференция",

"date":"2014-01-01T00:00:00.000Z", // (1)

"room": {"number":23} // (2)

}

\*/

Обратим внимание на два момента:

1. Дата превратилась в строку. Это не случайно: у всех дат есть встроенный метод toJSON. Его результат в данном случае – строка в таймзоне UTC.
2. У объекта room нет метода toJSON. Поэтому он сериализуется перечислением свойств.

Мы, конечно, могли бы добавить такой метод, тогда в итог попал бы его результат:

var room = {

number: 23,

toJSON: function() {

return this.number;

}

};

alert( JSON.stringify(room) ); // 23

### [Исключение свойств](https://learn.javascript.ru/json" \l "исключение-свойств)

Попытаемся преобразовать в JSON объект, содержащий ссылку на DOM.

Например:

var user = {

name: "Вася",

age: 25,

window: window

};

alert( JSON.stringify(user) ); // ошибка!

// TypeError: Converting circular structure to JSON (текст из Chrome)

Произошла ошибка! В чём же дело, неужели некоторые объекты запрещены? Как видно из текста ошибки – дело совсем в другом. Глобальный объект window – сложная структура с кучей встроенных свойств и круговыми ссылками, поэтому его преобразовать невозможно. Да и нужно ли?

**Во втором параметре JSON.stringify(value, replacer) можно указать массив свойств, которые подлежат сериализации.**

Например:

var user = {

name: "Вася",

age: 25,

window: window

};

alert( JSON.stringify(user, ["name", "age"]) );

// {"name":"Вася","age":25}

Для более сложных ситуаций вторым параметром можно передать функцию function(key, value), которая возвращает сериализованное value либо undefined, если его не нужно включать в результат:

var user = {

name: "Вася",

age: 25,

window: window

};

var str = JSON.stringify(user, function(key, value) {

if (key == 'window') return undefined;

return value;

});

alert( str ); // {"name":"Вася","age":25}

В примере выше функция пропустит свойство с названием window. Для остальных она просто возвращает значение, передавая его стандартному алгоритму. А могла бы и как-то обработать.

**Функция replacer работает рекурсивно**

То есть, если объект содержит вложенные объекты, массивы и т.п., то все они пройдут через replacer.

### [Красивое форматирование](https://learn.javascript.ru/json" \l "красивое-форматирование)

В методе JSON.stringify(value, replacer, space) есть ещё третий параметр space.

Если он является числом – то уровни вложенности в JSON оформляются указанным количеством пробелов, если строкой – вставляется эта строка.

Например:

var user = {

name: "Вася",

age: 25,

roles: {

isAdmin: false,

isEditor: true

}

};

var str = JSON.stringify(user, "", 4);

alert( str );

/\* Результат -- красиво сериализованный объект:

{

"name": "Вася",

"age": 25,

"roles": {

"isAdmin": false,

"isEditor": true

}

}

\*/

## [Итого](https://learn.javascript.ru/json#итого)

* JSON – формат для представления объектов (и не только) в виде строки.
* Методы [JSON.parse](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/JSON/parse) и [JSON.stringify](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/JSON/stringify) позволяют интеллектуально преобразовать объект в строку и обратно.

# setTimeout и setInterval

Почти все реализации JavaScript имеют внутренний таймер-планировщик, который позволяет задавать вызов функции через заданный период времени.

В частности, эта возможность поддерживается в браузерах и в сервере Node.JS.

## [setTimeout](https://learn.javascript.ru/settimeout-setinterval" \l "settimeout)

Синтаксис:

var timerId = setTimeout(func / code, delay[, arg1, arg2...])

Параметры:

**func/code**

Функция или строка кода для исполнения. Строка поддерживается для совместимости, использовать её не рекомендуется.

**delay**

Задержка в милисекундах, 1000 милисекунд равны 1 секунде.

**arg1, arg2…**

Аргументы, которые нужно передать функции. Не поддерживаются в IE9-.

Исполнение функции произойдёт спустя время, указанное в параметре delay.

Например, следующий код вызовет func() через одну секунду:

function func() {

alert( 'Привет' );

}

setTimeout(func, 1000);

С передачей аргументов (не сработает в IE9-):

function func(phrase, who) {

alert( phrase + ', ' + who );

}

setTimeout(func, 1000, "Привет", "Вася"); // Привет, Вася

Если первый аргумент является строкой, то интерпретатор создаёт анонимную функцию из этой строки.

То есть такая запись тоже сработает:

setTimeout("alert('Привет')", 1000);

Однако, использование строк не рекомендуется, так как они могут вызвать проблемы при минимизации кода, и, вообще, сама возможность использовать строку сохраняется лишь для совместимости.

Вместо них используйте анонимные функции, вот так:

setTimeout(function() { alert('Привет') }, 1000);

### [Отмена исполнения clearTimeout](https://learn.javascript.ru/settimeout-setinterval" \l "отмена-исполнения-cleartimeout)

Функция setTimeout возвращает числовой идентификатор таймера timerId, который можно использовать для отмены действия.

Синтаксис:

var timerId = setTimeout(...);

clearTimeout(timerId);

В следующем примере мы ставим таймаут, а затем удаляем (передумали). В результате ничего не происходит.

var timerId = setTimeout(function() { alert(1) }, 1000);

alert(timerId); // число - идентификатор таймера

clearTimeout(timerId);

alert(timerId); // всё ещё число, оно не обнуляется после отмены

Как видно из alert, в браузере идентификатор таймера является обычным числом. Другие JavaScript-окружения, например Node.JS, могут возвращать объект таймера, с дополнительными методами.

**Такие разночтения вполне соответствуют стандарту просто потому, что в спецификации JavaScript про таймеры нет ни слова.**

Таймеры – это надстройка над JavaScript, которая описана в [секции Timers](http://www.w3.org/TR/html5/webappapis.html#timers) стандарта HTML5 для браузеров и в [документации к Node.JS](http://nodejs.org/docs/latest/api/timers.html) – для сервера.

## [setInterval](https://learn.javascript.ru/settimeout-setinterval" \l "setinterval)

Метод setInterval имеет синтаксис, аналогичный setTimeout.

var timerId = setInterval(func / code, delay[, arg1, arg2...])

Смысл аргументов – тот же самый. Но, в отличие от setTimeout, он запускает выполнение функции не один раз, а регулярно повторяет её через указанный интервал времени. Остановить исполнение можно вызовом clearInterval(timerId).

Следующий пример при запуске станет выводить сообщение каждые две секунды, пока не пройдёт 5 секунд:

// начать повторы с интервалом 2 сек

var timerId = setInterval(function() {

alert( "тик" );

}, 2000);

// через 5 сек остановить повторы

setTimeout(function() {

clearInterval(timerId);

alert( 'стоп' );

}, 5000);

**Модальные окна замораживают время в Chrome/Opera/Safari**

Что будет, если долго не жать OK на появившемся alert? Это зависит от браузера.

В браузерах Chrome, Opera и Safari внутренний таймер «заморожен» во время показа alert/confirm/prompt. А вот в IE и Firefox внутренний таймер продолжит идти.

Поэтому, если закрыть alert после небольшой паузы, то в Firefox/IE следующий alert будет показан сразу же (время подошло), а в Chrome/Opera/Safari – только через 2 секунды после закрытия.

### [Рекурсивный setTimeout](https://learn.javascript.ru/settimeout-setinterval" \l "рекурсивный-settimeout)

Важная альтернатива setInterval – рекурсивный setTimeout:

/\*\* вместо:

var timerId = setInterval(function() {

alert( "тик" );

}, 2000);

\*/

var timerId = setTimeout(function tick() {

alert( "тик" );

timerId = setTimeout(tick, 2000);

}, 2000);

В коде выше следующее выполнение планируется сразу после окончания предыдущего.

**Рекурсивный setTimeout – более гибкий метод тайминга, чем setInterval, так как время до следующего выполнения можно запланировать по-разному, в зависимости от результатов текущего.**

Например, у нас есть сервис, который в 5 секунд опрашивает сервер на предмет новых данных. В случае, если сервер перегружен, можно увеличивать интервал опроса до 10, 20, 60 секунд… А потом вернуть обратно, когда всё нормализуется.

Если у нас регулярно проходят грузящие процессор задачи, то мы можем оценивать время, потраченное на их выполнение, и планировать следующий запуск раньше или позже.

**Рекурсивный setTimeout гарантирует паузу между вызовами, setInterval – нет.**

Давайте сравним два кода. Первый использует setInterval:

var i = 1;

setInterval(function() {

func(i);

}, 100);

Второй использует рекурсивный setTimeout:

var i = 1;

setTimeout(function run() {

func(i);

setTimeout(run, 100);

}, 100);

При setInterval внутренний таймер будет срабатывать чётко каждые 100 мс и вызывать func(i):

![https://learn.javascript.ru/article/settimeout-setinterval/setinterval-interval.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjoAAAC3CAYAAAAb+fTvAAAAAXNSR0IArs4c6QAAH2xJREFUeAHt3QecFOXdwPH/7vUCiCKgoEhRlCIWQGxEQYlKNJboK4k9tmg0sZe8b96YqDExxoLRJKixRNGoL1as2BFEFBSpIh0OpB7X7/Z233nm2OWW3TvmbsvMM89v87nc7LPPzDzP9//3+O/szGwgYj2EBwIIIIAAAggg4EOBoA/nxJQQQAABBBBAAAFbgEKHREAAAQQQQAAB3wpQ6Pg2tEwMAQQQQAABBCh0yAEEEEAAAQQQ8K0AhY5vQ8vEEEAAAQQQQIBChxxAAAEEEEAAAd8KUOj4NrTtmFhjqB0rsQoClgC5QxokEyAvkqnQlmUBCp0sg3t1d+F1KyW0fKFXh8e4PCxA7ng4OC4OjbxwEZ9dxwlQ6MRxmPkkvKFMqp97UHJ7DzATgFm3W4DcaTedr1ckL3wdXu0mR6GjXcjSO+Dw5vVS8cBNkj98tEggkN6NszVfC5A7vg5vuydHXrSbjhUzJEChkyFYHTYbKd8klVaRI+Gw5A8bpcOQGaNHBMgdjwTCY8MgLzwWEIZjC1DoGJoIkcpyqRh/szSuL5PCUaeL5OQaKsG02ypA7rRVzIz+5IUZcdZxlhQ6OkYtxTFHaiql8sFbpHHtSgkWl0rBUSeluEVWN0WA3DEl0m2bJ3nRNi96Z1eAQie73u7vrbbaKnJ+I6FVS+2xFPzgFJH8QvfHxQi8L0DueD9GboyQvHBDnX22QYBCpw1Y2netr5OKh39rXUa+yJ5KwCpwCo75sfbTYgJZECB3soCs4S7ICw2DZt6QKXRMiXmoQSr/8TsJfTc3NuOCI8ZIoKRj7DkLCCQVIHeSshjfSF4YnwK6AFDo6BKpVMYZbpTKR26XhoWzY1sJ5ASlYPQZsecsIJBUgNxJymJ8I3lhfAroBECho1O02jNW69Lxqsf+KA3fzIhbO//QURLs3DWujScIxAmQO3EcPNkmQF6QCpoJUOhoFrA2DTcSkaqn7pb62VPjVlP3BSwc85O4Np4gECdA7sRx8GSbAHlBKmgoQKGjYdCcDrl64v1S//kHCd3zBo+QYPdeCe00IBAVIHeiEvxuLkBeNNdgWRcBCh1dItXGcda88LDUffpW0rUKjz8raTuNCCgBcoc8SCZAXiRToU0HAQodHaLUxjHWvPyY1H7wStK18voNkpzeByR9jUYEyB1yIJkAeZFMhTZdBCh0dImUw3HWTv631L7zfIu9C8dwNKdFHMNfIHcMT4AWpk9etABDszYCFDrahGrnA62b8oLUTH66xY65PXpL7oBhLb7OC+YKkDvmxr61mZMXrenwmi4CFDq6RGon46z76FWpnvRoq704mtMqj7EvkjvGhr7ViZMXrfLwokYCFDoaBaulodZPe0tqnn+opZft9pwu3STvkJGt9uFF8wTIHfNi7mTG5IUTJfroIkCho0ukWhhn/cwPRF3yad3eIvYIFCR+SWfBaOu+OQHCHUNiQcgdkiCZAHmRTIU2nQX4l0/j6DV8NVWqrRsCRsLbq5xAUbHkDxsVN6tgh05ScPgP49p4YrYAuWN2/FuaPXnRkgztOgtQ6GgavdC8z6XqX3dJpDEcm4E6klN6+W0S+varWJtaKDj2VJHcvLg2npgrQO6YG/vWZk5etKbDazoLUOhoGL3QotlSOeEPEgmFYqMP5OVJ6WX/K5GKLdK4bnWsXS0EijtIpKYyro0nZgqQO2bGfWezJi92JsTrOgsEItZD5wmYNvbQkrlS+bf/lkhdbWzqgZwcu8hRl45X/PkqCa1YHHstuqC+rTy37yDJG3SY/RPs2iP6Er8NESB3DAl0G6dJXrQRjO7aCVDoaBSyxhWLpGL8LdbRmerYqAPBoJT8/FbJG3KkhBbMkooHb4291tpCTrceTUWP9b1XuX0Giljb4eFfAXLHv7FNZWbkRSp6rKuLAIWOJpFqXL1UKu+/UcLV2z+CCgQDUnzeDZI/9NimWYQarPNzvpaGbz6ThrkzpHHDOkezCxaXSt7AYVI87mqR/MQrthxthE6eFSB3PBsaVwdGXrjKz86zKEChk0Xs9u4qvG6lVNx3g4QryuM2UWIVJvlHnhjX1vxJeO2KpqLnmxkSWjLPujpr+4nLzfup5eLTL5GCUafv2MxzzQXIHc0DmKHhkxcZgmWznhSg0PFkWLYPKryhTCruvV7C5Zu2N25bCpZ2tI7EDLc+ghomuQcMlUBhcUKfaIM6Gbnhq2lN99xpbIw2278LR50mRadfGtfGE/0FyB39Y5iJGZAXmVBlm14WoNDxcHRUcVLxp186+ghKnZCc23dgqycbVz1+l3WTuA/jZpx/6EgpufCWuDae6C9A7ugfw0zMgLzIhCrb9LoAhY7HIxSpLLfOt/m86SOo+V9IpLbG0Yhzuu4pJRfcLDl772v3r3npUal994W4dfP2O1BKr7ide+zEqfjnCbnjn1imcybkRTo12ZYOAhQ6OkQpOsbGkIQWz5GGOdbJxtYJx40b1kZfSfgdsE4q3uWPz1h3CywS+8v5/hP/XVg5PXpJh2v+2urHXQkbpUFfAXJH39hlcuTkRSZ12bZHBCh0PBKI9gxDnVDYMGe6VfQknmxcMPw464qs66Th62lS9Yh1c8FmXxMR7NxFOl5/nwQ67dae3bKODwTIHR8EMQNTIC8ygMomXReg0HE9BGkYgHVZefmt46xLz6tiG+tw9R9FHdWpeOAmidTXx9qDxSXS4dp7JNi9V6yNBYMFyB2Dg9/K1MmLVnB4STeBXN0GzHgTBRrmTIsrctQRm+AuXaTir9fFFTnqayJKLvsdRU4iobEt5I6xoW914uRFqzy8qJkAt8PVLGDJhls3/d245rwBQ6Xy4d9KuHJrrF3dXLDEurmg+hoIHghEBcidqAS/mwuQF801WNZdgCM6mkcwUrFZQtbVWM0fDV9NtYqciuZN9n1y8g4+Oq6NJ2YLkDtmx7+l2ZMXLcnQrqsAR3R0jdy2cdfPeC/hjsc7FjmFx50hBcecqvlMGX66BciddIv6Y3vkhT/iyCy2C1DobLfQcqnus3daHXf+0GOk6NSLW+3Di2YKkDtmxn1nsyYvdibE67oJUOjoFrFm421cuVga1yxv1hK/mNd/iJSce118I88QsATIHdIgmQB5kUyFNt0FKHQ0jmD9Z/EnITefSm6P3lJ6yW9FcjgNq7kLy00C5A6ZkEyAvEimQpvuAhQ6ukYw3Gh9b9X7SUcf3HX3pq92aOVLPpOuSKMZAuSOGXFu6yzJi7aK0V8TAQodTQK14zAb5s6Iu3w8+nqwuFQ6XHmHddfjXaNN/EYgToDciePgyTYB8oJU8KsAhY6mkU12iNm+IeDl1g0Bu+2l6awYdjYEyJ1sKOu3D/JCv5gxYmcCFDrOnDzVK1JVYX+xZ/NB2TcEvOAmye0zsHkzywjECZA7cRw82SZAXpAKfhag0NEwuurcnEhjY9zIi37yC8kbcmRcG08Q2FGA3NlRhOdKgLwgD/wsQKGjYXTrd7h3TuGYM6Vg5MkazoQhZ1uA3Mm2uB77Iy/0iBOjbJ8AhU773FxbK7x2uYRWLI7tv2D4KCk65aLYcxYQaEmA3GlJxux28sLs+JswewodzaLc/Mv28g44WIrPuVazGTBctwTIHbfkvb1f8sLb8WF0qQtQ6KRumL0tRMJS//l79v5ye/aR0ov/RySYk739syd9BcgdfWOXyZGTF5nUZdseEaDQ8UggnAwjtGCWhMs3Sc5u3aT0yttFCoqcrEYfBITcIQmSCZAXyVRo85sAhY5GEa2b/rYESzvYRU6gQ2eNRs5Q3RYgd9yOgDf3T154My6MKr0CFDrp9czY1iK11RKa/6WUXnabBLv2zNh+2LD/BMgd/8U0HTMiL9KhyDZ0EAhErIcOAzV9jPXT3pJAaUfJG3y46RTMv40C5E4bwQzpTl4YEmimKRQ6miRB4+qlkmN9IzkPBNoqQO60VcyM/uSFGXFmlkKhQxIggAACCCCAgH8FOEfHv7FlZggggAACCBgvQKFjfAoAgAACCCCAgH8FKHT8G1tmhgACCCCAgPECFDrGpwAACCCAAAII+FeAQse/sWVmCCCAAAIIGC9AoWN8CgCAAAIIIICAfwUodPwbW2aGAAIIIICA8QIUOsanAAAIIIAAAgj4V4BCR7PYLv1muqgfHgi0VYDcaauYGf3JCzPibPIsc02evI5zXzJnmj3s3oNG6Dh8xuyiALnjIr6Hd01eeDg4DC0tAhzRSQsjG0EAAQQQQAABLwpQ6HgxKowJAQQQQAABBNIiQKGTFkY2ggACCCCAAAJeFKDQ8WJUGBMCCCCAAAIIpEWAQictjGwEAQQQQAABBLwoQKHjxagwJgQQQAABBBBIiwCFTloY2QgCCCCAAAIIeFGAQseLUWFMCCCAAAIIIJAWAQqdtDCyEQQQQAABBBDwogCFjhejwpgQQAABBBBAIC0CFDppYWQjCCCAAAIIIOBFAQodL0aFMSGAAAIIIIBAWgQodNLCyEYQQAABBBBAwIsCFDpejApjQgABBBBAAIG0CFDopIWRjSCAAAIIIICAFwVyvTgoxrRzgSkT7915J3qkJDB63DUpre/VlcmdzEdGx9whL8iLzAu4sweO6Ljjzl4RQAABBBBAIAsCHNHJAnKmdqHju8ZMWaRzuya8syV30pkx27ele+6QF9tjmc4l3fMinRZubIsjOm6os08EEEAAAQQQyIoAhU5WmNkJAggggAACCLghQKHjhjr7RAABBBBAAIGsCFDoZIWZnSCAAAIIIICAGwIUOm6os08EEEAAAQQQyIoAhU5WmNkJAggggAACCLghQKHjhjr7RAABBBBAAIGsCFDoZIWZnSCAAAIIIICAGwIUOm6os08EEEAAAQQQyIoAhU5WmNkJAggggAACCLghQKHjhjr73KlAY2Nop3127NCedXbcBs/1F2hPHrRnHf2lzJpBe2LcnnXMUtVjthQ6esQp66Osra6Qb2a8K688fpe89tQ9Ulm+KWtjiITD8vK/7pK5M993vM/62mr5159+KVVbszdOx4MzrKOXcycSCSdEg9xJIMlIg1fzItRQn3S+5EVSFi0b+VJPLcOW+UG/9tRfJJiTK4MPO14a6molJzcv8zvdtof3XpogWzaskf5Djozb5+b1a+STN56Wb+dMlwtvHC+dd98z9np+YbHsO3iEvPLEn+XsK++UQJAaPoaT5QWv5U5NVYVM+b9/yNIFX0pDfZ30G3SYnDjuV5KXX2DLkDvZSRCv5cXqpfPlpcfulJqqrZKbl2/lxQg54eyr7GUlQl5kJy+ysRf+NciGsmb7qK4sl+Xffi1jzrzSLh4GDD1Giko6ZGUWZSsWydfT35EfnXdD7A+O2vHMD16SJ+/5lUQiEWkMNVgtkYTxHD32XGloqJOPXn8i4TUasiPgxdwpW75AOuyym1x009+snwdlrZVjM957MQ6E3InjSPsTL+aFeqN07rX3yHX3TJKfXvUnWTJ/pnzx0Stxcycv4ji0fcIRHW1Dl7mBb/p+leRYR3NKO+0at5N1KxfLm8+Ol/NvuD/W/u/7rpdjT7lIevQZINPefs4+8lO+aZ3M//Ij6bHP/qL+UHTt0SfWf9nCWXa/jetWSUFRsYw+7VLpM2Bo7PXp7/xHhhz+Q+m6Z+9Ym1rYq99gufCmh6x35LWycPYnca9FnwSDOXLcGZfLcw/eKkefdK59RCr6Gr+zI+DF3OkzYJiVY8NiAH0HDpd1q76LPVcL5E4cR9qfeDEviks7xebZtWcf2avvINnxYyzyIkak9QKFjtbhS+/g51hHUqZPed76j73B/g9+wh2X2jtQRc9FNz9kt23ZuDZup1s3fW8dRWn6jFsdAv7q0zdl6DGn2u+eP3jlMfn8/Uky9pzr7HVWLp4jkx653S5G+gwcJtUVWyQQCMS2p4qYZQtmyUnnXBtriy5069nXXty4bmW0Kenv7nv1E2ujstYqyva0Ci0e2RHwcu7sKLBlQ5l07tpjx2YhdxJIUm7wel6owqauplLWLF8oG9eukGNOuTBhzuRFAol2DRQ62oUscwPuf/BR0qv/EClbvkgmP32v/NcVt2/b2fZiZGd779X/YPsojuo34NBj5K3nxsdW+WzKizLkiBNk8Ijj7baSDrvEXlMLm61/gELWx1J79uof196WJ+odmCqK1OfvFDptkUutry65o87vWr1sgRx/5i8SJkzuJJCk3OD1vJhnXfDw6dvPWm+6ymWf/Q+JnbfVfOLkRXMNPZcdFTpLv5kuS+ZM03OGjNqxQH5BkaifrZvX2yfzduzc1fG60Y7NDwfnFxbZJ39GX1OHr/c/+Ojo04Tf9knP6iOzjvEfmSV03EnDLl26y6bvV++kV+svHzL1bdls/fjqceSYjE1Hh9xZYZ139sYz98nJ598oLeW2kbljcF4caH1Mrn7UkZ0pk/4pL074vZx//faP5qP/waQjL9S2pky8N7pJfqdJoM/gw6W3dSJ5aw9ORm5Nh9fiBII5ORION1rnATedCKwuA28MOb/fjSqCVi2ZG7fN5k/UuTwR63/ry5Y1b27z8vo1y6S4tGOb12OFzAm4nTuqyFG3LBhrfSza23rn3tKD3GlJJjPtbudFdFbqqquBhx4r6tzBZLcgIC+iUnr+dnRER1VLO6uY9Jy+fqN28x1BV+sjIXVOzbJFs+0T9960Ppaqq61yjLjvgUfYV7v0OWCo9B003L56qq6myroipou9DXW5rzoJWX1e3vwEZvWiOn+nrqbaPq9HPa+yzu/Jyy8S9fFX80vJVb8NZStk5NjzVDceHhFwM3dUkTPp0T/IyB9dIF2695LyjetslVLrSix1/ln0Qe5EJbL32828UG/Uon871PmFMz98WfpaF0YEAvHv/9OZF6PHXZM9XPYUE9j+X3msiQUEkguofxRGHH+WvPrk3fbV3QcfPTbh6qjkaza1Djv2VPueFW88+4CErXNx1B8ZdT+T/gcdFVtNXfmw2DqP4qAjToy1qYVZn0yWD199PNY2cfwt9vLFt/497n46S+bNtC6F7yh77zck1rc9C19ah/N990fJxcPmbubOV9Pekvq6Onn3xX9YqaB+mh4/+/XdceeDGZs7huaFug3F7E/fkqBV2IStG0kOOPQHVjGc+AYpXXkRzTt+Z18gYN2XJPGGJNkfB3t0KND8iI5b/xCr26KHrZ+8/EKHo07spo7kqHN4dnz3pO6e+sRffiUjjjvLPnE5cc2WW6q2bpbH777K+mN1vn2jw5Z7tv5K1Ngt39ZH1/5Xo/NSW3BrbuRO++OXqTVNzQt1RKfaOpKjTjZu6T5h/E3JVNZld7vxx+iyu2/2pqmAeneeSpGjpl1QVJJQ5Kj2wuIO8uMLbpGPXnvS+ry89UvJVf/mj8nP3Cs9eg+QwcOPa97MsocEyB0PBcNDQ3EjL9QRZfXRd0tFjuLhb4qHkiSFoVDopIDHqpkR6L73vvKDUy4QdTdVp4+GuhrptGs3Odm6o7JVQTldjX4+EyB3fBbQNE2HvEgTpKab4RwdTQPn92EfOKJtl0LnWZfFjznrSr+zMD8HAuSOAyQDu5AXBgZ925Q5omNu7Jk5AggggAACvheg0PF9iJkgAggggAAC5gpQ6Jgbe2aOAAIIIICA7wUodHwfYiaIAAIIIICAuQIUOubGnpkjgAACCCDgewEKHd+HmAkigAACCCBgrgCFjrmxZ+YIIIAAAgj4XoBCx/chZoIIIIAAAgiYK0ChY27smTkCCCCAAAK+F6DQ8X2ImSACCCCAAALmCvAVEBrHvvm3Dms8DYbuggC54wK6BrskLzQIEkNsswBHdNpMxgoIIIAAAgggoIsAR3R0idQO4xw97podWniKgDMBcseZk2m9yAvTIm7OfDmiY06smSkCCCCAAALGCVDoGBdyJowAAggggIA5AhQ65sSamSKAAAIIIGCcAIWOcSFnwggggAACCJgjQKFjTqyZKQIIIIAAAsYJUOgYF3ImjAACCCCAgDkCFDrmxJqZIoAAAgggYJwAhY5xIWfCCCCAAAIImCNAoWNOrJkpAggggAACxglQ6BgXciaMAAIIIICAOQIUOubEmpkigAACCCBgnACFjnEhZ8IIIIAAAgiYI0ChY06smSkCCCCAAALGCVDoGBdyJowAAggggIA5ArnmTNUfM+0z+HB/TIRZZF2A3Mk6uRY7JC+0CBODTEEgELEeKazPqggggAACCCCAgGcF+OjKs6FhYAgggAACCCCQqgCFTqqCrI8AAggggAACnhWg0PFsaBgYAggggAACCKQqQKGTqiDrI4AAAggggIBnBSh0PBsaBoYAAggggAACqQpQ6KQqyPoIIIAAAggg4FkBCh3PhoaBIYAAAggggECqAhQ6qQqyPgIIIIAAAgh4VoBCx7OhYWAIIIAAAgggkKoAhU6qgqyPAAIIIIAAAp4VoNDxbGgYGAIIIIAAAgikKkChk6og6yOAAAIIIICAZwUodDwbGgaGAAIIIIAAAqkK5Ka6AdZPUcD68vj5sz6W71cvkUNHniKlnXZN2GBl+Ub5bu7n8v2apdJ59z1lvwOPkI6dd293v4QVadBSoLa6ws6Ldau+k9y8Auk3aLjsuc/+CXMhfxJIfN1QX1tt/03ZULZMGurrpMMuXWTfQSOka88+CfMmNxJIaPChQCBiPXw4Ly2m9N3cGfLx60/J+rLl9njPv+6+hD9G61Yulhf+eZv9ereefWXdqsWiInbaz38jPXofEJun036xFVjQWmDVkrny6pN3S11Nlai82LJxrVSWb5LRp10ih4w8OTY3p3nhtF9swyx4VmDld9/IS4/dKbvvsY89xrIViyTUUE9ueDZiDCzTAhQ6mRZuYfvvvPCwzJ76hvTab4gUlXSUBdZRnYRCx6poJtxxmRSWdJCzr7hd8gqKpLa6Up6+/wYJ5uTKhTeOb9q6034tjIVm/QTWly2TWZ9MllGnXmwdzcm3/yGb+OAtssEqmq+64xm7TVXE5I9+sU11xOHGkASDOSKBgL0pVeRMuONS++jO1XdObNo8uZEqM+trJMA5Oi4Fa/+DjpIzL79NzvrFH2S3bnslHcV382ba79SPPukcu8hRnQqLS2XIESfY/6CtXDzHXs9pv6Q7oVFLAfVufcyZVzQVNNYMVLGz/0FH2wXPpu9X2XNymhdO+2kJZeCg1ZugaJGjpq9yo9+gw0QVQOpHPZzG3Gk/e6P8HwIeFaDQcSkwe/UbLPv0P7jVva9ZNl9ycvPsoz7Rjuoo0MevPWk/jX7k5bRfdBv89qdAQ32NPTFVDKuH07xw2s/eKP+nnUBjqEFWLZknvfc/1D4SrCbgNOZO+2mHwoCNEuBkZA+He+uWDVJc2sl6cxaUutoqeevZ8bJoznQ5bPRPZOYHL0mF9bp6OO3n4akytBQF1McT82Z+IN333tc6Ub2rvTWneeG0X4pDZPUsCtRUbZXPprwoDXU1smzhbOmyx95y4rirYyNwGnOn/WIbZgEBDwpQ6HgwKNEh1dfWSGFRiaiTCV994m7rY4k6OfOy31lHeA6SLz9+zfojVmt3ddovul1++0/g7ef/Zhe8Pz3vhtjknOaF036xDbPgeYHGUEg2rltpf5QZCtXLim/nyMwPX5YjfjjOHrvTmDvt53kQBmi0AIWOh8OvLjVfvmi2THzgZunZd6CMPec6Kemwi/3HS11CGr0U3Wk/D0+VoaUg8N6kCTLviw9l7M+ule579YttyWleOO0X2zALnhdQMT3jkt82jdM68fizKS/IR9YVnp137yEHHDLS/tvB3xbPh5EBpkmAQidNkJnYTEfr/hfqPhjqo6qRY8+NnWCo3qmpR6ddu9m/nfazO/N/vhJ476VH5MtPXpcTzr7K/ges+eSc5oXTfs23zbJGAtbVV0OPPU0+nvxvWb10np0nTmPutJ9GGgzVQAFORvZw0PtaV0qoR2FxSazIUc/nTH9H8guL7RvEqedO+6m+PPwjoI7kzPr4dTnpp7+WQcNGJ0zMaV447ZewAxq0EdhYtsK620AkdoWn05g77acNBAM1UoAjOi6FXd0JefXS+fbey5YvtH8vmP2xrLautFKHnfcdfLh06b63fVno1DcnSl5+kezRaz9ZbJ2MPGvqZDnqxJ/FLjl32s+lqbLbDAhMffMZ+eKjV+2PNKu2bpbP358U20thUakMHnE8+RMTMWth/Zploj7aVm+G1G91R3V1YnKXPXrJoOFNBbHTvxlO+5klzGx1E+CGgS5FTF019f7LjyXde88+A2TcVXfZr6mrad55/iFZ+NVU+2Os0k67WV8V8SMZPuqMuHWd9otbiSfaCrw44feyxLrPUrKH+pqQi2/9u/2S07xw2i/Z/mjzlsD7Lz9qXZX5cmxQ6srNgcNGWR+Bn2HfnDT6gtOYO+0X3S6/EfCaAIWO1yLSwngi4bBUV5ZLScfOLfRoanbar9WN8KLvBJzmhdN+vgPy0YRUDKsqtthXaaqLF9Qd1Vt7OI25036t7YvXEHBDgELHDXX2iQACCCCAAAJZEeBk5KwwsxMEEEAAAQQQcEOAQscNdfaJAAIIIIAAAlkRoNDJCjM7QQABBBBAAAE3BCh03FBnnwgggAACCCCQFQEKnawwsxMEEEAAAQQQcEOAQscNdfaJAAIIIIAAAlkRoNDJCjM7QQABBBBAAAE3BCh03FBnnwgggAACCCCQFQEKnawwsxMEEEAAAQQQcEOAQscNdfaJAAIIIIAAAlkRoNDJCjM7QQABBBBAAAE3BP4fRqEzYsXLD/AAAAAASUVORK5CYII=)

Вы обратили внимание?…

**Реальная пауза между вызовами func при setInterval меньше, чем указана в коде!**

Это естественно, ведь время работы функции никак не учитывается, оно «съедает» часть интервала.

Возможно и такое что func оказалась сложнее, чем мы рассчитывали и выполнялась дольше, чем 100 мс.

В этом случае интерпретатор будет ждать, пока функция завершится, затем проверит таймер и, если время вызова setInterval уже подошло (или прошло), то следующий вызов произойдёт сразу же.

**Если функция и выполняется дольше, чем пауза setInterval, то вызовы будут происходить вообще без перерыва.**

Исключением является IE, в котором таймер «застывает» во время выполнения JavaScript.

А так будет выглядеть картинка с рекурсивным setTimeout:

![https://learn.javascript.ru/article/settimeout-setinterval/settimeout-interval.png](data:image/png;base64,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)

**При рекурсивном setTimeout задержка всегда фиксирована и равна 100 мс.**

Это происходит потому, что каждый новый запуск планируется только после окончания текущего.

**Управление памятью**

Сборщик мусора в JavaScript не чистит функции, назначенные в таймерах, пока таймеры актуальны.

При передаче функции в setInterval/setTimeout создаётся внутренняя ссылка на неё, через которую браузер её будет запускать, и которая препятствует удалению из памяти, даже если функция анонимна.

// Функция будет жить в памяти, пока не сработал (или не был очищен) таймер

setTimeout(function() {}, 100);

* Для setTimeout – внутренняя ссылка исчезнет после исполнения функции.
* Для setInterval – ссылка исчезнет при очистке таймера.

Так как функция также тянет за собой всё замыкание, то ставшие неактуальными, но не отменённые setInterval могут приводить к излишним тратам памяти.

## [Минимальная задержка таймера](https://learn.javascript.ru/settimeout-setinterval" \l "минимальная-задержка-таймера)

У браузерного таймера есть минимальная возможная задержка. Она меняется от примерно нуля до 4 мс в современных браузерах. В более старых она может быть больше и достигать 15 мс.

По [стандарту](http://www.w3.org/TR/html5/webappapis.html#timers), минимальная задержка составляет 4 мс. Так что нет разницы между setTimeout(..,1) и setTimeout(..,4).

Посмотреть минимальное разрешение «вживую» можно на следующем примере.

**В примере ниже каждая полоска удлиняется вызовом setInterval с указанной на ней задержкой – от 0 мс (сверху) до 20 мс (внизу).**

Позапускайте его в различных браузерах. Вы заметите, что несколько первых полосок анимируются с одинаковой скоростью. Это как раз потому, что слишком маленькие задержки таймер не различает.

**Важно:**

В Internet Explorer, нулевая задержка setInterval(.., 0) не сработает. Это касается именно setInterval, т.е. setTimeout(.., 0) работает нормально.

**Откуда взялись эти 4 мс?**

Почему минимальная задержка – 4 мс, а не 1 мс? Зачем она вообще существует?

Это – «привет» от прошлого. Браузер Chrome как-то пытался убрать минимальную задержку в своих ранних версиях, но оказалось, что существуют сайты, которые используют setTimeout(..,0)рекурсивно, создавая тем самым «асинхронный цикл». И, если задержку совсем убрать, то будет 100% загрузка процессора, такой сайт «подвесит» браузер.

Поэтому, чтобы не ломать существующие скрипты, решили сделать задержку. По возможности, небольшую. На время создания стандарта оптимальным числом показалось 4 мс.

## [Реальная частота срабатывания](https://learn.javascript.ru/settimeout-setinterval" \l "реальная-частота-срабатывания)

В ряде ситуаций таймер будет срабатывать реже, чем обычно. Задержка между вызовамиsetInterval(..., 4) может быть не 4 мс, а 30 мс или даже 1000 мс.

* Большинство браузеров (десктопных в первую очередь) продолжают выполнять setTimeout/setInterval, даже если вкладка неактивна.

При этом ряд из них (Chrome, FF, IE10) снижают минимальную частоту таймера, до 1 раза в секунду. Получается, что в «фоновой» вкладке будет срабатывать таймер, но редко.

* При работе от батареи, в ноутбуке – браузеры тоже могут снижать частоту, чтобы реже выполнять код и экономить заряд батареи. Особенно этим известен IE. Снижение может достигать нескольких раз, в зависимости от настроек.
* При слишком большой загрузке процессора JavaScript может не успевать обрабатывать таймеры вовремя. При этом некоторые запуски setInterval будут пропущены.

**Вывод: на частоту 4 мс стоит ориентироваться, но не стоит рассчитывать.**

Посмотрим снижение частоты в действии на небольшом примере.

При клике на кнопку ниже запускается setInterval(..., 90), который выводит список интервалов времени между 25 последними срабатываниями таймера. Запустите его. Перейдите на другую вкладку и вернитесь.

Запустить повтор с интервалом в 90 мс Остановить повтор

Если ваш браузер увеличивает таймаут при фоновом выполнении вкладки, то вы увидите увеличенные интервалы, помеченные красным.

Кроме того, вы заметите, что таймер не является идеально точным ;)

## [Разбивка долгих скриптов](https://learn.javascript.ru/settimeout-setinterval" \l "разбивка-долгих-скриптов)

Нулевой или небольшой таймаут также используют, чтобы разорвать поток выполнения «тяжелых» скриптов.

Например, скрипт для подсветки синтаксиса должен проанализировать код, создать много цветных элементов для подсветки и добавить их в документ – на большом файле это займёт много времени, браузер может даже подвиснуть, что неприемлемо.

Для того, чтобы этого избежать, сложная задача разбивается на части, выполнение каждой части запускается через мини-интервал после предыдущей, чтобы дать браузеру время.

Например, осуществляется анализ и подсветка первых 100 строк, затем через 20 мс – следующие 100 строк и так далее. При этом можно подстраиваться под CPU посетителя: замерять время на анализ 100 строк и, если процессор хороший, то в следующий раз обработать 200 строк, а если плохой – то 50. В итоге подсветка будет работать с адекватной быстротой и без тормозов на любых текстах и компьютерах.

## [Итого](https://learn.javascript.ru/settimeout-setinterval#итого)

* Методы setInterval(func, delay) и setTimeout(func, delay) позволяют запускать funcрегулярно/один раз через delay миллисекунд.
* Оба метода возвращают идентификатор таймера. Его используют для остановки выполнения вызовом clearInterval/clearTimeout.
* В случаях, когда нужно гарантировать задержку между регулярными вызовами или гибко её менять, вместо setInterval используют рекурсивный setTimeout.
* Минимальная задержка по стандарту составляет 4 мс. Браузеры соблюдают этот стандарт, но некоторые другие среды для выполнения JS, например Node.JS, могут предоставить и меньше задержки.
* В реальности срабатывания таймера могут быть гораздо реже, чем назначено, например если процессор перегружен, вкладка находится в фоновом режиме, ноутбук работает от батареи или по какой-то иной причине.

Браузерных особенностей почти нет, разве что вызов setInterval(..., 0) с нулевой задержкой в IE недопустим, нужно указывать setInterval(..., 1).

# Запуск кода из строки: eval

Функция eval(code) позволяет выполнить код, переданный ей в виде строки.

Этот код будет выполнен в текущей области видимости.

## [Использование eval](https://learn.javascript.ru/eval" \l "использование-eval)

В простейшем случае eval всего лишь выполняет код, например:

var a = 1;

(function() {

var a = 2;

eval(' alert(a) '); // 2

})()

Но он может не только выполнить код, но и вернуть результат.

**Вызов eval возвращает последнее вычисленное выражение**:

Например:

alert( eval('1+1') ); // 2

**При вызове eval имеет полный доступ к локальным переменным.**

Это означает, что текущие переменные могут быть изменены или дополнены:

var x = 5;

eval(" alert( x ); x = 10"); // 5, доступ к старому значению

alert( x ); // 10, значение изменено внутри eval

**В строгом режиме eval имеет свою область видимости**

В строгом режиме функционал eval чуть-чуть меняется.

При use strict код внутри eval по-прежнему сможет читать и менять внешние переменные, однако переменные и функции, объявленные внутри eval, не попадут наружу.

"use strict";

eval("var a = 5; function f() { }");

alert( a ); // ошибка, переменная не определена

// функция f тоже не видна снаружи

Иными словами, в новом стандарте eval имеет свою область видимости, а к внешним переменным обращается через замыкание, аналогично тому, как работают обычные функции.

## [Неграмотное использование eval](https://learn.javascript.ru/eval" \l "неграмотное-использование-eval)

Начнём с того, что eval применяется очень редко. Действительно редко. Есть даже такое выражение «eval is evil» (eval – зло).

Причина проста: когда-то JavaScript был гораздо более слабым языком, чем сейчас, и некоторые вещи без eval было сделать невозможно. Но те времена давно прошли. И теперь найти тот случай, когда действительно надо выполнить код из строки – это надо постараться.

Но если вы действительно знаете, что это именно тот случай и вам необходим eval – есть ряд вещей, которые нужно иметь в виду.

Доступ к локальным переменным – худшее, что можно сделать при eval.

Дело в том, что локальные переменные могут быть легко переименованы:

function sayHi() {

var phrase = "Привет";

eval(str);

}

Переменная phrase может быть переименована в hello, и если строка str обращается к ней – будет ошибка.

Современные средства сжатия JavaScript переименовывают локальные переменные автоматически. Это считается безопасным, так как локальная переменная видна лишь внутри функции и если в ней везде поменять phrase на p, то никто этого не заметит.

До сжатия:

function sayHi() {

var phrase = "Привет";

alert( phrase );

}

После сжатия:

function sayHi() {

var a = "Привет";

alert( a );

}

На самом деле всё ещё проще – в данном случае утилита сжатия автоматически уберёт переменную a и код станет таким:

function sayHi() {

alert( "Привет" );

}

Итак, если где-то в функции есть eval, то его взаимодействие с локальными переменными будет нарушено с непредсказуемыми побочными эффектами.

Некоторые инструменты сжатия предупреждают, когда видят eval или стараются вообще не сжимать такой код вместе с его внешними функциями, но всё это борьба с последствиями кривого кода.

Как правило, eval не нужен, именно поэтому говорят, «eval is evil».

## [Запуск скрипта в глобальной области](https://learn.javascript.ru/eval" \l "запуск-скрипта-в-глобальной-области)

Ок, взаимодействовать с локальными переменными нельзя.

Но допустим мы загрузили с сервера или вручную сгенерировали скрипт, который нужно выполнить. Желательно, в глобальной области, вне любых функций, чтобы он уж точно к локальным переменным отношения не имел.

Здесь eval может пригодиться. Есть два трюка для выполнения кода в глобальной области:

1. Везде, кроме IE8-, достаточно вызвать eval не напрямую, а через window.eval.

Вот так:

var a = 1;

(function() {

var a = 2;

window.eval(' alert(a) '); // 1, выполнено глобально везде, кроме IE8-

})();

1. В IE8- можно применить нестандартную фунцию [execScript](http://msdn.microsoft.com/en-us/library/ie/ms536420%28v=vs.85%29.aspx). Она, как и eval, выполняет код, но всегда в глобальной области видимости и не возвращает значение.

Оба способа можно объединить в единой функции globalEval(code), выполняющей код без доступа к локальным переменным:

function globalEval(code) { // объединим два способа в одну функцию

window.execScript ? execScript(code) : window.eval(code);

}

var a = 1;

(function() {

var a = 2;

globalEval(' alert(a) '); // 1, во всех браузерах

})();

## [Внешние данные через new Function](https://learn.javascript.ru/eval" \l "внешние-данные-через-new-function)

Итак, у нас есть код, который, всё же, нужно выполнить динамически, через eval, но не просто скрипт – а ему нужно передать какие-то значения.

Как мы говорили ранее, считать их из локальных переменных нельзя: это подвержено ошибкам при переименовании переменных и сразу ломается при сжатии JavaScript. Да и вообще, неочевидно и криво.

**К счастью, существует отличная альтернатива eval, которая позволяет корректно взаимодействовать с внешним кодом: new Function.**

Вызов new Function('a,b', '..тело..') создает функцию с указанными аргументами a,b и телом. Как мы помним, доступа к текущему замыканию у такой функции не будет, но можно передать параметры и получить результат.

Например:

var a = 2,

b = 3;

// вместо обращения к a,b через eval

// будем принимать их как аргументы динамически созданной функции

var mul = new Function('a, b', ' return a \* b;');

alert( mul(a, b) ); // 6

## [JSON и eval](https://learn.javascript.ru/eval" \l "json-и-eval)

В браузерах IE7- не было методов JSON.stringify и JSON.parse, поэтому работа с JSON происходила через eval.

Этот способ работы с JSON давно устарел, но его можно встретить кое-где в старом коде, так что для примера рассмотрим его.

Вызов eval(code) выполняет код и, если это выражение, то возвращает его значение, поэтому можно в качестве кода передать JSON.

Например:

var str = '{ \

"name": "Вася", \

"age": 25 \

}';

var user = eval('(' + str + ')');

alert( user.name ); // Вася

Зачем здесь нужны скобки eval( '(' + str + ')' ), почему не просто eval(str)?

…Всё дело в том, что в JavaScript с фигурной скобки { начинаются не только объекты, а в том числе и «блоки кода». Что имеется в виду в данном случае – интерпретатор определяет по контексту. Если в основном потоке кода – то блок, если в контексте выражения, то объект.

Поэтому если передать в eval объект напрямую, то интерпретатор подумает, что это на самом деле блок кода, а там внутри какие-то двоеточия…

Вот, для примера, eval без скобок, он выдаст ошибку:

var user = eval('{ "name": "Вася", "age": 25 }');

А если eval получает выражение в скобках ( ... ), то интерпретатор точно знает, что это не блок кода, а объект:

var user = eval('( { "name": "Вася", "age": 25 } )');

alert( user.age ); // 25

**Осторожно, злой JSON!**

Если мы получаем JSON из недоверенного источника, например с чужого сервера, то разбор через eval может быть опасен.

Например, чужой сервер может быть взломан (за свой-то код мы отвечаем, а за чужой – нет) и вместо JSON вставлен злонамеренный JavaScript-код.

**Поэтому рекомендуется, всё же, использовать JSON.parse.**

При разборе через JSON.parse некорректный JSON просто приведёт к ошибке, а вот при разборе через eval этот код реально выполнится, он может вывести что-то на странице, перенаправить посетителя куда-то и т.п.

## [Итого](https://learn.javascript.ru/eval#итого)

* Функция eval(str) выполняет код и возвращает последнее вычисленное выражение. В современном JavaScript она используется редко.
* Вызов eval может читать и менять локальные переменные. Это – зло, которого нужно избегать.
* Для выполнения скрипта в глобальной области используются трюк с window.eval/execScript. При этом локальные переменные не будут затронуты, так что такое выполнение безопасно и иногда, в редких архитектурах, может быть полезным.
* Если выполняемый код всё же должен взаимодействовать с локальными переменными – используйте new Function. Создавайте функцию из строки и передавайте переменные ей, это надёжно и безопасно.

Ещё примеры использования eval вы найдёте далее, в главе [Формат JSON, метод toJSON](https://learn.javascript.ru/json).

# Перехват ошибок, "try..catch"

Как бы мы хорошо ни программировали, в коде бывают ошибки. Или, как их иначе называют, «исключительные ситуации» (исключения).

Обычно скрипт при ошибке, как говорят, «падает», с выводом ошибки в консоль.

Но бывают случаи, когда нам хотелось бы как-то контролировать ситуацию, чтобы скрипт не просто «упал», а сделал что-то разумное.

Для этого в JavaScript есть замечательная конструкция try..catch.

## [Конструкция try…catch](https://learn.javascript.ru/exception" \l "конструкция-try-catch)

Конструкция try..catch состоит из двух основных блоков: try, и затем catch:

try {

// код ...

} catch (err) {

// обработка ошибки

}

Работает она так:

1. Выполняется код внутри блока try.
2. Если в нём ошибок нет, то блок catch(err) игнорируется, то есть выполнение доходит до конца try и потом прыгает через catch.
3. Если в нём возникнет ошибка, то выполнение try на ней прерывается, и управление прыгает в начало блока catch(err).

При этом переменная err (можно выбрать и другое название) будет содержать объект ошибки с подробной информацией о произошедшем.

**Таким образом, при ошибке в try скрипт не «падает», и мы получаем возможность обработать ошибку внутри catch.**

Посмотрим это на примерах.

* Пример без ошибок: при запуске сработают alert (1) и (2):
* try {
* alert('Начало блока try'); // (1) <--
* // .. код без ошибок
* alert('Конец блока try'); // (2) <--
* } catch(e) {
* alert('Блок catch не получит управление, так как нет ошибок'); // (3)
* }

alert("Потом код продолжит выполнение...");

* Пример с ошибкой: при запуске сработают (1) и (3):
* try {
* alert('Начало блока try'); // (1) <--
* lalala; // ошибка, переменная не определена!
* alert('Конец блока try'); // (2)
* } catch(e) {
* alert('Ошибка ' + e.name + ":" + e.message + "\n" + e.stack); // (3) <--
* }

alert("Потом код продолжит выполнение...");

**try..catch подразумевает, что код синтаксически верен**

Если грубо нарушена структура кода, например не закрыта фигурная скобка или где-то стоит лишняя запятая, то никакой try..catch здесь не поможет. Такие ошибки называются синтаксическими, интерпретатор не может понять такой код.

Здесь же мы рассматриваем ошибки семантические, то есть происходящие в корректном коде, в процессе выполнения.

**try..catch работает только в синхронном коде**

Ошибку, которая произойдёт в коде, запланированном «на будущее», например, в setTimeout, try..catch не поймает:

try {

setTimeout(function() {

throw new Error(); // вылетит в консоль

}, 1000);

} catch (e) {

alert( "не сработает" );

}

На момент запуска функции, назначенной через setTimeout, этот код уже завершится, интерпретатор выйдет из блока try..catch.

Чтобы поймать ошибку внутри функции из setTimeout, и try..catch должен быть в той же функции.

## [Объект ошибки](https://learn.javascript.ru/exception" \l "объект-ошибки)

В примере выше мы видим объект ошибки. У него есть три основных свойства:

**name**

Тип ошибки. Например, при обращении к несуществующей переменной: "ReferenceError".

**message**

Текстовое сообщение о деталях ошибки.

**stack**

Везде, кроме IE8-, есть также свойство stack, которое содержит строку с информацией о последовательности вызовов, которая привела к ошибке.

В зависимости от браузера, у него могут быть и дополнительные свойства, см. [Error в MDN](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Error) и [Error в MSDN](http://msdn.microsoft.com/en-us/library/dww52sbt%28v=vs.85%29.aspx).

## [Пример использования](https://learn.javascript.ru/exception#пример-использования)

В JavaScript есть встроенный метод [JSON.parse(str)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/JSON/parse), который используется для чтения JavaScript-объектов (и не только) из строки.

Обычно он используется для того, чтобы обрабатывать данные, полученные по сети, с сервера или из другого источника.

Мы получаем их и вызываем метод JSON.parse, вот так:

var data = '{"name":"Вася", "age": 30}'; // строка с данными, полученная с сервера

var user = JSON.parse(data); // преобразовали строку в объект

// теперь user -- это JS-объект с данными из строки

alert( user.name ); // Вася

alert( user.age ); // 30

Более детально формат JSON разобран в главе [Формат JSON, метод toJSON](https://learn.javascript.ru/json).

**В случае, если данные некорректны, JSON.parse генерирует ошибку, то есть скрипт «упадёт».**

Устроит ли нас такое поведение? Конечно нет!

Получается, что если вдруг что-то не так с данными, то посетитель никогда (если, конечно, не откроет консоль) об этом не узнает.

А люди очень-очень не любят, когда что-то «просто падает», без всякого объявления об ошибке.

**Бывают ситуации, когда без try..catch не обойтись, это – одна из таких.**

Используем try..catch, чтобы обработать некорректный ответ:

var data = "Has Error"; // в данных ошибка

try {

var user = JSON.parse(data); // <-- ошибка при выполнении

alert( user.name ); // не сработает

} catch (e) {

// ...выполнится catch

alert( "Извините, в данных ошибка, мы попробуем получить их ещё раз" );

alert( e.name );

alert( e.message );

}

Здесь в alert только выводится сообщение, но область применения гораздо шире: можно повторять запрос, можно предлагать посетителю использовать альтернативный способ, можно отсылать информацию об ошибке на сервер… Свобода действий.

## [Генерация своих ошибок](https://learn.javascript.ru/exception" \l "генерация-своих-ошибок)

Представим на минуту, что данные являются корректным JSON… Но в этом объекте нет нужного свойства name:

var data = '{ "age": 30 }'; // данные неполны

try {

var user = JSON.parse(data); // <-- выполнится без ошибок

alert( user.name ); // undefined

} catch (e) {

// не выполнится

alert( "Извините, в данных ошибка" );

}

Вызов JSON.parse выполнится без ошибок, но ошибка в данных есть. И, так как свойство name обязательно должно быть, то для нас это такие же некорректные данные как и "Has Error".

Для того, чтобы унифицировать и объединить обработку ошибок парсинга и ошибок в структуре, мы воспользуемся оператором throw.

### [Оператор throw](https://learn.javascript.ru/exception" \l "оператор-throw)

Оператор throw генерирует ошибку.

Синтаксис: throw <объект ошибки>.

Технически, в качестве объекта ошибки можно передать что угодно, это может быть даже не объект, а число или строка, но всё же лучше, чтобы это был объект, желательно – совместимый со стандартным, то есть чтобы у него были как минимум свойства name и message.

**В качестве конструктора ошибок можно использовать встроенный конструктор: new Error(message) или любой другой.**

В JavaScript встроен ряд конструкторов для стандартных ошибок: SyntaxError, ReferenceError, RangeError и некоторые другие. Можно использовать и их, но только чтобы не было путаницы.

В данном случае мы используем конструктор new SyntaxError(message). Он создаёт ошибку того же типа, что и JSON.parse.

var data = '{ "age": 30 }'; // данные неполны

try {

var user = JSON.parse(data); // <-- выполнится без ошибок

if (!user.name) {

throw new SyntaxError("Данные некорректны");

}

alert( user.name );

} catch (e) {

alert( "Извините, в данных ошибка" );

}

Получилось, что блок catch – единое место для обработки ошибок во всех случаях: когда ошибка выявляется при JSON.parse или позже.

## [Проброс исключения](https://learn.javascript.ru/exception" \l "проброс-исключения)

В коде выше мы предусмотрели обработку ошибок, которые возникают при некорректных данных. Но может ли быть так, что возникнет какая-то другая ошибка?

Конечно, может! Код – это вообще мешок с ошибками, бывает даже так что библиотеку выкладывают в открытый доступ, она там 10 лет лежит, её смотрят миллионы людей и на 11-й год находятся опаснейшие ошибки. Такова жизнь, таковы люди.

Блок catch в нашем примере предназначен для обработки ошибок, возникающих при некорректных данных. Если же в него попала какая-то другая ошибка, то вывод сообщения о «некорректных данных» будет дезинформацией посетителя.

**Ошибку, о которой catch не знает, он не должен обрабатывать.**

Такая техника называется «проброс исключения»: в catch(e) мы анализируем объект ошибки, и если он нам не подходит, то делаем throw e.

При этом ошибка «выпадает» из try..catch наружу. Далее она может быть поймана либо внешним блоком try..catch (если есть), либо «повалит» скрипт.

В примере ниже catch обрабатывает только ошибки SyntaxError, а остальные – выбрасывает дальше:

var data = '{ "name": "Вася", "age": 30 }'; // данные корректны

try {

var user = JSON.parse(data);

if (!user.name) {

throw new SyntaxError("Ошибка в данных");

}

blabla(); // произошла непредусмотренная ошибка

alert( user.name );

} catch (e) {

if (e.name == "SyntaxError") {

alert( "Извините, в данных ошибка" );

} else {

throw e;

}

}

Заметим, что ошибка, которая возникла внутри блока catch, «выпадает» наружу, как если бы была в обычном коде.

В следующем примере такие ошибки обрабатываются ещё одним, «более внешним» try..catch:

function readData() {

var data = '{ "name": "Вася", "age": 30 }';

try {

// ...

blabla(); // ошибка!

} catch (e) {

// ...

if (e.name != 'SyntaxError') {

throw e; // пробрасываем

}

}

}

try {

readData();

} catch (e) {

alert( "Поймал во внешнем catch: " + e ); // ловим

}

В примере выше try..catch внутри readData умеет обрабатывать только SyntaxError, а внешний – все ошибки.

Без внешнего проброшенная ошибка «вывалилась» бы в консоль, с остановкой скрипта.

## [Оборачивание исключений](https://learn.javascript.ru/exception" \l "оборачивание-исключений)

И, для полноты картины – последняя, самая продвинутая техника по работе с ошибками. Она, впрочем, является стандартной практикой во многих объектно-ориентированных языках.

Цель функции readData в примере выше – прочитать данные. При чтении могут возникать разные ошибки, не только SyntaxError, но и, возможно, к примеру, URIError (неправильное применение функций работы с URI), да и другие.

Код, который вызвал readData, хотел бы иметь либо результат, либо информацию об ошибке.

При этом очень важным является вопрос: обязан ли этот внешний код знать о всевозможных типах ошибок, которые могут возникать при чтении данных, и уметь перехватывать их?

Обычно внешний код хотел бы работать «на уровень выше», и получать либо результат, либо «ошибку чтения данных», при этом какая именно ошибка произошла – ему неважно. Ну, или, если будет важно, то хотелось бы иметь возможность это узнать, но обычно не требуется.

Это важнейший общий подход к проектированию – каждый участок функционала должен получать информацию на том уровне, который ему необходим.

Мы его видим везде в грамотно построенном коде, но не всегда отдаём себе в этом отчёт.

В данном случае, если при чтении данных происходит ошибка, то мы будем генерировать её в виде объекта ReadError, с соответствующим сообщением. А «исходную» ошибку – на всякий случай тоже сохраним, присвоим в свойство cause (англ. – причина).

Выглядит это так:

function ReadError(message, cause) {

this.message = message;

this.cause = cause;

this.name = 'ReadError';

this.stack = cause.stack;

}

function readData() {

var data = '{ bad data }';

try {

// ...

JSON.parse(data);

// ...

} catch (e) {

// ...

if (e.name == 'URIError') {

throw new ReadError("Ошибка в URI", e);

} else if (e.name == 'SyntaxError') {

throw new ReadError("Синтаксическая ошибка в данных", e);

} else {

throw e; // пробрасываем

}

}

}

try {

readData();

} catch (e) {

if (e.name == 'ReadError') {

alert( e.message );

alert( e.cause ); // оригинальная ошибка-причина

} else {

throw e;

}

}

Этот подход называют «оборачиванием» исключения, поскольку мы берём ошибки «более низкого уровня» и «заворачиваем» их в ReadError, которая соответствует текущей задаче.

## [Секция finally](https://learn.javascript.ru/exception" \l "секция-finally)

Конструкция try..catch может содержать ещё один блок: finally.

Выглядит этот расширенный синтаксис так:

try {

.. пробуем выполнить код ..

} catch(e) {

.. перехватываем исключение ..

} finally {

.. выполняем всегда ..

}

Секция finally не обязательна, но если она есть, то она выполняется всегда:

* после блока try, если ошибок не было,
* после catch, если они были.

Попробуйте запустить такой код?

try {

alert( 'try' );

if (confirm('Сгенерировать ошибку?')) BAD\_CODE();

} catch (e) {

alert( 'catch' );

} finally {

alert( 'finally' );

}

У него два варианта работы:

1. Если вы ответите на вопрос «Сгенерировать ошибку?» утвердительно, то try -> catch -> finally.
2. Если ответите отрицательно, то try -> finally.

**Секцию finally используют, чтобы завершить начатые операции при любом варианте развития событий.**

Например, мы хотим подсчитать время на выполнение функции sum(n), которая должна возвратить сумму чисел от 1 до n и работает рекурсивно:

function sum(n) {

return n ? (n + sum(n - 1)) : 0;

}

var n = +prompt('Введите n?', 100);

var start = new Date();

try {

var result = sum(n);

} catch (e) {

result = 0;

} finally {

var diff = new Date() - start;

}

alert( result ? result : 'была ошибка' );

alert( "Выполнение заняло " + diff );

Здесь секция finally гарантирует, что время будет подсчитано в любых ситуациях – при ошибке в sumили без неё.

Вы можете проверить это, запустив код с указанием n=100 – будет без ошибки, finally выполнится после try, а затем с n=100000 – будет ошибка из-за слишком глубокой рекурсии, управление прыгнет в finallyпосле catch.

**finally и return**

Блок finally срабатывает при любом выходе из try..catch, в том числе и return.

В примере ниже, из try происходит return, но finally получает управление до того, как контроль возвращается во внешний код.

function func() {

try {

// сразу вернуть значение

return 1;

} catch (e) {

/\* ... \*/

} finally {

alert( 'finally' );

}

}

alert( func() ); // сначала finally, потом 1

Если внутри try были начаты какие-то процессы, которые нужно завершить по окончании работы, во в finally это обязательно будет сделано.

Кстати, для таких случаев иногда используют try..finally вообще без catch:

function func() {

try {

return 1;

} finally {

alert( 'Вызов завершён' );

}

}

alert( func() ); // сначала finally, потом 1

В примере выше try..finally вообще не обрабатывает ошибки. Задача в другом – выполнить код при любом выходе из try – с ошибкой ли, без ошибок или через return.

## [Последняя надежда: window.onerror](https://learn.javascript.ru/exception" \l "последняя-надежда-window-onerror)

Допустим, ошибка произошла вне блока try..catch или выпала из try..catch наружу, во внешний код. Скрипт упал.

Можно ли как-то узнать о том, что произошло? Да, конечно.

В браузере существует специальное свойство window.onerror, если в него записать функцию, то она выполнится и получит в аргументах сообщение ошибки, текущий URL и номер строки, откуда «выпала» ошибка.

Необходимо лишь позаботиться, чтобы функция была назначена заранее.

Например:

<script>

window.onerror = function(message, url, lineNumber) {

alert("Поймана ошибка, выпавшая в глобальную область!\n" +

"Сообщение: " + message + "\n(" + url + ":" + lineNumber + ")");

};

function readData() {

error(); // ой, что-то не так

}

readData();

</script>

Как правило, роль window.onerror заключается в том, чтобы не оживить скрипт – скорее всего, это уже невозможно, а в том, чтобы отослать сообщение об ошибке на сервер, где разработчики о ней узнают.

Существуют даже специальные веб-сервисы, которые предоставляют скрипты для отлова и аналитики таких ошибок, например: <https://errorception.com/> или <http://www.muscula.com/>.

## [Итого](https://learn.javascript.ru/exception#итого)

Обработка ошибок – большая и важная тема.

В JavaScript для этого предусмотрены:

* Конструкция try..catch..finally – она позволяет обработать произвольные ошибки в блоке кода.

Это удобно в тех случаях, когда проще сделать действие и потом разбираться с результатом, чем долго и нудно проверять, не упадёт ли чего.

Кроме того, иногда проверить просто невозможно, например JSON.parse(str) не позволяет «проверить» формат строки перед разбором. В этом случае блок try..catch необходим.

Полный вид конструкции:

try {

.. пробуем выполнить код ..

} catch(e) {

.. перехватываем исключение ..

} finally {

.. выполняем всегда ..

}

Возможны также варианты try..catch или try..finally.

* Оператор throw err генерирует свою ошибку, в качестве err рекомендуется использовать объекты, совместимые с встроенным типом [Error](http://javascript.ru/Error), содержащие свойства message и name.

Кроме того, мы рассмотрели некоторые важные приёмы:

* Проброс исключения – catch(err) должен обрабатывать только те ошибки, которые мы рассчитываем в нём увидеть, остальные – пробрасывать дальше через throw err.

Определить, нужная ли это ошибка, можно, например, по свойству name.

* Оборачивание исключений – функция, в процессе работы которой возможны различные виды ошибок, может «обернуть их» в одну общую ошибку, специфичную для её задачи, и уже её пробросить дальше. Чтобы, при необходимости, можно было подробно определить, что произошло, исходную ошибку обычно присваивают в свойство этой, общей. Обычно это нужно для логирования.
* В window.onerror можно присвоить функцию, которая выполнится при любой «выпавшей» из скрипта ошибке. Как правило, это используют в информационных целях, например отправляют информацию об ошибке на специальный сервис.

# ООП в функциональном стиле

Инкапсуляция и наследование в функциональном стиле, а также расширенные возможности объектов JavaScript.

1. [Введение](https://learn.javascript.ru/about-oop)
2. [Внутренний и внешний интерфейс](https://learn.javascript.ru/internal-external-interface)
3. [Геттеры и сеттеры](https://learn.javascript.ru/getters-setters)
4. [Функциональное наследование](https://learn.javascript.ru/functional-inheritance)

# Введение

На протяжении долгого времени в программировании применялся [процедурный подход](http://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D1%86%D0%B5%D0%B4%D1%83%D1%80%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5). При этом программа состоит из функций, вызывающих друг друга.

Гораздо позже появилось [объектно-ориентированное программирование](http://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) (ООП), которое позволяет группировать функции и данные в единой сущности – «объекте».

При объектно-ориентированной разработке мы описываем происходящее на уровне объектов, которые создаются, меняют свои свойства, взаимодействуют друг с другом и (в случае браузера) со страницей, в общем, живут.

Например, «пользователь», «меню», «компонент интерфейса»… При объектно-ориентированном подходе каждый объект должен представлять собой интуитивно понятную сущность, у которой есть методы и данные.

**ООП – это не просто объекты**

В JavaScript объекты часто используются просто как коллекции.

Например, встроенный объект [Math](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Math) содержит функции (Math.sin, Math.pow, …) и данные (константа Math.PI).

При таком использовании объектов мы не можем сказать, что «применён объектно-ориентированный подход». В частности, никакую «единую сущность» Math из себя не представляет, это просто коллекция независимых функций с общим префиксом Math.

Мы уже работали в ООП-стиле, создавая объекты такого вида:

function User(name) {

this.sayHi = function() {

alert( "Привет, я " + name );

};

}

var vasya = new User("Вася"); // создали пользователя

vasya.sayHi(); // пользователь умеет говорить "Привет"

Здесь мы видим ярко выраженную сущность – User (посетитель). Используя терминологию ООП, такие конструкторы часто называют классами, то есть можно сказать "класс User".

**Класс в ООП**

[Классом](https://en.wikipedia.org/wiki/Class_(computer_programming)) в объектно-ориентированной разработке называют шаблон/программный код, предназначенный для создания объектов и методов.

В JavaScript классы можно организовать по-разному. Говорят, что класс User написан в «функциональном» стиле. Далее мы также увидим «прототипный» стиль.

ООП – это наука о том, как делать правильную архитектуру. У неё есть свои принципы, например [SOLID](https://ru.wikipedia.org/wiki/SOLID_%28%D0%BE%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29).

По приёмам объектно-ориентированной разработки пишут книги, к примеру:

* [Объектно-ориентированный анализ и проектирование с примерами приложений.](http://www.ozon.ru/context/detail/id/3905587/?partner=iliakan) *Гради Буч и др.*.
* [Приемы объектно-ориентированного проектирования. Паттерны проектирования.](http://www.ozon.ru/context/detail/id/2457392/?partner=iliakan) *Э. Гамма, Р. Хелм, Р. Джонсон, Дж. Влиссидес.*

Здесь мы не имеем возможности углубиться в теорию ООП, поэтому чтение таких книг рекомендуется. Хотя основные принципы, как использовать ООП правильно, мы, всё же, затронем.

# Внутренний и внешний интерфейс

Один из важнейших принципов ООП – отделение внутреннего интерфейса от внешнего.

Это – обязательная практика в разработке чего угодно сложнее hello world.

Чтобы это понять, отвлечемся от разработки и переведем взгляд на объекты реального мира.

Как правило, устройства, с которыми мы имеем дело, весьма сложны. Но разделение интерфейса на внешний и внутренний позволяет использовать их без малейших проблем.

## [Пример из жизни](https://learn.javascript.ru/internal-external-interface" \l "пример-из-жизни)

Например, кофеварка. Простая снаружи: кнопка, индикатор, отверстия,… И, конечно, результат – кофе :)
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Но внутри… (картинка из пособия по ремонту)
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Масса деталей. Но мы можем пользоваться ей, совершенно не зная об этом.

Кофеварки – довольно-таки надежны, не правда ли? Можно пользоваться годами, и только когда что-то пойдет не так – придется нести к мастеру.

Секрет надежности и простоты кофеварки – в том, что все детали отлажены и спрятаны внутри.

Если снять с кофеварки защитный кожух, то использование её будет более сложным (куда нажимать?) и опасным (током ударить может).

Как мы увидим, объекты очень схожи с кофеварками.

Только для того, чтобы прятать внутренние детали, используется не кожух, а специальные средства языка и соглашения.

## [Внутренний и внешний интерфейс](https://learn.javascript.ru/internal-external-interface" \l "внутренний-и-внешний-интерфейс)

В программировании мы будем разделять методы и свойства объекта на две группы:

* Внутренний интерфейс – это свойства и методы, доступ к которым может быть осуществлен только из других методов объекта, их также называют «приватными» (есть и другие термины, встретим их далее).
* Внешний интерфейс – это свойства и методы, доступные снаружи объекта, их называют «публичными».

Если продолжить аналогию с кофеваркой – то, что спрятано внутри кофеварки: трубка кипятильника, нагревательный элемент, тепловой предохранитель и так далее – это её внутренний интерфейс.

Внутренний интерфейс используется для обеспечения работоспособности объекта, его детали используют друг друга. Например, трубка кипятильника подключена к нагревательному элементу.

Но снаружи кофеварка закрыта специальным кожухом, чтобы никто к ним не подобрался. Детали скрыты и недоступны. Виден лишь внешний интерфейс.

Получив объект, всё, что нужно для пользования им – это знать внешний интерфейс. О внутреннем же знать вообще не обязательно.

Это были общие слова по теории программирования.

Далее мы реализуем кофеварку на JavaScript с приватными и публичными свойствами. В кофеварке много деталей, мы конечно, не будем моделировать каждый винтик, а сосредоточимся на основных приёмах разработки.

## [Шаг 1: публичное и приватное свойство](https://learn.javascript.ru/internal-external-interface" \l "шаг-1-публичное-и-приватное-свойство)

Конструктор кофеварок будет называться CoffeeMachine.

function CoffeeMachine(power) {

this.waterAmount = 0; // количество воды в кофеварке

alert( 'Создана кофеварка мощностью: ' + power + ' ватт' );

}

// создать кофеварку

var coffeeMachine = new CoffeeMachine(100);

// залить воды

coffeeMachine.waterAmount = 200;

**Локальные переменные, включая параметры конструктора, можно считать приватными свойствами.**

В примере выше это power – мощность кофеварки, которая указывается при создании и далее будет использована для расчёта времени кипячения.

К локальным переменным конструктора нельзя обратиться снаружи, но они доступны внутри самого конструктора.

**Свойства, записанные в this, можно считать публичными.**

Здесь свойство waterAmount записано в объект, а значит – доступно для модификации снаружи. Можно доливать и выливать воду в любом количестве.

**Вопрос терминологии**

Далее мы будем называть power как «локальной переменной», так и «приватным свойством» объекта.

Это, смотря, с какой стороны посмотреть.

Термины «приватное свойство/метод», «публичное свойство/метод» относятся к общей теории ООП. А их конкретная реализация в языке программирования может быть различной.

Здесь ООП-принцип «приватного свойства» реализован через локальные переменные, поэтому и «локальная переменная» и «приватное свойство» – правильные термины, в зависимости от того, с какой точки зрения взглянуть – кода или архитектуры ООП.

## [Шаг 2: публичный и приватный методы](https://learn.javascript.ru/internal-external-interface" \l "шаг-2-публичный-и-приватный-методы)

Добавим публичный метод run, запускающий кофеварку, а также вспомогательные внутренние методы getBoilTime и onReady:

function CoffeeMachine(power) {

this.waterAmount = 0;

// расчёт времени для кипячения

function getBoilTime() {

return 1000; // точная формула расчета будет позже

}

// что делать по окончании процесса

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

// setTimeout - встроенная функция,

// она запустит onReady через getBoilTime() миллисекунд

setTimeout(onReady, getBoilTime());

};

}

var coffeeMachine = new CoffeeMachine(100);

coffeeMachine.waterAmount = 200;

coffeeMachine.run();

Приватные методы, такие как onReady, getBoilTime могут быть объявлены как вложенные функции.

В результате естественным образом получается, что доступ к ним (через замыкание) имеют только другие функции, объявленные в том же конструкторе.

## [Шаг 3: константа](https://learn.javascript.ru/internal-external-interface" \l "шаг-3-константа)

Для расчёта времени на кипячение воды используется формула c\*m\*ΔT / power, где:

* c – коэффициент теплоёмкости воды, физическая константа равная 4200.
* m – масса воды, которую нужно нагреть.
* ΔT – температура, на которую нужно подогреть, будем считать, что изначально вода – комнатной температуры 20°С, то есть до 100° нужно греть на ΔT=80.
* power – мощность.

Используем её в более реалистичном варианте getBoilTime(), включающем использование приватных свойств и константу:

"use strict"

function CoffeeMachine(power) {

this.waterAmount = 0;

// физическая константа - удельная теплоёмкость воды для getBoilTime

var WATER\_HEAT\_CAPACITY = 4200;

// расчёт времени для кипячения

function getBoilTime() {

return this.waterAmount \* WATER\_HEAT\_CAPACITY \* 80 / power; // ошибка!

}

// что делать по окончании процесса

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

setTimeout(onReady, getBoilTime());

};

}

var coffeeMachine = new CoffeeMachine(1000);

coffeeMachine.waterAmount = 200;

coffeeMachine.run();

Удельная теплоёмкость WATER\_HEAT\_CAPACITY выделена большими буквами, так как это константа.

Внимание, при запуске кода выше в методе getBoilTime будет ошибка. Как вы думаете, почему?

## [Шаг 4: доступ к объекту из внутреннего метода](https://learn.javascript.ru/internal-external-interface" \l "шаг-4-доступ-к-объекту-из-внутреннего-метода)

Внутренний метод вызывается так: getBoilTime(). А чему при этом равен this?… Как вы наверняка помните, в современном стандарте он будет undefined (в старом – window), из-за этого при чтении this.waterAmount возникнет ошибка!

Её можно решить, если вызвать getBoilTime с явным указанием контекста: getBoilTime.call(this):

function CoffeeMachine(power) {

this.waterAmount = 0;

var WATER\_HEAT\_CAPACITY = 4200;

function getBoilTime() {

return this.waterAmount \* WATER\_HEAT\_CAPACITY \* 80 / power;

}

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

setTimeout(onReady, getBoilTime.call(this));

};

}

// создаю кофеварку, мощностью 100000W чтобы кипятила быстро

var coffeeMachine = new CoffeeMachine(100000);

coffeeMachine.waterAmount = 200;

coffeeMachine.run();

Такой подход будет работать, но он не очень-то удобен. Ведь получается, что теперь везде, где мы хотим вызвать getBoilTime, нужно явно указывать контекст, т.е. писать getBoilTime.call(this).

К счастью существуют более элегантные решения.

### [Привязка через bind](https://learn.javascript.ru/internal-external-interface" \l "привязка-через-bind)

Можно при объявлении привязать getBoilTime к объекту через bind, тогда вопрос контекста отпадёт сам собой:

function CoffeeMachine(power) {

this.waterAmount = 0;

var WATER\_HEAT\_CAPACITY = 4200;

var getBoilTime = function() {

return this.waterAmount \* WATER\_HEAT\_CAPACITY \* 80 / power;

}.bind(this);

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

setTimeout(onReady, getBoilTime());

};

}

var coffeeMachine = new CoffeeMachine(100000);

coffeeMachine.waterAmount = 200;

coffeeMachine.run();

Это решение будет работать, теперь функцию можно просто вызывать без call. Но объявление функции стало менее красивым.

### [Сохранение this в замыкании](https://learn.javascript.ru/internal-external-interface" \l "сохранение-this-в-замыкании)

Пожалуй, самый удобный и часто применяемый путь решения состоит в том, чтобы предварительно скопировать this во вспомогательную переменную и обращаться из внутренних функций уже к ней.

Вот так:

function CoffeeMachine(power) {

this.waterAmount = 0;

var WATER\_HEAT\_CAPACITY = 4200;

var self = this;

function getBoilTime() {

return self.waterAmount \* WATER\_HEAT\_CAPACITY \* 80 / power;

}

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

setTimeout(onReady, getBoilTime());

};

}

var coffeeMachine = new CoffeeMachine(100000);

coffeeMachine.waterAmount = 200;

coffeeMachine.run();

Теперь getBoilTime получает self из замыкания.

**Конечно, чтобы это работало, мы не должны изменять self, а все приватные методы, которые хотят иметь доступ к текущему объекту, должны использовать внутри себя self вместо this.**

Вместо self можно использовать любое другое имя переменной, например var me = this.

## [Итого](https://learn.javascript.ru/internal-external-interface#итого)

Итак, мы сделали кофеварку с публичными и приватными методами и заставили их корректно работать.

В терминологии ООП отделение и защита внутреннего интерфейса называется [инкапсуляция](http://ru.wikipedia.org/wiki/%D0%98%D0%BD%D0%BA%D0%B0%D0%BF%D1%81%D1%83%D0%BB%D1%8F%D1%86%D0%B8%D1%8F_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29).

Кратко перечислим бонусы, которые она даёт:

**Защита пользователей от выстрела себе в ногу**

Представьте, команда разработчиков пользуется кофеваркой. Кофеварка создана фирмой «Лучшие Кофеварки» и, в общем, работает хорошо, но с неё сняли защитный кожух и, таким образом, внутренний интерфейс стал доступен.

Все разработчики цивилизованны – и пользуются кофеваркой как обычно. Но хитрый Вася решил, что он самый умный, и подкрутил кое-что внутри кофеварки, чтобы кофе заваривался покрепче. Вася не знал, что те изменения, которые он произвёл, приведут к тому, что кофеварка испортится через два дня.

Виноват, разумеется, не только Вася, но и тот, кто снял защитный кожух с кофеварки, и тем самым позволил Васе проводить манипуляции.

В программировании – то же самое. Если пользователь объекта будет менять то, что не рассчитано на изменение снаружи – последствия могут быть непредсказуемыми.

**Удобство в поддержке**

Ситуация в программировании сложнее, чем с кофеваркой, т.к. кофеварку один раз купили и всё, а программа может улучшаться и дорабатываться.

**При наличии чётко выделенного внешнего интерфейса, разработчик может свободно менять внутренние свойства и методы, без оглядки на коллег.**

Гораздо легче разрабатывать, если знаешь, что ряд методов (все внутренние) можно переименовывать, менять их параметры, и вообще, переписать как угодно, так как внешний код к ним абсолютно точно не обращается.

Ближайшая аналогия в реальной жизни – это когда выходит «новая версия» кофеварки, которая работает гораздо лучше. Разработчик мог переделать всё внутри, но пользоваться ей по-прежнему просто, так как внешний интерфейс сохранён.

**Управление сложностью**

Люди обожают пользоваться вещами, которые просты с виду. А что внутри – дело десятое.

Программисты здесь не исключение.

**Всегда удобно, когда детали реализации скрыты, и доступен простой, понятно документированный внешний интерфейс.**

# Геттеры и сеттеры

Для управляемого доступа к состоянию объекта используют специальные функции, так называемые «геттеры» и «сеттеры».

## [Геттер и сеттер для воды](https://learn.javascript.ru/getters-setters" \l "геттер-и-сеттер-для-воды)

На текущий момент количество воды в кофеварке является публичным свойством waterAmount:

function CoffeeMachine(power) {

// количество воды в кофеварке

this.waterAmount = 0;

...

}

Это немного опасно. Ведь в это свойство можно записать произвольное количество воды, хоть весь мировой океан.

// не помещается в кофеварку!

coffeeMachine.waterAmount = 1000000;

Это ещё ничего, гораздо хуже, что можно наоборот – вылить больше, чем есть:

// и не волнует, было ли там столько воды вообще!

coffeeMachine.waterAmount -= 1000000;

Так происходит потому, что свойство полностью доступно снаружи.

Чтобы не было таких казусов, нам нужно ограничить контроль над свойством со стороны внешнего кода.

**Для лучшего контроля над свойством его делают приватным, а запись значения осуществляется через специальный метод, который называют «сеттер» (setter method).**

Типичное название для сеттера – setСвойство, например, в случае с кофеваркой таким сеттером будет метод setWaterAmount:

function CoffeeMachine(power, capacity) { // capacity - ёмкость кофеварки

var waterAmount = 0;

var WATER\_HEAT\_CAPACITY = 4200;

function getTimeToBoil() {

return waterAmount \* WATER\_HEAT\_CAPACITY \* 80 / power;

}

// "умная" установка свойства

this.setWaterAmount = function(amount) {

if (amount < 0) {

throw new Error("Значение должно быть положительным");

}

if (amount > capacity) {

throw new Error("Нельзя залить воды больше, чем " + capacity);

}

waterAmount = amount;

};

function onReady() {

alert( 'Кофе готов!' );

}

this.run = function() {

setTimeout(onReady, getTimeToBoil());

};

}

var coffeeMachine = new CoffeeMachine(1000, 500);

coffeeMachine.setWaterAmount(600); // упс, ошибка!

Теперь waterAmount – внутреннее свойство, его можно записать (через сеттер), но, увы, нельзя прочитать.

**Для того, чтобы дать возможность внешнему коду узнать его значение, создадим специальную функцию – «геттер» (getter method).**

Геттеры обычно имеют название вида getСвойство, в данном случае getWaterAmount:

function CoffeeMachine(power, capacity) {

//...

this.setWaterAmount = function(amount) {

if (amount < 0) {

throw new Error("Значение должно быть положительным");

}

if (amount > capacity) {

throw new Error("Нельзя залить воды больше, чем " + capacity);

}

waterAmount = amount;

};

this.getWaterAmount = function() {

return waterAmount;

};

}

var coffeeMachine = new CoffeeMachine(1000, 500);

coffeeMachine.setWaterAmount(450);

alert( coffeeMachine.getWaterAmount() ); // 450

## [Единый геттер-сеттер](https://learn.javascript.ru/getters-setters" \l "единый-геттер-сеттер)

Для большего удобства иногда делают единый метод, который называется так же, как свойство и отвечает и за запись и за чтение.

При вызове без параметров такой метод возвращает свойство, а при передаче параметра – назначает его.

Выглядит это так:

function CoffeeMachine(power, capacity) {

var waterAmount = 0;

this.waterAmount = function(amount) {

// вызов без параметра, значит режим геттера, возвращаем свойство

if (!arguments.length) return waterAmount;

// иначе режим сеттера

if (amount < 0) {

throw new Error("Значение должно быть положительным");

}

if (amount > capacity) {

throw new Error("Нельзя залить воды больше, чем " + capacity);

}

waterAmount = amount;

};

}

var coffeeMachine = new CoffeeMachine(1000, 500);

// пример использования

coffeeMachine.waterAmount(450);

alert( coffeeMachine.waterAmount() ); // 450

Единый геттер-сеттер используется реже, чем две отдельные функции, но в некоторых JavaScript-библиотеках, например [jQuery](http://jquery.com/) и [D3](http://d3js.org/) подобный подход принят на уровне концепта.

## [Итого](https://learn.javascript.ru/getters-setters#итого)

* Для большего контроля над присвоением и чтением значения, вместо свойства делают «функцию-геттер» и «функцию-сеттер», геттер возвращает значение, сеттер – устанавливает.
* Если свойство предназначено только для чтения, то может быть только геттер, только для записи – только сеттер.
* В качестве альтернативы паре геттер/сеттер применяют единую функцию, которая без аргументов ведёт себя как геттер, а с аргументом – как сеттер.

Также можно организовать геттеры/сеттеры для свойства, не меняя структуры кода, через [дескрипторы свойств](https://learn.javascript.ru/descriptors-getters-setters).

# Функциональное наследование

Наследование – это создание новых «классов» на основе существующих.

В JavaScript его можно реализовать несколькими путями, один из которых – с использованием наложения конструкторов, мы рассмотрим в этой главе.

## [Зачем наследование?](https://learn.javascript.ru/functional-inheritance" \l "зачем-наследование)

Ранее мы обсуждали различные реализации кофеварки. Продолжим эту тему далее.

Хватит ли нам только кофеварки для удобной жизни? Вряд ли… Скорее всего, ещё понадобятся как минимум холодильник, микроволновка, а возможно и другие машины.

В реальной жизни у этих машин есть базовые правила пользования. Например, большая кнопка – включение, шнур с розеткой нужно воткнуть в питание и т.п.

Можно сказать, что «у всех машин есть общие свойства, а конкретные машины могут их дополнять».

Именно поэтому, увидев новую технику, мы уже можем что-то с ней сделать, даже не читая инструкцию.

Механизм наследования позволяет определить базовый класс Машина, в нём описать то, что свойственно всем машинам, а затем на его основе построить другие, более конкретные: Кофеварка, Холодильник и т.п.

**В веб-разработке всё так же**

В веб-разработке нам могут понадобиться классы Меню, Табы, Диалог и другие компоненты интерфейса. В них всех обычно есть что-то общее.

Можно выделить такой общий функционал в класс Компонент и наследовать их от него, чтобы не дублировать код.

## [Наследование от Machine](https://learn.javascript.ru/functional-inheritance" \l "наследование-от-machine)

Базовый класс «машина» Machine будет реализовывать общего вида методы «включить» enable() и «выключить» disable():

function Machine() {

var enabled = false;

this.enable = function() {

enabled = true;

};

this.disable = function() {

enabled = false;

};

}

Унаследуем от него кофеварку. При этом она получит эти методы автоматически:

function CoffeeMachine(power) {

Machine.call(this); // отнаследовать

var waterAmount = 0;

this.setWaterAmount = function(amount) {

waterAmount = amount;

};

}

var coffeeMachine = new CoffeeMachine(10000);

coffeeMachine.enable();

coffeeMachine.setWaterAmount(100);

coffeeMachine.disable();

Наследование реализовано вызовом Machine.call(this) в начале конструктора CoffeeMachine.

Он вызывает функцию Machine, передавая ей в качестве контекста this текущий объект. Machine, в процессе выполнения, записывает в this различные полезные свойства и методы, в нашем случае this.enable и this.disable.

Далее конструктор CoffeeMachine продолжает выполнение и может добавить свои свойства и методы.

В результате мы получаем объект coffeeMachine, который включает в себя методы из Machine и CoffeeMachine.

## [Защищённые свойства](https://learn.javascript.ru/functional-inheritance" \l "защищённые-свойства)

В коде выше есть одна проблема.

**Наследник не имеет доступа к приватным свойствам родителя.**

Иначе говоря, если кофеварка захочет обратиться к enabled, то её ждёт разочарование:

function Machine() {

var enabled = false;

this.enable = function() {

enabled = true;

};

this.disable = function() {

enabled = false;

};

}

function CoffeeMachine(power) {

Machine.call(this);

this.enable();

// ошибка, переменная не определена!

alert( enabled );

}

var coffeeMachine = new CoffeeMachine(10000);

Это естественно, ведь enabled – локальная переменная функции Machine. Она находится в другой области видимости.

**Чтобы наследник имел доступ к свойству, оно должно быть записано в this.**

При этом, чтобы обозначить, что свойство является внутренним, его имя начинают с подчёркивания \_.

function Machine() {

this.\_enabled = false; // вместо var enabled

this.enable = function() {

this.\_enabled = true;

};

this.disable = function() {

this.\_enabled = false;

};

}

function CoffeeMachine(power) {

Machine.call(this);

this.enable();

alert( this.\_enabled ); // true

}

var coffeeMachine = new CoffeeMachine(10000);

Подчёркивание в начале свойства – общепринятый знак, что свойство является внутренним, предназначенным лишь для доступа из самого объекта и его наследников. Такие свойства называют защищёнными.

Технически, залезть в него из внешнего кода, конечно, возможно, но приличный программист так делать не будет.

## [Перенос свойства в защищённые](https://learn.javascript.ru/functional-inheritance" \l "перенос-свойства-в-защищённые)

У CoffeeMachine есть приватное свойство power. Сейчас мы его тоже сделаем защищённым и перенесём в Machine, поскольку «мощность» свойственна всем машинам, а не только кофеварке.

function Machine(power) {

this.\_power = power; // (1)

this.\_enabled = false;

this.enable = function() {

this.\_enabled = true;

};

this.disable = function() {

this.\_enabled = false;

};

}

function CoffeeMachine(power) {

Machine.apply(this, arguments); // (2)

alert( this.\_enabled ); // false

alert( this.\_power ); // 10000

}

var coffeeMachine = new CoffeeMachine(10000);

Теперь все машины Machine имеют мощность power. Обратим внимание, что мы из параметра конструктора сразу скопировали её в объект в строке (1). Иначе она была бы недоступна из наследников.

В строке (2) мы теперь вызываем не просто Machine.call(this), а расширенный вариант: Machine.apply(this, arguments), который вызывает Machine в текущем контексте вместе с передачей текущих аргументов.

Можно было бы использовать и более простой вызов Machine.call(this, power), но использование apply гарантирует передачу всех аргументов, вдруг их количество увеличится – не надо будет переписывать.

## [Переопределение методов](https://learn.javascript.ru/functional-inheritance" \l "переопределение-методов)

Итак, мы получили класс CoffeeMachine, который наследует от Machine.

Аналогичным образом мы можем унаследовать от Machine холодильник Fridge, микроволновку MicroOven и другие классы, которые разделяют общий «машинный» функционал, то есть имеют мощность и их можно включать/выключать.

Для этого достаточно вызвать Machine в текущем контексте, а затем добавить свои методы.

// Fridge может добавить и свои аргументы,

// которые в Machine не будут использованы

function Fridge(power, temperature) {

Machine.apply(this, arguments);

// ...

}

Бывает так, что реализация конкретного метода машины в наследнике имеет свои особенности.

Можно, конечно, объявить в CoffeeMachine свой enable:

function CoffeeMachine(power, capacity) {

Machine.apply(this, arguments);

// переопределить this.enable

this.enable = function() {

/\* enable для кофеварки \*/

};

}

…Однако, как правило, мы хотим не заменить, а расширить метод родителя, добавить к нему что-то. Например, сделать так, чтобы при включении кофеварка тут же запускалась.

Для этого метод родителя предварительно копируют в переменную, и затем вызывают внутри нового enable – там, где считают нужным:

function CoffeeMachine(power) {

Machine.apply(this, arguments);

var parentEnable = this.enable; // (1)

this.enable = function() { // (2)

parentEnable.call(this); // (3)

this.run(); // (4)

}

...

}

**Общая схема переопределения метода (по строкам выделенного фрагмента кода):**

1. Копируем доставшийся от родителя метод this.enable в переменную, например parentEnable.
2. Заменяем this.enable на свою функцию…
3. …Которая по-прежнему реализует старый функционал через вызов parentEnable.
4. …И в дополнение к нему делает что-то своё, например запускает приготовление кофе.

Обратим внимание на строку (3).

В ней родительский метод вызывается так: parentEnable.call(this). Если бы вызов был таким: parentEnable(), то ему бы не передался текущий this и возникла бы ошибка.

Технически, можно сделать возможность вызывать его и как parentEnable(), но тогда надо гарантировать, что контекст будет правильным, например привязать его при помощи bind или при объявлении, в родителе, вообще не использовать this, а получать контекст через замыкание, вот так:

function Machine(power) {

this.\_enabled = false;

var self = this;

this.enable = function() {

// используем внешнюю переменную вместо this

self.\_enabled = true;

};

this.disable = function() {

self.\_enabled = false;

};

}

function CoffeeMachine(power) {

Machine.apply(this, arguments);

var waterAmount = 0;

this.setWaterAmount = function(amount) {

waterAmount = amount;

};

var parentEnable = this.enable;

this.enable = function() {

parentEnable(); // теперь можно вызывать как угодно, this не важен

this.run();

}

function onReady() {

alert( 'Кофе готово!' );

}

this.run = function() {

setTimeout(onReady, 1000);

};

}

var coffeeMachine = new CoffeeMachine(10000);

coffeeMachine.setWaterAmount(50);

coffeeMachine.enable();

В коде выше родительский метод parentEnable = this.enable успешно продолжает работать даже при вызове без контекста. А всё потому, что использует self внутри.

## [Итого](https://learn.javascript.ru/functional-inheritance#итого)

Организация наследования, которая описана в этой главе, называется «функциональным паттерном наследования».

Её общая схема (кратко):

1. Объявляется конструктор родителя Machine. В нём могут быть приватные (private), публичные (public) и защищённые (protected) свойства:
2. function Machine(params) {
3. // локальные переменные и функции доступны только внутри Machine
4. var privateProperty;
5. // публичные доступны снаружи
6. this.publicProperty = ...;
7. // защищённые доступны внутри Machine и для потомков
8. // мы договариваемся не трогать их снаружи
9. this.\_protectedProperty = ...
10. }
11. var machine = new Machine(...)

machine.public();

1. Для наследования конструктор потомка вызывает родителя в своём контексте через apply. После чего может добавить свои переменные и методы:
2. function CoffeeMachine(params) {
3. // универсальный вызов с передачей любых аргументов
4. Machine.apply(this, arguments);
5. this.coffeePublicProperty = ...
6. }
7. var coffeeMachine = new CoffeeMachine(...);
8. coffeeMachine.publicProperty();

coffeeMachine.coffeePublicProperty();

1. В CoffeeMachine свойства, полученные от родителя, можно перезаписать своими. Но обычно требуется не заменить, а расширить метод родителя. Для этого он предварительно копируется в переменную:
2. function CoffeeMachine(params) {
3. Machine.apply(this, arguments);
4. var parentProtected = this.\_protectedProperty;
5. this.\_protectedProperty = function(args) {
6. parentProtected.apply(this, args); // (\*)
7. // ...
8. };

}

Строку (\*) можно упростить до parentProtected(args), если метод родителя не использует this, а, например, привязан к var self = this:

function Machine(params) {

var self = this;

this.\_protected = function() {

self.property = "value";

};

}

Надо сказать, что способ наследования, описанный в этой главе, используется нечасто.

В следующих главах мы будем изучать прототипный подход, который обладает рядом преимуществ.

Но знать и понимать его необходимо, поскольку во многих существующих библиотеках классы написаны в функциональном стиле, и расширять/наследовать от них можно только так.

# ООП в прототипном стиле

В этом разделе мы изучим прототипы и классы на них – де-факто стандарт объектно-ориентированной разработки в JavaScript.

1. [Прототип объекта](https://learn.javascript.ru/prototype)
2. [Свойство F.prototype и создание объектов через new](https://learn.javascript.ru/new-prototype)
3. [Встроенные "классы" в JavaScript](https://learn.javascript.ru/native-prototypes)
4. [Свои классы на прототипах](https://learn.javascript.ru/classes)
5. [Наследование классов в JavaScript](https://learn.javascript.ru/class-inheritance)
6. [Проверка класса: "instanceof"](https://learn.javascript.ru/instanceof)
7. [Свои ошибки, наследование от Error](https://learn.javascript.ru/oop-errors)
8. [Примеси](https://learn.javascript.ru/mixins)

# Прототип объекта

Объекты в JavaScript можно организовать в цепочки так, чтобы свойство, не найденное в одном объекте, автоматически искалось бы в другом.

Связующим звеном выступает специальное свойство \_\_proto\_\_.

## [Прототип](https://learn.javascript.ru/prototype" \l "прототип-proto)****[proto](https://learn.javascript.ru/prototype" \l "прототип-proto)****

Если один объект имеет специальную ссылку \_\_proto\_\_ на другой объект, то при чтении свойства из него, если свойство отсутствует в самом объекте, оно ищется в объекте \_\_proto\_\_.

Свойство \_\_proto\_\_ доступно во всех браузерах, кроме IE10-, а в более старых IE оно, конечно же, тоже есть, но напрямую к нему не обратиться, требуются чуть более сложные способы, которые мы рассмотрим позднее.

Пример кода (кроме IE10-):

var animal = {

eats: true

};

var rabbit = {

jumps: true

};

rabbit.\_\_proto\_\_ = animal;

// в rabbit можно найти оба свойства

alert( rabbit.jumps ); // true

alert( rabbit.eats ); // true

1. Первый alert здесь работает очевидным образом – он выводит свойство jumps объекта rabbit.
2. Второй alert хочет вывести rabbit.eats, ищет его в самом объекте rabbit, не находит – и продолжает поиск в объекте rabbit.\_\_proto\_\_, то есть, в данном случае, в animal.

Иллюстрация происходящего при чтении rabbit.eats (поиск идет снизу вверх):

![https://learn.javascript.ru/article/prototype/proto-animal-rabbit.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAACWCAIAAAA5TH/0AAAP7klEQVR42u2d91sTWRfH9897f3F1V59l1bXw7Oq6vr67CKggCCgIIoRO6D30GnpVeu+E3gKhhSwlhSSUhPcbbpzNhoCINMM5z314Zs7cuTOZzz1lZk7Id7sk1i7f0SUgxiTEmIQYk1g/4+aKjKbytK8ZYbi7rv1DPqG6uIxjvR+lBDp8zQh5sZ71xcmE6uIy3trU7uxsf80IfPf7o33NhOqMGItHe3OiX/Pd7sa8/T3J325FOgdlepizZFJUlRMR4XG/KNlPub4C5fRIDzoEOdnkxnhyu+v1Opg1NvHd7zWWpTaUCqI9H0jnp9i21uocQaBjmOvtZN7TnCgPtotKvvre7op8VUqozoLxWH8zTGpC1K5Vq/pbK4Ne3AAY6AOeXU8JsAezNdlCnM8fIz0NUM6M9QHekmQChNCfjQD82Cs91LmrvgiYK7LChYnvWP9iAS+T7ypbnNFsKPPj3pakBrBdcLhQl9vE6SwY63W6aK8HI72NbBWQ0kJeYEGtkoNiZVY408OmuxtKuL0WZ8YCHH9kUwEyPz2MzpIJERIxTJftrU3YOswa3UKcb2o1xqmQFuqE8dkypk5WhBtxOgvGMMrA5zdAmq3CY9fkx2ABXtrf/tqGcp3pw1/dATNur56mUtOEC9YPP7yXRnm1VGYiTvMcflCrFPUlKUXJ/qwPjJ7n+OPc1BB3oPriJOJ0FozhqBGDjbwlk35Pv+9rqcByZ60QZsf0ijUZzFSzoeD2Ks8MrcqO4FYRs2GXWEDkhhtfmh2PfG2LVURxLnPGgsG9f7JpBGzcOxGns2AM64R5IQNakUpgi3Ct0yPdLI7WFsazPuMDrVFvfjPdC6mT4eZYr5+bHMQqUqoJUZtKsYahdDvbvU1lBfHehqmQEZod6abT7Qy0V2MmIVPjRsCBDAFCr5ctiDnjJjkVxgCAAAzXGufzGGEVGJAfQY8ka7i7nvVpKEkRJviY7tVSlYV4HOxkA1cMP4/sTCVfmRzsYB4bVo4OBscwNxnqcgvpGJJwEMUhuBGqcyP9Ha5hkBivhyw7IzndeyfOhR5dkCfvbG8dJafb2tRY3ITU7CgjkJzbMxASYkxCjEmIMQkxJiHGxJiTpcYAamfQiDExPn3Gu5syaqfUiDExJsbEmBgTY2JMjIkxMaZGjC03yXBj4rvHp3TJavPD64URxPicGY93V0ahnut0LllxohcwE+MTZryzsVCdFRThfjfS415dAV+nXmR6ptyr1/ltsKXQ8HkmO6I9bcNdf/G3v4oFtASfR6zzpkJSJvCNcL+D/pgBm/JZbvypvprQlz+PdVUcfhrNJXEYMOj5jRAnGzY4ToZtwlGWxd2F8Z58tztVmQHa9RnWv67AaPGLE+2Jvo8P/ziXmnF5ml9+jBsgKaSjuJqt5YlMP9pRtjYvUq9Ot1UkAerGyiQu3/rCUG9dNlhiAU2+NMz52Myw56zPiqRfp1nixh9sLUTJZn9D7uGnoVmbxoB50a4Vaf5scPXqFNsU+Ow65o2ouQDnE+f9UNQihLImO7hM8N4YPkYag/HdgEM/zuVlvK2a9396FVTYak9dVgrvT9MOeq10SylB1d/8WMshvhpBFFd/aarT4lFMzfoYvhqMuSnSUSXorE49iPFnP85lZIzLASMLc7kZ5nILDU4VqNimvoacrPAXMZ6/Rr2+72d3ZW60+RDGmAcV6TzAiPN+0PUhfVe7fILxGMOCopnSIuNDPs7lZQxXbPiey74rKF8aCXb6aW1hkLvKHOOJnmrERYujgTQ8KnbE3+NdspJk75qckKMw/pgbVpz01hjy+z8wxgd9nMsej1MD7HIiXRDqjJwUEhZEYQ1gBu9XL4w0tWOtfAauG5kU841MqVweY7aLQIh0iblTDgCGgvUf5ZJhciDFU8nGTQe3yHisqxzuRLMmxpljFy4eW/w4l50xLkdasAPCGKwTVwoBj10aRDLUx4c42yDWAhvHGK2tIjn6jS22Ah7T5Ea9CnD4ASk3z/6aMP41Jsc/2FqEsK2++pyjXDIcVxj/Bp4AZwLnfwhj9ARLbEIKjcE5xhY/Dt0f791yqBdVf0+Y3WnASvQa6cGZsBgZ2T+JlUKiXB7njM+0sbudozek5fAWR+mJbhbP0OLHoWcg1IgxNWJMjIkxMSbGxJgYE2NiTIypEWNq3zZjavR9J2rfMmMS6/9uKgkxJiHG5yFb9E8YrZyxXid3v4+/xNhqGe9MDa3+9z879C82rZixpiQFjPGXGFstYwBmjRhbJ2P9hpJjrFcribF1ZtQcY8qurZPxhiCAY4xlYmyFsu76C8cYy8TY2kS3KOYAswYNMbYq0dbkmjGGhhhblSjDXpoxhoYYW1NKvblmd8WMMTTQE2Mrke2hTjPArEFPjK1E1LlRFhlDT4ytROReDy0yhp4YW4Po12QWARsfaq7JiPG3H4wH2xW+T1jj0HIabCXGViUX9r2TZEKU+P5PYmzNjPf/8igxviiMmysyOj7m15ekRHjcj/X+Y3a8n+lrCxN6m8raP+RFvfk1O9JtcWaM6eemhtJCXgQ7/5zg+2Soy/Dua2l2PNrrQfiru/4O17CAhk3G2wGVoljA47vdjXxtW5MXvX2id/PE+KiCSx/04qfq3Ejl+t8NpQK++z32i9+laUFgU5YerFiTVWbzc2M8oVz/eynw+Y2B9mrAG+lpYL/avbO9BT0mBGYJFtDkq1I2eGrw8xJBAEZeXpiO933Cfj+cGJ8D4+xId7a8tan1s78qnZ9ijGG+TL8kmciL9do1/FJ3EltgUpTsx/3W935fLZ2bDHD8cVOrZqtj/c2hLreJ8fkwLksP4VZhpsxdg3H1vgcswkRf+HBuFXafF+t5EOPR3ib4eW5VtiB+b3flBH8OmBgfhzHsFRjkq8sHMYamOMWfWy1LC67KMdrxhKgdfv5fmfakCDNGp9thq1NDnWEn+s6bGH8B48Kk91hQrq9gIePTuyyLjMWjPcDG8q+FmVEEcvxlm7QaFcLz1N7zc5Zb4S/f/X5jWSrbitj8URhPjM+Hsb/9tWAnGwDLj3urkq8cwhiCTDvIySbE+Wb4qzui9hrTTW01udGeD7A1zNUYd+enh2O9HwUZBr9RnhFKefV5+uotrVr/Jd+90GwoDt6kNBsKRsxydbo/PhnGuEvZ32SLYot6XH2znOu0ZVOzYfFMlhcsnyExtiBJPLv9rSDex6Ie4RO+F49Bzuz8xaO9Fs9EmOBrUa/b2SbGl1eIMTEmxsSYGBNjYkyMiTExJsbEmBifK2PcxeOd2n49niRMDnZY3GVmrE+Y+E6rVhHjb4MxntRbfPiHYpfpkW6Lu2BO8Bx+WJMtmIFP8vuLGF9ExqlBz3qaSs2UeDGHN6+ogLG8j16/34gbSlKECT7E+CwYL4hH8NIUhSkoRYMt1hcnG1+b6PWt1TmCQEe8KUvmPc2J8tjT6QwFTW3VKYEOqFuryApng0yI2lDw1tNYiuI0vCpHXcuuoWJNnhvzJtTlFsrYVpfnuSN+KIiFBu/yMAIrcmurySHGp8h4qLMWYGLe/g5OIIGXqRvKdehRUJjJd5UtzuBlGV6slqQa/jcDVuF1gXNquGtuchC2i6pE6PEmHBVu6L+6PFdbGM+qXmDcGBNvWuJ8/uhrLueOqJKvorAt5OXNwY6PrMgNfYjxKTKGsfo9/R5vs9kqOKGOEKUOeA2OV29MmRbq1FVfhAW8FTf8JuWEiOlhsizPgr3CHFHztrtXnQpbNz0E5hDKnb7AtxPjk2WMggeu8IwT1BsXJRsLlxBKWZHp7r+rGFGphLpDTAcDbLe7/a2VTA9HHefzmBsKILkiKU5g36b1bMT4dBmj7negrcpMiapSBGYj7+JkQGI2jaKk7oaST5zaIzxsQRr1MejAPDwEFcWmVTKogeJqX0ycRzarWCbGp84YFUYIwLI9WzQVFB+huhj8UC+OUI2KJC7hwv0xC8yoXULyxWCjuMlQgKjXoz+SLLhibihMIGbWK1IJNw8QvwVBz1gFzBeVoxLjL2aMMAxs+0uZkGYDFSrNYG0jvY0MEpx2ephzwLPrsEtokDGxzsi/DPPgxQ3UlmaEuyDtMh1qeX4ah0D5OKrXOI+Ne2UkbtCjIekjxudzfwwj29rUHGT9+5WoSuFqic0ElmrxIRe0LE0juVjPQEiIMQkxJiHGJMSYhBgTYzOhX8mj31ukZi2M6Rds6fePqRFjasSYGBNjYkyMifGZMW4tS2goiiZs1sw4xf9/cd4PLualjPH8dXGygxh/LeOdjYVt1fzFZOxvf5UYH59xTsTLaE9b1oqT3hpPfbIj8d3jf0yc9+fcSNOWci492BEune92RyyqywhxhF6zJkYHAe+v2eHGnEiX0Jc/Y0DN2jQ3DnYJ2fsPVqUp70yPW5nBi35jq16dPvz0BAF2ODEUDUa432EniQNBj7950a7zYy04h9i3D3rrso39eX9JRhrZclNxbL0wki2vzg1khTvh9PC5xrsrLxdjlWxcIR1Fw+XIDHvOlCAahCLqT33CXW9PD9RuKSSBz66XCXw7qgX8V7+MdJQA80RPFTpgFW24vVi+NAIqVZnGg0a9tm2rSIZ72JTP4iqbHjcv+hUOoVweP/z0MOD6whDsGGCwgMaczVRfTfCLG0l+T6RTnVhGB5weO5Op/g9s3+qswPJUPyxgF8zLvvocnWYJW1FTvCIZuIy+ur0y5bOMDaXUS8ODLYVJvv+FviDWo6c2i13Z/sZc1lnUIozx+o2Lo5gTGyuT+w+n10rhGI7tq8EVEw4TlK3mRrlKxV0HMR5sLYz3ecTtmxH6rL1SQIwPZAybAONsvrMZY+7KTvRUh768yZaXxd1pwQ4glM13mhttPsF4DMY4q/09LTKG08Z3fMJcbrEW7PRTfWHUZWe8MN4Kh7arXTYYnEaKgHp0xnUFfKToZv62JjsYZsfF6S9tOBmzKXIQ40iPe1y4hQthjHvqsuCr4Tkue15tynhHvQgk0wMfkWwjEfOzu/JZxiOdpQYHMNqMTKr7YyaWEfw4XzozWI9BEPW5wyFmw6UfkTpcMXI0QyTWLuvUi4cwLkrwqkjnAedQWzHP/hpjvL44BDtGZoC0gH06NsilY4xLwDFGaylLCHG2gQXjwQii72cZw50ia0VrLoljDgD8MFGQGRnGcbbpqkn7NzaWc40d5dwQO9KC7NEfA4pFtYcwRlId5/0QPZEPfswNY4zRRjvKkJmDNP7iZC5pzlWS5M3dO3HWvKWUHGVfg6/uq2FWYtbUq1Ow5v1+0pBzKSRfdEFxMke8gz/olky7PnPsePGtMgaVgeZ82Wxvf0MuDO7YN46m8ZieZV4wxgoJ7lPh3NJDHHHPc+yPiscLeBxBjOm9EzEmxsSYGBNjYkyMqRFjasSY2gVmTI2+70TtW2ZMYv3fTSUhxiTEmIQYkxBjEmJMQoyJMQkxJvmW5f8+Y5OzcoGjsgAAAABJRU5ErkJggg==)

**Объект, на который указывает ссылка \_\_proto\_\_, называется «прототипом». В данном случае получилось, что animal является прототипом для rabbit.**

**Также говорят, что объект rabbit «прототипно наследует» от animal.**

Обратим внимание – прототип используется исключительно при чтении. Запись значения, например, rabbit.eats = value или удаление delete rabbit.eats – работает напрямую с объектом.

В примере ниже мы записываем свойство в сам rabbit, после чего alert перестаёт брать его у прототипа, а берёт уже из самого объекта:

var animal = {

eats: true

};

var rabbit = {

jumps: true,

eats: false

};

rabbit.\_\_proto\_\_ = animal;

alert( rabbit.eats ); // false, свойство взято из rabbit

**Другими словами, прототип – это «резервное хранилище свойств и методов» объекта, автоматически используемое при поиске.**

У объекта, который является \_\_proto\_\_, может быть свой \_\_proto\_\_, у того – свой, и так далее. При этом свойства будут искаться по цепочке.

**Ссылка proto в спецификации**

Если вы будете читать спецификацию ECMAScript – свойство \_\_proto\_\_ обозначено в ней как [[Prototype]].

Двойные квадратные скобки здесь важны, чтобы не перепутать его с совсем другим свойством, которое называется prototype, и которое мы рассмотрим позже.

## [Метод hasOwnProperty](https://learn.javascript.ru/prototype" \l "метод-hasownproperty)

Обычный цикл for..in не делает различия между свойствами объекта и его прототипа.

Он перебирает всё, например:

var animal = {

eats: true

};

var rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

for (var key in rabbit) {

alert( key + " = " + rabbit[key] ); // выводит и "eats" и "jumps"

}

Иногда хочется посмотреть, что находится именно в самом объекте, а не в прототипе.

**Вызов**[**obj.hasOwnProperty(prop)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/HasOwnProperty)**возвращает true, если свойство prop принадлежит самому объекту obj, иначе false.**

Например:

var animal = {

eats: true

};

var rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

alert( rabbit.hasOwnProperty('jumps') ); // true: jumps принадлежит rabbit

alert( rabbit.hasOwnProperty('eats') ); // false: eats не принадлежит

Для того, чтобы перебрать свойства самого объекта, достаточно профильтровать key через hasOwnProperty:

var animal = {

eats: true

};

var rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

for (var key in rabbit) {

if (!rabbit.hasOwnProperty(key)) continue; // пропустить "не свои" свойства

alert( key + " = " + rabbit[key] ); // выводит только "jumps"

}

## [Object.create(null)](https://learn.javascript.ru/prototype" \l "object-create-null)

Зачастую объекты используют для хранения произвольных значений по ключу, как коллекцию:

var data = {};

data.text = "Привет";

data.age = 35;

// ...

При дальнейшем поиске в этой коллекции мы найдём не только text и age, но и встроенные функции:

var data = {};

alert(data.toString); // функция, хотя мы её туда не записывали

Это может быть неприятным сюрпризом и приводить к ошибкам, если названия свойств приходят от посетителя и могут быть произвольными.

Чтобы этого избежать, мы можем исключать свойства, не принадлежащие самому объекту:

var data = {};

// выведет toString только если оно записано в сам объект

alert(data.hasOwnProperty('toString') ? data.toString : undefined);

Однако, есть путь и проще:

var data = Object.create(null);

data.text = "Привет";

alert(data.text); // Привет

alert(data.toString); // undefined

Объект, создаваемый при помощи Object.create(null) не имеет прототипа, а значит в нём нет лишних свойств. Для коллекции – как раз то, что надо.

## [Методы для работы с](https://learn.javascript.ru/prototype" \l "методы-для-работы-с-proto)****[proto](https://learn.javascript.ru/prototype" \l "методы-для-работы-с-proto)****

В современных браузерах есть два дополнительных метода для работы с \_\_proto\_\_. Зачем они нужны, если есть \_\_proto\_\_? В общем-то, не очень нужны, но по историческим причинам тоже существуют.

**Чтение:**[**Object.getPrototypeOf(obj)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/getPrototypeOf)

Возвращает obj.\_\_proto\_\_ (кроме IE8-)

**Запись:**[**Object.setPrototypeOf(obj, proto)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/setPrototypeOf)

Устанавливает obj.\_\_proto\_\_ = proto (кроме IE10-).

Кроме того, есть ещё один вспомогательный метод:

**Создание объекта с прототипом:**[**Object.create(proto, descriptors)**](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/create)

Создаёт пустой объект с \_\_proto\_\_, равным первому аргументу (кроме IE8-), второй необязательный аргумент может содержать [дескрипторы свойств](https://learn.javascript.ru/descriptors-getters-setters).

## [Итого](https://learn.javascript.ru/prototype#итого)

* В JavaScript есть встроенное «наследование» между объектами при помощи специального свойства \_\_proto\_\_.
* При установке свойства rabbit.\_\_proto\_\_ = animal говорят, что объект animal будет «прототипом» rabbit.
* При чтении свойства из объекта, если его в нём нет, оно ищется в \_\_proto\_\_. Прототип задействуется только при чтении свойства. Операции присвоения obj.prop = или удаления delete obj.propсовершаются всегда над самим объектом obj.

Несколько прототипов одному объекту присвоить нельзя, но можно организовать объекты в цепочку, когда один объект ссылается на другой при помощи \_\_proto\_\_, тот ссылается на третий, и так далее.

В современных браузерах есть методы для работы с прототипом:

* [Object.getPrototypeOf(obj)](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/getPrototypeOf) (кроме IE8-)
* [Object.setPrototypeOf(obj, proto)](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/setPrototypeOf) (кроме IE10-)
* [Object.create(proto, descriptors)](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/create) (кроме IE8-)

Возможно, вас смущает недостаточная поддержка \_\_proto\_\_ в старых IE. Но это не страшно. В последующих главах мы рассмотрим дополнительные методы работы с \_\_proto\_\_, включая те, которые работают везде.

Также мы рассмотрим, как свойство \_\_proto\_\_ используется внутри самого языка JavaScript и как организовать классы с его помощью.

# Свойство F.prototype и создание объектов через new

До этого момента мы говорили о наследовании объектов, объявленных через {...}.

Но в реальных проектах объекты обычно создаются функцией-конструктором через new. Посмотрим, как указать прототип в этом случае.

## [Свойство F.prototype](https://learn.javascript.ru/new-prototype" \l "свойство-f-prototype)

Самым очевидным решением является назначение \_\_proto\_\_ в конструкторе.

Например, если я хочу, чтобы у всех объектов, которые создаются new Rabbit, был прототип animal, я могу сделать так:

var animal = {

eats: true

};

function Rabbit(name) {

this.name = name;

this.\_\_proto\_\_ = animal;

}

var rabbit = new Rabbit("Кроль");

alert( rabbit.eats ); // true, из прототипа

Недостаток этого подхода – он не работает в IE10-.

К счастью, в JavaScript с древнейших времён существует альтернативный, встроенный в язык и полностью кросс-браузерный способ.

**Чтобы новым объектам автоматически ставить прототип, конструктору ставится свойство prototype.**

**При создании объекта через new, в его прототип \_\_proto\_\_ записывается ссылка из prototypeфункции-конструктора.**

Например, код ниже полностью аналогичен предыдущему, но работает всегда и везде:

var animal = {

eats: true

};

function Rabbit(name) {

this.name = name;

}

Rabbit.prototype = animal;

var rabbit = new Rabbit("Кроль"); // rabbit.\_\_proto\_\_ == animal

alert( rabbit.eats ); // true

Установка Rabbit.prototype = animal буквально говорит интерпретатору следующее: "При создании объекта через*new Rabbit*запиши ему*\_\_proto\_\_ = animal*".

**Свойство prototype имеет смысл только у конструктора**

Свойство с именем prototype можно указать на любом объекте, но особый смысл оно имеет, лишь если назначено функции-конструктору.

Само по себе, без вызова оператора new, оно вообще ничего не делает, его единственное назначение – указывать \_\_proto\_\_ для новых объектов.

**Значением prototype может быть только объект**

Технически, в это свойство можно записать что угодно.

Однако, при работе new, свойство prototype будет использовано лишь в том случае, если это объект. Примитивное значение, такое как число или строка, будет проигнорировано.

## [Свойство constructor](https://learn.javascript.ru/new-prototype" \l "свойство-constructor)

У каждой функции по умолчанию уже есть свойство prototype.

Оно содержит объект такого вида:

function Rabbit() {}

Rabbit.prototype = {

constructor: Rabbit

};

В коде выше я создал Rabbit.prototype вручную, но ровно такой же – генерируется автоматически.

Проверим:

function Rabbit() {}

// в Rabbit.prototype есть одно свойство: constructor

alert( Object.getOwnPropertyNames(Rabbit.prototype) ); // constructor

// оно равно Rabbit

alert( Rabbit.prototype.constructor == Rabbit ); // true

Можно его использовать для создания объекта с тем же конструктором, что и данный:

function Rabbit(name) {

this.name = name;

alert( name );

}

var rabbit = new Rabbit("Кроль");

var rabbit2 = new rabbit.constructor("Крольчиха");

Эта возможность бывает полезна, когда, получив объект, мы не знаем в точности, какой у него был конструктор (например, сделан вне нашего кода), а нужно создать такой же.

**Свойство constructor легко потерять**

JavaScript никак не использует свойство constructor. То есть, оно создаётся автоматически, а что с ним происходит дальше – это уже наша забота. В стандарте прописано только его создание.

В частности, при перезаписи Rabbit.prototype = { jumps: true } свойства constructorбольше не будет.

Сам интерпретатор JavaScript его в служебных целях не требует, поэтому в работе объектов ничего не «сломается». Но если мы хотим, чтобы возможность получить конструктор, всё же, была, то можно при перезаписи гарантировать наличие constructor вручную:

Rabbit.prototype = {

jumps: true,

constructor: Rabbit

};

Либо можно поступить аккуратно и добавить свойства к встроенному prototype без его замены:

// сохранится встроенный constructor

Rabbit.prototype.jumps = true

## [Эмуляция Object.create для IE8-](https://learn.javascript.ru/new-prototype" \l "inherit)

Как мы только что видели, с конструкторами всё просто, назначить прототип можно кросс-браузерно при помощи F.prototype.

Теперь небольшое «лирическое отступление» в область совместимости.

Прямые методы работы с прототипом отсутствуют в старых IE, но один из них – Object.create(proto)можно эмулировать, как раз при помощи prototype. И он будет работать везде, даже в самых устаревших браузерах.

Кросс-браузерный аналог – назовём его inherit, состоит буквально из нескольких строк:

function inherit(proto) {

function F() {}

F.prototype = proto;

var object = new F;

return object;

}

Результат вызова inherit(animal) идентичен Object.create(animal). Она создаёт новый пустой объект с прототипом animal.

Например:

var animal = {

eats: true

};

var rabbit = inherit(animal);

alert( rabbit.eats ); // true

Посмотрите внимательно на функцию inherit и вы, наверняка, сами поймёте, как она работает…

Если где-то неясности, то её построчное описание:

function inherit(proto) {

function F() {} // (1)

F.prototype = proto // (2)

var object = new F; // (3)

return object; // (4)

}

1. Создана новая функция F. Она ничего не делает с this, так что если вызвать new F, то получим пустой объект.
2. Свойство F.prototype устанавливается в будущий прототип proto
3. Результатом вызова new F будет пустой объект с \_\_proto\_\_ равным значению F.prototype.
4. Мы получили пустой объект с заданным прототипом, как и хотели. Возвратим его.

Для унификации можно запустить такой код, и метод Object.create станет кросс-браузерным:

if (!Object.create) Object.create = inherit; /\* определение inherit - выше \*/

В частности, аналогичным образом работает библиотека [es5-shim](https://github.com/es-shims/es5-shim), при подключении которой Object.create станет доступен для всех браузеров.

## [Итого](https://learn.javascript.ru/new-prototype#итого)

Для произвольной функции – назовём её Person, верно следующее:

* Прототип \_\_proto\_\_ новых объектов, создаваемых через new Person, можно задавать при помощи свойства Person.prototype.
* Значением Person.prototype по умолчанию является объект с единственным свойством constructor, содержащим ссылку на Person. Его можно использовать, чтобы из самого объекта получить функцию, которая его создала. Однако, JavaScript никак не поддерживает корректность этого свойства, поэтому программист может его изменить или удалить.
* Современный метод Object.create(proto) можно эмулировать при помощи prototype, если хочется, чтобы он работал в IE8-.

# Встроенные "классы" в JavaScript

В JavaScript есть встроенные объекты: Date, Array, Object и другие. Они используют прототипы и демонстрируют организацию «псевдоклассов» на JavaScript, которую мы вполне можем применить и для себя.

## [Откуда методы у {} ?](https://learn.javascript.ru/native-prototypes" \l "откуда-методы-у)

Начнём мы с того, что создадим пустой объект и выведем его.

var obj = {};

alert( obj ); // "[object Object]" ?

Где код, который генерирует строковое представление для alert(obj)? Объект-то ведь пустой.

## [Object.prototype](https://learn.javascript.ru/native-prototypes" \l "object-prototype)

…Конечно же, это сделал метод toString, который находится… Конечно, не в самом объекте (он пуст), а в его прототипе obj.\_\_proto\_\_, можно его даже вывести:

alert( {}.\_\_proto\_\_.toString ); // function toString

Откуда новый объект obj получает такой \_\_proto\_\_?

1. Запись obj = {} является краткой формой obj = new Object, где Object – встроенная функция-конструктор для объектов.
2. При выполнении new Object, создаваемому объекту ставится \_\_proto\_\_ по prototype конструктора, который в данном случае равен встроенному Object.prototype.
3. В дальнейшем при обращении к obj.toString() – функция будет взята из Object.prototype.
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Это можно легко проверить:

var obj = {};

// метод берётся из прототипа?

alert( obj.toString == Object.prototype.toString ); // true, да

// проверим, правда ли что \_\_proto\_\_ это Object.prototype?

alert( obj.\_\_proto\_\_ == Object.prototype ); // true

// А есть ли \_\_proto\_\_ у Object.prototype?

alert( obj.\_\_proto\_\_.\_\_proto\_\_ ); // null, нет

## [Встроенные «классы» в JavaScript](https://learn.javascript.ru/native-prototypes" \l "встроенные-классы-в-javascript)

Точно такой же подход используется в массивах Array, функциях Function и других объектах. Встроенные методы для них находятся в Array.prototype, Function.prototype и т.п.
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Например, когда мы создаём массив, [1, 2, 3], то это альтернативный вариант синтаксиса new Array, так что у массивов есть стандартный прототип Array.prototype.

Но в нём есть методы лишь для массивов, а для общих методов всех объектов есть ссылка Array.prototype.\_\_proto\_\_, равная Object.prototype.

Аналогично, для функций.

Лишь для чисел (как и других примитивов) всё немного иначе, но об этом чуть далее.

Объект Object.prototype – вершина иерархии, единственный, у которого \_\_proto\_\_ равно null.

**Поэтому говорят, что "все объекты наследуют от Object", а если более точно, то от Object.prototype.**

«Псевдоклассом» или, более коротко, «классом», называют функцию-конструктор вместе с её prototype. Такой способ объявления классов называют «прототипным стилем ООП».

При наследовании часть методов переопределяется, например, у массива Array есть свой toString, который выводит элементы массива через запятую:

var arr = [1, 2, 3]

alert( arr ); // 1,2,3 <-- результат Array.prototype.toString

Как мы видели раньше, у Object.prototype есть свой toString, но так как в Array.prototype он ищется первым, то берётся именно вариант для массивов:
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**Вызов методов через call и apply из прототипа**

Ранее мы говорили о применении методов массивов к «псевдомассивам», например, можно использовать [].join для arguments:

function showList() {

alert( [].join.call(arguments, " - ") );

}

showList("Вася", "Паша", "Маша"); // Вася - Паша - Маша

Так как метод join находится в Array.prototype, то можно вызвать его оттуда напрямую, вот так:

function showList() {

alert( Array.prototype.join.call(arguments, " - ") );

}

showList("Вася", "Паша", "Маша"); // Вася - Паша - Маша

Это эффективнее, потому что не создаётся лишний объект массива [], хотя, с другой стороны – больше букв писать.

## [Примитивы](https://learn.javascript.ru/native-prototypes" \l "примитивы)

Примитивы не являются объектами, но методы берут из соответствующих прототипов: Number.prototype, Boolean.prototype, String.prototype.

По стандарту, если обратиться к свойству числа, строки или логического значения, то будет создан объект соответствующего типа, например new String для строки, new Number для чисел, new Boolean – для логических выражений.

Далее будет произведена операция со свойством или вызов метода по обычным правилам, с поиском в прототипе, а затем этот объект будет уничтожен.

Именно так работает код ниже:

var user = "Вася"; // создали строку (примитив)

alert( user.toUpperCase() ); // ВАСЯ

// был создан временный объект new String

// вызван метод

// new String уничтожен, результат возвращён

Можно даже попробовать записать в этот временный объект свойство:

// попытаемся записать свойство в строку:

var user = "Вася";

user.age = 30;

alert( user.age ); // undefined

Свойство age было записано во временный объект, который был тут же уничтожен, так что смысла в такой записи немного.

**Конструкторы String/Number/Boolean – только для внутреннего использования**

Технически, можно создавать объекты для примитивов и вручную, например new Number. Но в ряде случаев получится откровенно бредовое поведение. Например:

alert( typeof 1 ); // "number"

alert( typeof new Number(1) ); // "object" ?!?

Или, ещё страннее:

var zero = new Number(0);

if (zero) { // объект - true, так что alert выполнится

alert( "число ноль -- true?!?" );

}

Поэтому в явном виде new String, new Number и new Boolean никогда не вызываются.

**Значения null и undefined не имеют свойств**

Значения null и undefined стоят особняком. Вышесказанное к ним не относится.

Для них нет соответствующих классов, в них нельзя записать свойство (будет ошибка), в общем, на конкурсе «самое примитивное значение» они точно разделили бы первое место.

## [Изменение встроенных прототипов](https://learn.javascript.ru/native-prototypes" \l "native-prototype-change)

Встроенные прототипы можно изменять. В том числе – добавлять свои методы.

Мы можем написать метод для многократного повторения строки, и он тут же станет доступным для всех строк:

String.prototype.repeat = function(times) {

return new Array(times + 1).join(this);

};

alert( "ля".repeat(3) ); // ляляля

Аналогично мы могли бы создать метод Object.prototype.each(func), который будет применять funcк каждому свойству:

Object.prototype.each = function(f) {

for (var prop in this) {

var value = this[prop];

f.call(value, prop, value); // вызовет f(prop, value), this=value

}

}

// Попробуем! (внимание, пока что это работает неверно!)

var user = {

name: 'Вася',

age: 25

};

user.each(function(prop, val) {

alert( prop ); // name -> age -> (!) each

});

Обратите внимание – пример выше работает не совсем корректно. Вместе со свойствами объекта user он выводит и наше свойство each. Технически, это правильно, так как цикл for..in перебирает свойства и в прототипе тоже, но не очень удобно.

Конечно, это легко поправить добавлением проверки hasOwnProperty:

Object.prototype.each = function(f) {

for (var prop in this) {

// пропускать свойства из прототипа

if (!this.hasOwnProperty(prop)) continue;

var value = this[prop];

f.call(value, prop, value);

}

};

// Теперь все будет в порядке

var obj = {

name: 'Вася',

age: 25

};

obj.each(function(prop, val) {

alert( prop ); // name -> age

});

Здесь это сработало, теперь код работает верно. Но мы же не хотим добавлять hasOwnProperty в цикл по любому объекту! Поэтому либо не добавляйте свойства в Object.prototype, либо можно использовать [дескриптор свойства](https://learn.javascript.ru/descriptors-getters-setters) и флаг enumerable.

Это, конечно, не будет работать в IE8-:

Object.prototype.each = function(f) {

for (var prop in this) {

var value = this[prop];

f.call(value, prop, value);

}

};

// поправить объявление свойства, установив флаг enumerable: false

Object.defineProperty(Object.prototype, 'each', {

enumerable: false

});

// Теперь все будет в порядке

var obj = {

name: 'Вася',

age: 25

};

obj.each(function(prop, val) {

alert( prop ); // name -> age

});

Есть несколько «за» и «против» модификации встроенных прототипов:

**Достоинства**

* Методы в прототипе автоматически доступны везде, их вызов прост и красив.

**Недостатки**

* Новые свойства, добавленные в прототип из разных мест, могут конфликтовать между собой. Представьте, что вы подключили две библиотеки, которые добавили одно и то же свойство в прототип, но определили его по-разному. Конфликт неизбежен.
* Изменения встроенных прототипов влияют глобально, на все-все скрипты, делать их не очень хорошо с архитектурной точки зрения.

Как правило, минусы весомее, но есть одно исключение, когда изменения встроенных прототипов не только разрешены, но и приветствуются.

**Допустимо изменение прототипа встроенных объектов, которое добавляет поддержку метода из современных стандартов в те браузеры, где её пока нет.**

Например, добавим Object.create(proto) в старые браузеры:

if (!Object.create) {

Object.create = function(proto) {

function F() {}

F.prototype = proto;

return new F;

};

}

Именно так работает библиотека [es5-shim](https://github.com/kriskowal/es5-shim), которая предоставляет многие функции современного JavaScript для старых браузеров. Они добавляются во встроенные объекты и их прототипы.

## [Итого](https://learn.javascript.ru/native-prototypes#итого)

* Методы встроенных объектов хранятся в их прототипах.
* Встроенные прототипы можно расширить или поменять.
* Добавление методов в Object.prototype, если оно не сопровождается Object.defineProperty с установкой enumerable (IE9+), «сломает» циклы for..in, поэтому стараются в этот прототип методы не добавлять.

Другие прототипы изменять менее опасно, но все же не рекомендуется во избежание конфликтов.

Отдельно стоит изменение с целью добавления современных методов в старые браузеры, таких как [Object.create](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/create), [Object.keys](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Object/keys), [Function.prototype.bind](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Function/bind) и т.п. Это допустимо и как раз делается [es5-shim](https://github.com/kriskowal/es5-shim).

# Свои классы на прототипах

Используем ту же структуру, что JavaScript использует внутри себя, для объявления своих классов.

## [Обычный конструктор](https://learn.javascript.ru/classes" \l "обычный-конструктор)

Вспомним, как мы объявляли классы ранее.

Например, этот код задаёт класс Animal в функциональном стиле, без всяких прототипов:

function Animal(name) {

this.speed = 0;

this.name = name;

this.run = function(speed) {

this.speed += speed;

alert( this.name + ' бежит, скорость ' + this.speed );

};

this.stop = function() {

this.speed = 0;

alert( this.name + ' стоит' );

};

};

var animal = new Animal('Зверь');

alert( animal.speed ); // 0, начальная скорость

animal.run(3); // Зверь бежит, скорость 3

animal.run(10); // Зверь бежит, скорость 13

animal.stop(); // Зверь стоит

## [Класс через прототип](https://learn.javascript.ru/classes" \l "класс-через-прототип)

А теперь создадим аналогичный класс, используя прототипы, наподобие того, как сделаны классы Object, Date и остальные.

Чтобы объявить свой класс, нужно:

1. Объявить функцию-конструктор.
2. Записать методы и свойства, нужные всем объектам класса, в prototype.

Опишем класс Animal:

// конструктор

function Animal(name) {

this.name = name;

this.speed = 0;

}

// методы в прототипе

Animal.prototype.run = function(speed) {

this.speed += speed;

alert( this.name + ' бежит, скорость ' + this.speed );

};

Animal.prototype.stop = function() {

this.speed = 0;

alert( this.name + ' стоит' );

};

var animal = new Animal('Зверь');

alert( animal.speed ); // 0, свойство взято из прототипа

animal.run(5); // Зверь бежит, скорость 5

animal.run(5); // Зверь бежит, скорость 10

animal.stop(); // Зверь стоит

В объекте animal будут храниться свойства конкретного экземпляра: name и speed, а общие методы – в прототипе.

Совершенно такой же подход, как и для встроенных классов в JavaScript.

## [Сравнение](https://learn.javascript.ru/classes" \l "сравнение)

Чем такое задание класса лучше и хуже функционального стиля?

**Достоинства**

* Функциональный стиль записывает в каждый объект и свойства и методы, а прототипный – только свойства. Поэтому прототипный стиль – быстрее и экономнее по памяти.

**Недостатки**

* При создании методов через прототип, мы теряем возможность использовать локальные переменные как приватные свойства, у них больше нет общей области видимости с конструктором.

Таким образом, прототипный стиль – быстрее и экономнее, но немного менее удобен.

К примеру, есть у нас приватное свойство name и метод sayHi в функциональном стиле ООП:

function Animal(name) {

this.sayHi = function() {

alert( name );

};

}

var animal = new Animal("Зверь");

animal.sayHi(); // Зверь

При задании методов в прототипе мы не сможем её так оставить, ведь методы находятся вне конструктора, у них нет общей области видимости, поэтому приходится записывать name в сам объект, обозначив его как защищённое:

function Animal(name) {

this.\_name = name;

}

Animal.prototype.sayHi = function() {

alert( this.\_name );

}

var animal = new Animal("Зверь");

animal.sayHi(); // Зверь

Впрочем, недостаток этот – довольно условный. Ведь при наследовании в функциональном стиле также пришлось бы писать this.\_name, чтобы потомок получил доступ к этому значению.

# Наследование классов в JavaScript

Наследование на уровне объектов в JavaScript, как мы видели, реализуется через ссылку \_\_proto\_\_.

Теперь поговорим о наследовании на уровне классов, то есть когда объекты, создаваемые, к примеру, через new Admin, должны иметь все методы, которые есть у объектов, создаваемых через new User, и ещё какие-то свои.

## [Наследование Array от Object](https://learn.javascript.ru/class-inheritance" \l "наследование-array-от-object)

Для реализации наследования в наших классах мы будем использовать тот же подход, который принят внутри JavaScript.

Взглянем на него ещё раз на примере Array, который наследует от Object:
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* Методы массивов Array хранятся в Array.prototype.
* Array.prototype имеет прототипом Object.prototype.

Поэтому когда экземпляры класса Array хотят получить метод массива – они берут его из своего прототипа, например Array.prototype.slice.

Если же нужен метод объекта, например, hasOwnProperty, то его в Array.prototype нет, и он берётся из Object.prototype.

Отличный способ «потрогать это руками» – запустить в консоли команду console.dir([1,2,3]).

Вывод в Chrome будет примерно таким:
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Здесь отчётливо видно, что сами данные и length находятся в массиве, дальше в \_\_proto\_\_ идут методы для массивов concat, то есть Array.prototype, а далее – Object.prototype.

**console.dir для доступа к свойствам**

Обратите внимание, я использовал именно console.dir, а не console.log, поскольку logзачастую выводит объект в виде строки, без доступа к свойствам.

## [Наследование в наших классах](https://learn.javascript.ru/class-inheritance" \l "наследование-в-наших-классах)

Применим тот же подход для наших классов: объявим класс Rabbit, который будет наследовать от Animal.

Вначале создадим два этих класса по отдельности, они пока что будут совершенно независимы.

Animal:

function Animal(name) {

this.name = name;

this.speed = 0;

}

Animal.prototype.run = function(speed) {

this.speed += speed;

alert( this.name + ' бежит, скорость ' + this.speed );

};

Animal.prototype.stop = function() {

this.speed = 0;

alert( this.name + ' стоит' );

};

Rabbit:

function Rabbit(name) {

this.name = name;

this.speed = 0;

}

Rabbit.prototype.jump = function() {

this.speed++;

alert( this.name + ' прыгает' );

};

var rabbit = new Rabbit('Кроль');

Для того, чтобы наследование работало, объект rabbit = new Rabbit должен использовать свойства и методы из своего прототипа Rabbit.prototype, а если их там нет, то – свойства и метода родителя, которые хранятся в Animal.prototype.

Если ещё короче – порядок поиска свойств и методов должен быть таким: rabbit -> Rabbit.prototype -> Animal.prototype, по аналогии с тем, как это сделано для объектов и массивов.

Для этого можно поставить ссылку \_\_proto\_\_ с Rabbit.prototype на Animal.prototype.

Можно сделать это так:

Rabbit.prototype.\_\_proto\_\_ = Animal.prototype;

Однако, прямой доступ к \_\_proto\_\_ не поддерживается в IE10-, поэтому для поддержки этих браузеров мы используем функцию Object.create. Она либо встроена либо легко эмулируется во всех браузерах.

Класс Animal остаётся без изменений, а Rabbit.prototype мы будем создавать с нужным прототипом, используя Object.create:

function Rabbit(name) {

this.name = name;

this.speed = 0;

}

// задаём наследование

Rabbit.prototype = Object.create(Animal.prototype);

// и добавим свой метод (или методы...)

Rabbit.prototype.jump = function() { ... };

Теперь выглядеть иерархия будет так:
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В prototype по умолчанию всегда находится свойство constructor, указывающее на функцию-конструктор. В частности, Rabbit.prototype.constructor == Rabbit. Если мы рассчитываем использовать это свойство, то при замене prototype через Object.create нужно его явно сохранить:

Rabbit.prototype = Object.create(Animal.prototype);

Rabbit.prototype.constructor = Rabbit;

## [Полный код наследования](https://learn.javascript.ru/class-inheritance" \l "полный-код-наследования)

Для наглядности – вот итоговый код с двумя классами Animal и Rabbit:

// 1. Конструктор Animal

function Animal(name) {

this.name = name;

this.speed = 0;

}

// 1.1. Методы -- в прототип

Animal.prototype.stop = function() {

this.speed = 0;

alert( this.name + ' стоит' );

}

Animal.prototype.run = function(speed) {

this.speed += speed;

alert( this.name + ' бежит, скорость ' + this.speed );

};

// 2. Конструктор Rabbit

function Rabbit(name) {

this.name = name;

this.speed = 0;

}

// 2.1. Наследование

Rabbit.prototype = Object.create(Animal.prototype);

Rabbit.prototype.constructor = Rabbit;

// 2.2. Методы Rabbit

Rabbit.prototype.jump = function() {

this.speed++;

alert( this.name + ' прыгает, скорость ' + this.speed );

}

Как видно, наследование задаётся всего одной строчкой, поставленной в правильном месте.

Обратим внимание: Rabbit.prototype = Object.create(Animal.prototype) присваивается сразу после объявления конструктора, иначе он перезатрёт уже записанные в прототип методы.

**Неправильный вариант: Rabbit.prototype = new Animal**

В некоторых устаревших руководствах предлагают вместо Object.create(Animal.prototype)записывать в прототип new Animal, вот так:

// вместо Rabbit.prototype = Object.create(Animal.prototype)

Rabbit.prototype = new Animal();

Частично, он рабочий, поскольку иерархия прототипов будет такая же, ведь new Animal – это объект с прототипом Animal.prototype, как и Object.create(Animal.prototype). Они в этом плане идентичны.

Но у этого подхода важный недостаток. Как правило мы не хотим создавать Animal, а хотим только унаследовать его методы!

Более того, на практике создание объекта может требовать обязательных аргументов, влиять на страницу в браузере, делать запросы к серверу и что-то ещё, чего мы хотели бы избежать. Поэтому рекомендуется использовать вариант с Object.create.

## [Вызов конструктора родителя](https://learn.javascript.ru/class-inheritance" \l "вызов-конструктора-родителя)

Посмотрим внимательно на конструкторы Animal и Rabbit из примеров выше:

function Animal(name) {

this.name = name;

this.speed = 0;

}

function Rabbit(name) {

this.name = name;

this.speed = 0;

}

Как видно, объект Rabbit не добавляет никакой особенной логики при создании, которой не было в Animal.

Чтобы упростить поддержку кода, имеет смысл не дублировать код конструктора Animal, а напрямую вызвать его:

function Rabbit(name) {

Animal.apply(this, arguments);

}

Такой вызов запустит функцию Animal в контексте текущего объекта, со всеми аргументами, она выполнится и запишет в this всё, что нужно.

Здесь можно было бы использовать и Animal.call(this, name), но apply надёжнее, так как работает с любым количеством аргументов.

## [Переопределение метода](https://learn.javascript.ru/class-inheritance" \l "переопределение-метода)

Итак, Rabbit наследует Animal. Теперь если какого-то метода нет в Rabbit.prototype – он будет взят из Animal.prototype.

В Rabbit может понадобиться задать какие-то методы, которые у родителя уже есть. Например, кролики бегают не так, как остальные животные, поэтому переопределим метод run():

Rabbit.prototype.run = function(speed) {

this.speed++;

this.jump();

};

Вызов rabbit.run() теперь будет брать run из своего прототипа:
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### [Вызов метода родителя внутри своего](https://learn.javascript.ru/class-inheritance" \l "вызов-метода-родителя-внутри-своего)

Более частая ситуация – когда мы хотим не просто заменить метод на свой, а взять метод родителя и расширить его. Скажем, кролик бежит так же, как и другие звери, но время от времени подпрыгивает.

Для вызова метода родителя можно обратиться к нему напрямую, взяв из прототипа:

Rabbit.prototype.run = function() {

// вызвать метод родителя, передав ему текущие аргументы

Animal.prototype.run.apply(this, arguments);

this.jump();

}

Обратите внимание на вызов через apply и явное указание контекста.

Если вызвать просто Animal.prototype.run(), то в качестве this функция run получит Animal.prototype, а это неверно, нужен текущий объект.

## [Итого](https://learn.javascript.ru/class-inheritance#итого)

* Для наследования нужно, чтобы «склад методов потомка» (Child.prototype) наследовал от «склада метода родителей» (Parent.prototype).

Это можно сделать при помощи Object.create:

Код:

Rabbit.prototype = Object.create(Animal.prototype);

* Для того, чтобы наследник создавался так же, как и родитель, он вызывает конструктор родителя в своём контексте, используя apply(this, arguments), вот так:
* function Rabbit(...) {
* Animal.apply(this, arguments);

}

* При переопределении метода родителя в потомке, к исходному методу можно обратиться, взяв его напрямую из прототипа:
* Rabbit.prototype.run = function() {
* var result = Animal.prototype.run.apply(this, ...);
* // result -- результат вызова метода родителя

}

Структура наследования полностью:

// --------- Класс-Родитель ------------

// Конструктор родителя пишет свойства конкретного объекта

function Animal(name) {

this.name = name;

this.speed = 0;

}

// Методы хранятся в прототипе

Animal.prototype.run = function() {

alert(this.name + " бежит!")

}

// --------- Класс-потомок -----------

// Конструктор потомка

function Rabbit(name) {

Animal.apply(this, arguments);

}

// Унаследовать

Rabbit.prototype = Object.create(Animal.prototype);

// Желательно и constructor сохранить

Rabbit.prototype.constructor = Rabbit;

// Методы потомка

Rabbit.prototype.run = function() {

// Вызов метода родителя внутри своего

Animal.prototype.run.apply(this);

alert( this.name + " подпрыгивает!" );

};

// Готово, можно создавать объекты

var rabbit = new Rabbit('Кроль');

rabbit.run();

Такое наследование лучше функционального стиля, так как не дублирует методы в каждом объекте.

Кроме того, есть ещё неявное, но очень важное архитектурное отличие.

Зачастую вызов конструктора имеет какие-то побочные эффекты, например влияет на документ. Если конструктор родителя имеет какое-то поведение, которое нужно переопределить в потомке, то в функциональном стиле это невозможно.

Иначе говоря, в функциональном стиле в процессе создания Rabbit нужно обязательно вызывать Animal.apply(this, arguments), чтобы получить методы родителя – и если этот Animal.apply кроме добавления методов говорит: «Му-у-у!», то это проблема:

function Animal() {

this.walk = function() {

alert('walk')

};

alert( 'Му-у-у!' );

}

function Rabbit() {

Animal.apply(this, arguments); // как избавиться от мычания, но получить walk?

}

…Которой нет в прототипном подходе, потому что в процессе создания new Rabbit мы вовсе не обязаны вызывать конструктор родителя. Ведь методы находятся в прототипе.

Поэтому прототипный подход стоит предпочитать функциональному как более быстрый и универсальный. А что касается красоты синтаксиса – она сильно лучше в новом стандарте ES6, которым можно пользоваться уже сейчас, если взять транслятор [babeljs](https://babeljs.io/).

# Проверка класса: "instanceof"

Оператор instanceof позволяет проверить, какому классу принадлежит объект, с учетом прототипного наследования.

## [Алгоритм работы instanceof](https://learn.javascript.ru/instanceof" \l "ref-instanceof)

Вызов obj instanceof Constructor возвращает true, если объект принадлежит классу Constructorили классу, наследующему от него.

Пример использования:

function Rabbit() {}

// создаём объект

var rabbit = new Rabbit();

// проверяем -- этот объект создан Rabbit?

alert( rabbit instanceof Rabbit ); // true, верно

Массив arr принадлежит классу Array, но также и является объектом Object. Это верно, так как массивы наследуют от объектов:

var arr = [];

alert( arr instanceof Array ); // true

alert( arr instanceof Object ); // true

Как это часто бывает в JavaScript, здесь есть ряд тонкостей. Проверка происходит через сравнение прототипов, поэтому в некоторых ситуациях может даже ошибаться!

**Алгоритм проверки obj instanceof Constructor:**

1. Получить obj.\_\_proto\_\_
2. Сравнить obj.\_\_proto\_\_ с Constructor.prototype
3. Если не совпадает, тогда заменить obj на obj.\_\_proto\_\_ и повторить проверку на шаге 2 до тех пор, пока либо не найдется совпадение (результат true), либо цепочка прототипов не закончится (результат false).

В проверке rabbit instanceof Rabbit совпадение происходит на первом же шаге этого алгоритма, так как: rabbit.\_\_proto\_\_ == Rabbit.prototype.

А если рассмотреть arr instanceof Object, то совпадение будет найдено на следующем шаге, так как arr.\_\_proto\_\_.\_\_proto\_\_ == Object.prototype.

Забавно, что сама функция-конструктор не участвует в процессе проверки! Важна только цепочка прототипов для проверяемого объекта.

Это может приводить к забавному результату и даже ошибкам в проверке при изменении prototype, например:

// Создаём объект rabbit, как обычно

function Rabbit() {}

var rabbit = new Rabbit();

// изменили prototype...

Rabbit.prototype = {};

// ...instanceof перестал работать!

alert( rabbit instanceof Rabbit ); // false

Стоит ли говорить, что это один из доводов для того, чтобы никогда не менять prototype? Так сказать, во избежание.

**Не друзья: instanceof и фреймы**

Оператор instanceof не срабатывает, когда значение приходит из другого окна или фрейма.

Например, массив, который создан в ифрейме и передан родительскому окну – будет массивом в том ифрейме, но не в родительском окне. Проверка instanceof Array в родительском окне вернёт false.

Вообще, у каждого окна и фрейма – своя иерархия объектов и свой window .

Как правило, эта проблема возникает со встроенными объектами, в этом случае используется проверка внутреннего свойства [[Class]], которое подробнее описано в главе [Типы данных: [[Class]], instanceof и утки](https://learn.javascript.ru/class-instanceof).

## [Итого](https://learn.javascript.ru/instanceof#итого)

* Оператор obj instanceof Func проверяет тот факт, что obj является результатом вызова new Func. Он учитывает цепочку \_\_proto\_\_, поэтому наследование поддерживается.
* Оператор instanceof не сможет проверить тип значения, если объект создан в одном окне/фрейме, а проверяется в другом. Это потому, что в каждом окне – своя иерархия объектов. Для точной проверки типов встроенных объектов можно использовать свойство [[Class]].

Оператор instanceof особенно востребован в случаях, когда мы работаем с иерархиями классов. Это наилучший способ проверить принадлежность тому или иному классу с учётом наследования.

# Свои ошибки, наследование от Error

Когда мы работаем с внешними данными, возможны самые разные ошибки.

Если приложение сложное, то ошибки естественным образом укладываются в иерархию, разобраться в которой помогает instanceof.

## [Свой объект ошибки](https://learn.javascript.ru/oop-errors" \l "свой-объект-ошибки)

Для примера создадим функцию readUser(json), которая будет разбирать JSON с данными посетителя. Мы его получаем с сервера – может, нашего, а может – чужого, в общем – желательно проверить на ошибки. А может, это даже и не JSON, а какие-то другие данные – не важно, для наглядности поработаем с JSON.

Пример json на входе в функцию: { "name": "Вася", "age": 30 }.

В процессе работы readUser возможны различные ошибки. Одна – очевидно, SyntaxError – если передан некорректный JSON.

Но могут быть и другие, например PropertyError – эта ошибка будет возникать, если в прочитанном объекте нет свойства name или age.

Реализуем класс PropertyError:

function PropertyError(property) {

Error.call(this, property) ;

this.name = "PropertyError";

this.property = property;

this.message = "Ошибка в свойстве " + property;

if (Error.captureStackTrace) {

Error.captureStackTrace(this, PropertyError);

} else {

this.stack = (new Error()).stack;

}

}

PropertyError.prototype = Object.create(Error.prototype);

В этом коде вы можете видеть ряд важных деталей, важных именно для ошибок:

**name – имя ошибки.**

Должно совпадать с именем функции.

**message – сообщение об ошибке.**

Несмотря на то, что PropertyError наследует от Error (последняя строка), конструктор у неё немного другой. Он принимает не сообщение об ошибке, а название свойства property, ну а сообщение генерируется из него.

В результате в объекте ошибки есть как стандартное свойство message, так и более точное property.

Это частая практика – добавлять в объект ошибки свойства, которых нет в базовых объектах Error, более подробно описывающие ситуацию для данного класса ошибок.

**stack – стек вызовов, которые в итоге привели к ошибке.**

У встроенных объектов Error это свойство есть автоматически, вот к примеру:

function f() {

alert( new Error().stack );

}

f(); // выведет список вложенных вызовов, с номерами строк, где они были сделаны

Если же объект ошибки делаем мы, то «по умолчанию» такого свойства у него не будет. Нам нужно как-то самим узнавать последовательность вложенных вызовов на текущий момент. Однако удобного способа сделать это в JavaScript нет, поэтому мы поступаем хитро и копируем его из нового объекта new Error, который генерируем тут же.

В V8 (Chrome, Opera, Node.JS) есть нестандартное расширение [Error.captureStackTrace](https://code.google.com/p/v8-wiki/wiki/JavaScriptStackTraceApi), которое позволяет получить стек.

Это делает строка из кода выше:

Error.captureStackTrace(this, PropertyError);

Такой вызов записывает в объект this (текущий объект ошибки) стек вызовов, ну а второй аргумент – вообще не обязателен, но если есть, то говорит, что при генерации стека нужно на этой функции остановиться. В результате в стеке будет информация о цепочке вложенных вызовов вплоть до вызова PropertyError.

То есть, будет последовательность вызовов до генерации ошибки, но не включая код самого конструктора ошибки, который, как правило, не интересен. Такое поведение максимально соответствует встроенным ошибкам JavaScript.

**Конструктор родителя здесь не обязателен**

Обычно, когда мы наследуем, то вызываем конструктор родителя. В данном случае вызов выглядит как Error.call(this, message).

Строго говоря, этот вызов здесь не обязателен. Встроенный конструктор Error ничего полезного не делает, даже свойство this.message (не говоря уже об name и stack) не назначает. Единственный возможный смысл его вызова – он ставит специальное внутреннее свойство [[ErrorData]], которое выводится в toString и позволяет увидеть, что это ошибка. Поэтому по стандарту вызывать конструктор Error при наследовании в таких случаях рекомендовано.

## [instanceof + try…catch = ♡](https://learn.javascript.ru/oop-errors" \l "instanceof-try-catch)

Давайте теперь используем наш новый класс для readUser:

// Объявление

function PropertyError(property) {

this.name = "PropertyError";

this.property = property;

this.message = "Ошибка в свойстве " + property;

if (Error.captureStackTrace) {

Error.captureStackTrace(this, PropertyError);

} else {

this.stack = (new Error()).stack;

}

}

PropertyError.prototype = Object.create(Error.prototype);

// Генерация ошибки

function readUser(data) {

var user = JSON.parse(data);

if (!user.age) {

throw new PropertyError("age");

}

if (!user.name) {

throw new PropertyError("name");

}

return user;

}

// Запуск и try..catch

try {

var user = readUser('{ "age": 25 }');

} catch (err) {

if (err instanceof PropertyError) {

if (err.property == 'name') {

// если в данном месте кода возможны анонимы, то всё нормально

alert( "Здравствуйте, Аноним!" );

} else {

alert( err.message ); // Ошибка в свойстве ...

}

} else if (err instanceof SyntaxError) {

alert( "Ошибка в синтаксисе данных: " + err.message );

} else {

throw err; // неизвестная ошибка, не знаю что с ней делать

}

}

Всё работает – и наша ошибка PropertyError и встроенная SyntaxError корректно генерируются, перехватываются, обрабатываются.

Обратим внимание на проверку типа ошибки в try..catch. Оператор instanceof проверяет класс с учётом наследования. Это значит, что если мы в дальнейшем решим создать новый тип ошибки, наследующий от PropertyError, то проверка err instanceof PropertyError для класса-наследника тоже будет работать. Код получился расширяемым, это очень важно.

## [Дальнейшее наследование](https://learn.javascript.ru/oop-errors" \l "дальнейшее-наследование)

PropertyError – это просто общего вида ошибка в свойстве. Создадим ошибку PropertyRequiredError, которая означает, что свойства нет.

Это подвид PropertyError, так что унаследуем от неё. Общий вид конструктора-наследника – стандартный:

function PropertyRequiredError(property) {

// вызываем конструктор родителя и передаём текущие аргументы

PropertyError.apply(this, arguments);

...

}

Достаточно ли в наследнике просто вызвать конструктор родителя? Увы, нет.

Если так поступить, то свойство this.name будет некорректным, да и Error.captureStackTrace тоже получит неправильную функцию вторым параметром.

Можно ли как-то поправить конструктор родителя, чтобы от него было проще наследовать?

Для этого нужно убрать из него упоминания о конкретном классе PropertyError, чтобы сделать код универсальным. Частично – это возможно. Как мы помним, существует свойство constructor, которое есть в prototype по умолчанию, и которое мы можем намеренно сохранить при наследовании.

Исправим родителя PropertyError для более удобного наследования от него:

function PropertyError(property) {

this.name = "PropertyError";

this.property = property;

this.message = "Ошибка в свойстве " + property;

if (Error.captureStackTrace) {

Error.captureStackTrace(this, this.constructor); // (\*)

} else {

this.stack = (new Error()).stack;

}

}

PropertyError.prototype = Object.create(Error.prototype);

PropertyError.prototype.constructor = PropertyError;

В строке (\*) вместо ссылки на PropertyError используем constructor чтобы получить именно конструктор для текущего объекта. В наследнике там будет PropertyRequiredError, как и задумано.

Мы убрали одну жёсткую привязку к PropertyError, но со второй (this.name), увы, сложности. Оно должно содержать имя ошибки, то есть, имя её функции-конструктора. Его можно получить через this.name = this.constructor.name, но в IE11- это работать не будет.

Если подерживать IE11-, то тут уж придётся в наследнике его записывать вручную.

Полный код для наследника:

function PropertyRequiredError(property) {

PropertyError.apply(this, arguments);

this.name = 'PropertyRequiredError';

this.message = 'Отсутствует свойство ' + property;

}

PropertyRequiredError.prototype = Object.create(PropertyError.prototype);

PropertyRequiredError.prototype.constructor = PropertyRequiredError;

var err = new PropertyRequiredError("age");

// пройдёт проверку

alert( err instanceof PropertyError ); // true

Здесь заодно и message в наследнике было перезаписано на более точное. Если хочется избежать записи и перезаписи, то можно оформить его в виде геттера через Object.defineProperty.

## [Итого](https://learn.javascript.ru/oop-errors#итого)

* Чтобы наследовать от ошибок Error, нужно самостоятельно позаботиться о name, message и stack.
* Благодаря тому, что instanceof поддерживает наследование, удобно организуются проверки на нужный тип. В иерархию ошибок можно в любой момент добавить новые классы, с понятным кодом и предсказуемым поведением.

Чтобы создавать наследники от Error было проще, можно создать класс CustomError, записать в него универсальный код, наподобие PropertyError и далее наследовать уже от него:

// общего вида "наша" ошибка

function CustomError(message) {

this.name = "CustomError";

this.message = message;

if (Error.captureStackTrace) {

Error.captureStackTrace(this, this.constructor);

} else {

this.stack = (new Error()).stack;

}

}

CustomError.prototype = Object.create(Error.prototype);

CustomError.prototype.constructor = CustomError;

// наследник

function PropertyError(property) {

CustomError.call(this, "Отсутствует свойство " + property)

this.name = "PropertyError";

this.property = property;

}

PropertyError.prototype = Object.create(CustomError.prototype);

PropertyError.prototype.constructor = PropertyError;

// и ещё уровень

function PropertyRequiredError(property) {

PropertyError.call(this, property);

this.name = 'PropertyRequiredError';

this.message = 'Отсутствует свойство ' + property;

}

PropertyRequiredError.prototype = Object.create(PropertyError.prototype);

PropertyRequiredError.prototype.constructor = PropertyRequiredError;

// использование

var err = new PropertyRequiredError("age");

// пройдёт проверку

alert( err instanceof PropertyRequiredError ); // true

alert( err instanceof PropertyError ); // true

alert( err instanceof CustomError ); // true

alert( err instanceof Error ); // true

# Примеси

В JavaScript невозможно унаследовать от двух и более объектов. Ссылка \_\_proto\_\_ – только одна.

Но потребность такая существует – к примеру, мы написали код, релизующий методы работы с шаблонизатором или методы по обмену событиями, и хочется легко и непринуждённо добавлять эти возможности к любому классу.

Обычно это делают через примеси.

Примесь (англ. mixin) – класс или объект, реализующий какое-либо чётко выделенное поведение. Используется для уточнения поведения других классов, не предназначен для самостоятельного использования.

## [Пример примеси](https://learn.javascript.ru/mixins" \l "пример-примеси)

Самый простой вариант примеси – это объект с полезными методами, которые мы просто копируем в нужный прототип.

Например:

// примесь

var sayHiMixin = {

sayHi: function() {

alert("Привет " + this.name);

},

sayBye: function() {

alert("Пока " + this.name);

}

};

// использование:

function User(name) {

this.name = name;

}

// передать методы примеси

for(var key in sayHiMixin) User.prototype[key] = sayHiMixin[key];

// User "умеет" sayHi

new User("Вася").sayHi(); // Привет Вася

Как видно из примера, методы примеси активно используют this и предназначены именно для запуска в контексте «объекта-носителя примеси».

Если какие-то из методов примеси не нужны – их можно перезаписать своими после копирования.

## [Примесь для событий](https://learn.javascript.ru/mixins" \l "примесь-для-событий)

Теперь пример из реальной жизни.

Важный аспект, который может понадобиться объектам – это умение работать с событиями.

То есть, чтобы объект мог специальным вызовом генерировать «уведомление о событии», а на эти уведомления другие объекты могли «подписываться», чтобы их получать.

Например, объект «Пользователь» при входе на сайт может генерировать событие "login", а другие объекты, например «Календарь» может такие уведомления получать и подгружать информацию о пользователе.

Или объект «Меню» может при выборе пункта меню генерировать событие "select" с информацией о выбранном пункте меню, а другие объекты – подписавшись на это событие, будут узнавать об этом.

События – это средство «поделиться информацией» с неопределённым кругом заинтересованных лиц. А там уже кому надо – тот среагирует.

Примесь eventMixin, реализующая события:

var eventMixin = {

/\*\*

\* Подписка на событие

\* Использование:

\* menu.on('select', function(item) { ... }

\*/

on: function(eventName, handler) {

if (!this.\_eventHandlers) this.\_eventHandlers = {};

if (!this.\_eventHandlers[eventName]) {

this.\_eventHandlers[eventName] = [];

}

this.\_eventHandlers[eventName].push(handler);

},

/\*\*

\* Прекращение подписки

\* menu.off('select', handler)

\*/

off: function(eventName, handler) {

var handlers = this.\_eventHandlers && this.\_eventHandlers[eventName];

if (!handlers) return;

for(var i=0; i<handlers.length; i++) {

if (handlers[i] == handler) {

handlers.splice(i--, 1);

}

}

},

/\*\*

\* Генерация события с передачей данных

\* this.trigger('select', item);

\*/

trigger: function(eventName /\*, ... \*/) {

if (!this.\_eventHandlers || !this.\_eventHandlers[eventName]) {

return; // обработчиков для события нет

}

// вызвать обработчики

var handlers = this.\_eventHandlers[eventName];

for (var i = 0; i < handlers.length; i++) {

handlers[i].apply(this, [].slice.call(arguments, 1));

}

}

};

Здесь есть три метода:

1. .on(имя события, функция) – назначает функцию к выполнению при наступлении события с данным именем. Такие функции хранятся в защищённом свойстве объекта \_eventHandlers.
2. .off(имя события, функция) – удаляет функцию из списка предназначенных к выполнению.
3. .trigger(имя события, аргументы) – генерирует событие, при этом вызываются все назначенные на него функции, и им передаются аргументы.

Использование:

// Класс Menu с примесью eventMixin

function Menu() {

// ...

}

for(var key in eventMixin) {

Menu.prototype[key] = eventMixin[key];

}

// Генерирует событие select при выборе значения

Menu.prototype.choose = function(value) {

this.trigger("select", value);

}

// Создадим меню

var menu = new Menu();

// При наступлении события select вызвать эту функцию

menu.on("select", function(value) {

alert("Выбрано значение " + value);

});

// Запускаем выбор (событие select вызовет обработчики)

menu.choose("123");

…То есть, смысл событий – обычно в том, что объект, в процессе своей деятельности, внутри себя (this.trigger) генерирует уведомления, на которые внешний код через menu.on(...) может быть подписан. И узнавать из них ценную информацию о происходящем, например – что выбран некий пункт меню.

Один раз написав методы on/off/trigger в примеси, мы затем можем использовать их во множестве прототипов.

## [Итого](https://learn.javascript.ru/mixins#итого)

* Примесь – объект, содержащий методы и свойства для реализации конкретного функционала. Возможны вариации этого приёма проектирования. Например, примесь может предусматривать конструктор, который должен запускаться в конструкторе объекта. Но как правило просто набора методов хватает.
* Для добавления примеси в класс – её просто «подмешивают» в прототип.
* «Подмешать» можно сколько угодно примесей, но если имена методов в разных примесях совпадают, то возможны конфликты. Их уже разрешать – разработчику. Например, можно заменить конфликтующий метод на свой, который будет решать несколько задач сразу. Конфликты при грамотно оформленных примесях возникают редко.

# Современные возможности ES-2015

Современный стандарт ES-2015 и его расширения для JavaScript.

1. [ES-2015 сейчас](https://learn.javascript.ru/es-modern-usage)
2. [Переменные: let и const](https://learn.javascript.ru/let-const)
3. [Деструктуризация](https://learn.javascript.ru/destructuring)
4. [Функции](https://learn.javascript.ru/es-function)
5. [Строки](https://learn.javascript.ru/es-string)
6. [Объекты и прототипы](https://learn.javascript.ru/es-object)
7. [Классы](https://learn.javascript.ru/es-class)
8. [Тип данных Symbol](https://learn.javascript.ru/symbol)
9. [Итераторы](https://learn.javascript.ru/iterator)
10. [Set, Map, WeakSet и WeakMap](https://learn.javascript.ru/set-map)
11. [Promise](https://learn.javascript.ru/promise)
12. [Генераторы](https://learn.javascript.ru/generator)
13. [Модули](https://learn.javascript.ru/modules)
14. [Proxy](https://learn.javascript.ru/proxy)

# ES-2015 сейчас

[Стандарт ES-2015](http://www.ecma-international.org/publications/standards/Ecma-262.htm) был принят в июне 2015. Пока что большинство браузеров реализуют его частично, текущее состояние реализации различных возможностей можно посмотреть здесь: <https://kangax.github.io/compat-table/es6/>.

Когда стандарт будет более-менее поддерживаться во всех браузерах, то весь учебник будет обновлён в соответствии с ним. Пока же, как центральное место для «сбора» современных фич JavaScript, создан этот раздел.

Чтобы писать код на ES-2015 прямо сейчас, есть следующие варианты.

## [Конкретный движок JS](https://learn.javascript.ru/es-modern-usage" \l "конкретный-движок-js)

Самое простое – это когда нужен один конкретный движок JS, например V8 (Chrome).

Тогда можно использовать только то, что поддерживается именно в нём. Заметим, что в V8 большинство возможностей ES-2015 поддерживаются только при включённом use strict.

При разработке на Node.JS обычно так и делают. Если же нужна кросс-браузерная поддержка, то этот вариант не подойдёт.

## [Babel.JS](https://learn.javascript.ru/es-modern-usage" \l "babel-js)

[Babel.JS](https://babeljs.io/) – это [транспайлер](https://en.wikipedia.org/wiki/Source-to-source_compiler), переписывающий код на ES-2015 в код на предыдущем стандарте ES5.

Он состоит из двух частей:

1. Собственно транспайлер, который переписывает код.
2. [Полифилл](https://learn.javascript.ru/dom-polyfill), который добавляет методы Array.from, String.prototype.repeat и другие.

На странице <https://babeljs.io/repl/> можно поэкспериментировать с транспайлером: слева вводится код в ES-2015, а справа появляется результат его преобразования в ES5.

Обычно Babel.JS работает на сервере в составе системы сборки JS-кода (например [webpack](http://webpack.github.io/) или [brunch](http://brunch.io/)) и автоматически переписывает весь код в ES5.

Настройка такой конвертации тривиальна, единственно – нужно поднять саму систему сборки, а добавить к ней Babel легко, плагины есть к любой из них.

Если же хочется «поиграться», то можно использовать и браузерный вариант Babel.

Это выглядит так:

<!-- browser.js лежит на моём сервере, не надо брать с него -->

<script src="https://js.cx/babel-core/browser.min.js"></script>

<script type="text/babel">

let arr = ["hello", 2]; // let

let [str, times] = arr; // деструктуризация

alert( str.repeat(times) ); // hellohello, метод repeat

</script>

Сверху подключается браузерный скрипт browser.min.js из пакета Babel. Он включает в себя полифилл и транспайлер. Далее он автоматически транслирует и выполняет скрипты с type="text/babel".

Размер browser.min.js превышает 1 мегабайт, поэтому такое использование в production строго не рекомендуется.

# [Примеры на этом сайте](https://learn.javascript.ru/es-modern-usage" \l "примеры-на-этом-сайте)

**Только при поддержке браузера**

Запускаемые примеры с ES-2015 будут работать только если ваш браузер поддерживает соответствующую возможность стандарта.

Это означает, что при запуске примеров в браузере, который их не поддерживает, будет ошибка. Это не означает, что пример неправильный! Просто пока нет поддержки…

Рекомендуется [Chrome Canary](https://www.google.com/chrome/browser/canary.html), большинство примеров в нём работает. [Firefox Developer Edition](https://www.mozilla.org/en-US/firefox/channel/#developer) тоже неплох в поддержке современного стандарта, но на момент написания этого текста переменные [let](https://learn.javascript.ru/let-const) работают только при указании version=1.7 в типе скрипта: <script type="application/javascript;version=1.7">. Надеюсь, скоро это требование (version=1.7) отменят.

Впрочем, если пример в браузере не работает (обычно проявляется как ошибка синтаксиса) – почти все примеры вы можете запустить при помощи Babel, на странице [Babel: try it out](https://babeljs.io/repl/). Там же увидите и преобразованный код.

На практике для кросс-браузерности всё равно используют Babel.

Ещё раз заметим, что самая актуальная ситуация по поддержке современного стандарта браузерами и транспайлерами отражена на странице <https://kangax.github.io/compat-table/es6/>.

Итак, поехали!

# Переменные: let и const

В ES-2015 предусмотрены новые способы объявления переменных: через let и const вместо var.

Например:

let a = 5;

## [let](https://learn.javascript.ru/let-const" \l "let)

У объявлений переменной через let есть три основных отличия от var:

1. **Область видимости переменной let – блок {...}.**

Как мы помним, переменная, объявленная через var, видна везде в функции.

Переменная, объявленная через let, видна только в рамках блока {...}, в котором объявлена.

Это, в частности, влияет на объявления внутри if, while или for.

Например, переменная через var:

var apples = 5;

if (true) {

var apples = 10;

alert(apples); // 10 (внутри блока)

}

alert(apples); // 10 (снаружи блока то же самое)

В примере выше apples – одна переменная на весь код, которая модифицируется в if.

То же самое с let будет работать по-другому:

let apples = 5; // (\*)

if (true) {

let apples = 10;

alert(apples); // 10 (внутри блока)

}

alert(apples); // 5 (снаружи блока значение не изменилось)

Здесь, фактически, две независимые переменные apples, одна – глобальная, вторая – в блоке if.

Заметим, что если объявление let apples в первой строке (\*) удалить, то в последнем alert будет ошибка: переменная неопределена:

if (true) {

let apples = 10;

alert(apples); // 10 (внутри блока)

}

alert(apples); // ошибка!

Это потому что переменная let всегда видна именно в том блоке, где объявлена, и не более.

1. **Переменная let видна только после объявления.**

Как мы помним, переменные var существуют и до объявления. Они равны undefined:

alert(a); // undefined

var a = 5;

С переменными let всё проще. До объявления их вообще нет.

Такой доступ приведёт к ошибке:

alert(a); // ошибка, нет такой переменной

let a = 5;

Заметим также, что переменные let нельзя повторно объявлять. То есть, такой код выведет ошибку:

let x;

let x; // ошибка: переменная x уже объявлена

Это – хоть и выглядит ограничением по сравнению с var, но на самом деле проблем не создаёт. Например, два таких цикла совсем не конфликтуют:

// каждый цикл имеет свою переменную i

for(let i = 0; i<10; i++) { /\* … \*/ }

for(let i = 0; i<10; i++) { /\* … \*/ }

alert( i ); // ошибка: глобальной i нет

При объявлении внутри цикла переменная i будет видна только в блоке цикла. Она не видна снаружи, поэтому будет ошибка в последнем alert.

1. **При использовании в цикле, для каждой итерации создаётся своя переменная.**

Переменная var – одна на все итерации цикла и видна даже после цикла:

for(var i=0; i<10; i++) { /\* … \*/ }

alert(i); // 10

С переменной let – всё по-другому.

Каждому повторению цикла соответствует своя независимая переменная let. Если внутри цикла есть вложенные объявления функций, то в замыкании каждой будет та переменная, которая была при соответствующей итерации.

Это позволяет легко решить классическую проблему с замыканиями, описанную в задаче [Армия функций](https://learn.javascript.ru/task/make-army).

function makeArmy() {

let shooters = [];

for (let i = 0; i < 10; i++) {

shooters.push(function() {

alert( i ); // выводит свой номер

});

}

return shooters;

}

var army = makeArmy();

army[0](); // 0

army[5](); // 5

Если бы объявление было var i, то была бы одна переменная i на всю функцию, и вызовы в последних строках выводили бы 10 (подробнее – см. задачу [Армия функций](https://learn.javascript.ru/task/make-army)).

А выше объявление let i создаёт для каждого повторения блока в цикле свою переменную, которую функция и получает из замыкания в последних строках.

## [const](https://learn.javascript.ru/let-const" \l "const)

Объявление const задаёт константу, то есть переменную, которую нельзя менять:

const apple = 5;

apple = 10; // ошибка

В остальном объявление const полностью аналогично let.

Заметим, что если в константу присвоен объект, то от изменения защищена сама константа, но не свойства внутри неё:

const user = {

name: "Вася"

};

user.name = "Петя"; // допустимо

user = 5; // нельзя, будет ошибка

То же самое верно, если константе присвоен массив или другое объектное значение.

**константы и КОНСТАНТЫ**

Константы, которые жёстко заданы всегда, во время всей программы, обычно пишутся в верхнем регистре. Например: const ORANGE = "#ffa500".

Большинство переменных – константы в другом смысле: они не меняются после присвоения. Но при разных запусках функции это значение может быть разным. Для таких переменных можно использовать const и обычные строчные буквы в имени.

## [Итого](https://learn.javascript.ru/let-const#итого)

Переменные let:

* Видны только после объявления и только в текущем блоке.
* Нельзя переобъявлять (в том же блоке).
* При объявлении переменной в цикле for(let …) – она видна только в этом цикле. Причём каждой итерации соответствует своя переменная let.

Переменная const – это константа, в остальном – как let.

# Деструктуризация

Деструктуризация (destructuring assignment) – это особый синтаксис присваивания, при котором можно присвоить массив или объект сразу нескольким переменным, разбив его на части.

## [Массив](https://learn.javascript.ru/destructuring" \l "массив)

Пример деструктуризации массива:

'use strict';

let [firstName, lastName] = ["Илья", "Кантор"];

alert(firstName); // Илья

alert(lastName); // Кантор

При таком присвоении первое значение массива пойдёт в переменную firstName, второе – в lastName, а последующие (если есть) – будут отброшены.

Ненужные элементы массива также можно отбросить, поставив лишнюю запятую:

'use strict';

// первый и второй элементы не нужны

let [, , title] = "Юлий Цезарь Император Рима".split(" ");

alert(title); // Император

В коде выше первый и второй элементы массива никуда не записались, они были отброшены. Как, впрочем, и все элементы после третьего.

### [Оператор «spread»](https://learn.javascript.ru/destructuring" \l "оператор-spread)

Если мы хотим получить и последующие значения массива, но не уверены в их числе – можно добавить ещё один параметр, который получит «всё остальное», при помощи оператора "..." («spread», троеточие):

'use strict';

let [firstName, lastName, ...rest] = "Юлий Цезарь Император Рима".split(" ");

alert(firstName); // Юлий

alert(lastName); // Цезарь

alert(rest); // Император,Рима (массив из 2х элементов)

Значением rest будет массив из оставшихся элементов массива. Вместо rest можно использовать и другое имя переменной, оператор здесь – троеточие. Оно должно стоять только последним элементом в списке слева.

### [Значения по умолчанию](https://learn.javascript.ru/destructuring" \l "значения-по-умолчанию)

Если значений в массиве меньше, чем переменных – ошибки не будет, просто присвоится undefined:

'use strict';

let [firstName, lastName] = [];

alert(firstName); // undefined

Впрочем, как правило, в таких случаях задают значение по умолчанию. Для этого нужно после переменной использовать символ = со значением, например:

'use strict';

// значения по умолчанию

let [firstName="Гость", lastName="Анонимный"] = [];

alert(firstName); // Гость

alert(lastName); // Анонимный

В качестве значений по умолчанию можно использовать не только примитивы, но и выражения, даже включающие в себя вызовы функций:

'use strict';

function defaultLastName() {

return Date.now() + '-visitor';

}

// lastName получит значение, соответствующее текущей дате:

let [firstName, lastName=defaultLastName()] = ["Вася"];

alert(firstName); // Вася

alert(lastName); // 1436...-visitor

Заметим, что вызов функции defaultLastName() для генерации значения по умолчанию будет осуществлён только при необходимости, то есть если значения нет в массиве.

## [Деструктуризация объекта](https://learn.javascript.ru/destructuring" \l "деструктуризация-объекта)

Деструктуризацию можно использовать и с объектами. При этом мы указываем, какие свойства в какие переменные должны «идти».

Базовый синтаксис:

let {var1, var2} = {var1:…, var2…}

Объект справа – уже существующий, который мы хотим разбить на переменные. А слева – список переменных, в которые нужно соответствующие свойства записать.

Например:

'use strict';

let options = {

title: "Меню",

width: 100,

height: 200

};

let {title, width, height} = options;

alert(title); // Меню

alert(width); // 100

alert(height); // 200

Как видно, свойства options.title, options.width и options.height автоматически присвоились соответствующим переменным.

Если хочется присвоить свойство объекта в переменную с другим именем, например, чтобы свойство options.width пошло в переменную w, то можно указать соответствие через двоеточие, вот так:

'use strict';

let options = {

title: "Меню",

width: 100,

height: 200

};

let {width: w, height: h, title} = options;

alert(title); // Меню

alert(w); // 100

alert(h); // 200

В примере выше свойство width отправилось в переменную w, свойство height – в переменную h, а title – в переменную с тем же названием.

Если каких-то свойств в объекте нет, можно указать значение по умолчанию через знак равенства =, вот так;

'use strict';

let options = {

title: "Меню"

};

let {width=100, height=200, title} = options;

alert(title); // Меню

alert(width); // 100

alert(height); // 200

Можно и сочетать одновременно двоеточие и равенство:

'use strict';

let options = {

title: "Меню"

};

let {width:w=100, height:h=200, title} = options;

alert(title); // Меню

alert(w); // 100

alert(h); // 200

А что, если в объекте больше значений, чем переменных? Можно ли куда-то присвоить «остаток», аналогично массивам?

Такой возможности в текущем стандарте нет. Она планируется в будущем стандарте, и выглядеть она будет примерно так:

'use strict';

let options = {

title: "Меню",

width: 100,

height: 200

};

let {title, ...size} = options;

// title = "Меню"

// size = { width: 100, height: 200} (остаток)

Этот код будет работать, например, при использовании Babel со включёнными экспериментальными возможностями, но ещё раз заметим, что в текущий стандарт такая возможность не вошла.

**Деструктуризация без объявления**

В примерах выше переменные объявлялись прямо перед присваиванием: let {…} = {…}. Конечно, можно и без let, использовать уже существующие переменные.

Однако, здесь есть небольшой «подвох». В JavaScript, если в основном потоке кода (не внутри другого выражения) встречается {...}, то это воспринимается как блок.

Например, можно использовать такой блок для ограничения видимости переменных:

'use strict';

{

// вспомогательные переменные, локальные для блока

let a = 5;

// поработали с ними

alert(a); // 5

// больше эти переменные не нужны

}

alert(a); // ошибка нет такой переменной

Конечно, это бывает удобно, но в данном случае это создаст проблему при деструктуризации:

let a, b;

{a, b} = {a:5, b:6}; // будет ошибка, оно посчитает, что {a,b} - блок

Чтобы избежать интерпретации {a, b} как блока, нужно обернуть всё присваивание в скобки:

let a, b;

({a, b} = {a:5, b:6}); // внутри выражения это уже не блок

## [Вложенные деструктуризации](https://learn.javascript.ru/destructuring" \l "вложенные-деструктуризации)

Если объект или массив содержат другие объекты или массивы, и их тоже хочется разбить на переменные – не проблема.

Деструктуризации можно как угодно сочетать и вкладывать друг в друга.

В коде ниже options содержит подобъект и подмассив. В деструктуризации ниже сохраняется та же структура:

'use strict';

let options = {

size: {

width: 100,

height: 200

},

items: ["Пончик", "Пирожное"]

}

let { title="Меню", size: {width, height}, items: [item1, item2] } = options;

// Меню 100 200 Пончик Пирожное

alert(title); // Меню

alert(width); // 100

alert(height); // 200

alert(item1); // Пончик

alert(item2); // Пирожное

Как видно, весь объект options корректно разбит на переменные.

## [Итого](https://learn.javascript.ru/destructuring#итого)

* Деструктуризация позволяет разбивать объект или массив на переменные при присвоении.
* Синтаксис:

let {prop : varName = default, ...} = object

Здесь двоеточие : задаёт отображение свойства prop в переменную varName, а равенство =defaultзадаёт выражение, которое будет использовано, если значение отсутствует (не указано или undefined).

Для массивов имеет значение порядок, поэтому нельзя использовать :, но значение по умолчанию – можно:

let [var1 = default, var2, ...rest] = array

Объявление переменной в начале конструкции не обязательно. Можно использовать и существующие переменные. Однако при деструктуризации объекта может потребоваться обернуть выражение в скобки.

* Вложенные объекты и массивы тоже работают, при деструктуризации нужно лишь сохранить ту же структуру, что и исходный объект/массив.

Как мы увидим далее, деструктуризации особенно удобны при чтении объектных параметров функций.

# Функции

В функциях основные изменения касаются передачи параметров, плюс введена дополнительная короткая запись через стрелочку =>.

## [Параметры по умолчанию](https://learn.javascript.ru/es-function" \l "параметры-по-умолчанию)

Можно указывать параметры по умолчанию через равенство =, например:

function showMenu(title = "Без заголовка", width = 100, height = 200) {

alert(title + ' ' + width + ' ' + height);

}

showMenu("Меню"); // Меню 100 200

Параметр по умолчанию используется при отсутствующем аргументе или равном undefined, например:

function showMenu(title = "Заголовок", width = 100, height = 200) {

alert('title=' + title + ' width=' + width + ' height=' + height);

}

// По умолчанию будут взяты 1 и 3 параметры

// title=Заголовок width=null height=200

showMenu(undefined, null);

При передаче любого значения, кроме undefined, включая пустую строку, ноль или null, параметр считается переданным, и значение по умолчанию не используется.

**Параметры по умолчанию могут быть не только значениями, но и выражениями.**

Например:

function sayHi(who = getCurrentUser().toUpperCase()) {

alert('Привет, ' + who);

}

function getCurrentUser() {

return 'Вася';

}

sayHi(); // Привет, ВАСЯ

Заметим, что значение выражения getCurrentUser().toUpperCase() будет вычислено, и соответствующие функции вызваны – лишь в том случае, если это необходимо, то есть когда функция вызвана без параметра.

В частности, выражение по умолчанию не вычисляется при объявлении функции. В примере выше функция getCurrentUser() будет вызвана именно в последней строке, так как не передан параметр.

## [Оператор spread вместо arguments](https://learn.javascript.ru/es-function" \l "оператор-spread-вместо-arguments)

Чтобы получить массив аргументов, можно использовать оператор …, например:

function showName(firstName, lastName, ...rest) {

alert(firstName + ' ' + lastName + ' - ' + rest);

}

// выведет: Юлий Цезарь - Император,Рима

showName("Юлий", "Цезарь", "Император", "Рима");

В rest попадёт массив всех аргументов, начиная со второго.

Заметим, что rest – настоящий массив, с методами map, forEach и другими, в отличие от arguments.

**Оператор … должен быть в конце**

Оператор … собирает «все оставшиеся» аргументы, поэтому такое объявление не имеет смысла:

function f(arg1, ...rest, arg2) { // arg2 после ...rest ?!

// будет ошибка

}

Параметр ...rest должен быть в конце функции.

Выше мы увидели использование ... для чтения параметров в объявлении функции. Но этот же оператор можно использовать и при вызове функции, для передачи массива параметров как списка, например:

'use strict';

let numbers = [2, 3, 15];

// Оператор ... в вызове передаст массив как список аргументов

// Этот вызов аналогичен Math.max(2, 3, 15)

let max = Math.max(...numbers);

alert( max ); // 15

Формально говоря, эти два вызова делают одно и то же:

Math.max(...numbers);

Math.max.apply(Math, numbers);

Похоже, что первый – короче и красивее.

## [Деструктуризация в параметрах](https://learn.javascript.ru/es-function" \l "деструктуризация-в-параметрах)

Если функция получает объект, то она может его тут же разбить в переменные:

'use strict';

let options = {

title: "Меню",

width: 100,

height: 200

};

function showMenu({title, width, height}) {

alert(title + ' ' + width + ' ' + height); // Меню 100 200

}

showMenu(options);

Можно использовать и более сложную деструктуризацию, с соответствиями и значениями по умолчанию:

'use strict';

let options = {

title: "Меню"

};

function showMenu({title="Заголовок", width:w=100, height:h=200}) {

alert(title + ' ' + w + ' ' + h);

}

// объект options будет разбит на переменные

showMenu(options); // Меню 100 200

Заметим, что в примере выше какой-то аргумент у showMenu() обязательно должен быть, чтобы разбить его на переменные.

Если хочется, чтобы функция могла быть вызвана вообще без аргументов – нужно добавить ей параметр по умолчанию – уже не внутрь деструктуризации, а в самом списке аргументов:

'use strict';

function showMenu({title="Заголовок", width:w=100, height:h=200} = {}) {

alert(title + ' ' + w + ' ' + h);

}

showMenu(); // Заголовок 100 200

В коде выше весь объект аргументов по умолчанию равен пустому объекту {}, поэтому всегда есть что деструктуризовать.

## [Имя «name»](https://learn.javascript.ru/es-function" \l "имя-name)

В свойстве name у функции находится её имя.

Например:

'use strict';

function f() {} // f.name == "f"

let g = function g() {}; // g.name == "g"

alert(f.name + ' ' + g.name) // f g

В примере выше показаны Function Declaration и Named Function Expression. В синтаксисе выше довольно очевидно, что у этих функций есть имя name. В конце концов, оно указано в объявлении.

Но современный JavaScript идёт дальше, он старается даже анонимным функциям дать разумные имена.

Например, при создании анонимной функции с одновременной записью в переменную или свойство – её имя равно названию переменной (или свойства).

Например:

'use strict';

// свойство g.name = "g"

let g = function() {};

let user = {

// свойство user.sayHi.name == "sayHi"

sayHi: function() {}

};

## [Функции в блоке](https://learn.javascript.ru/es-function" \l "функции-в-блоке)

Объявление функции Function Declaration, сделанное в блоке, видно только в этом блоке.

Например:

'use strict';

if (true) {

sayHi(); // работает

function sayHi() {

alert("Привет!");

}

}

sayHi(); // ошибка, функции не существует

То есть, иными словами, такое объявление – ведёт себя в точности как если бы let sayHi = function() {…} было сделано в начале блока.

## [Функции через =>](https://learn.javascript.ru/es-function" \l "функции-через)

Появился новый синтаксис для задания функций через «стрелку» =>.

Его простейший вариант выглядит так:

'use strict';

let inc = x => x+1;

alert( inc(1) ); // 2

Эти две записи – примерно аналогичны:

let inc = x => x+1;

let inc = function(x) { return x + 1; };

Как видно, "x => x+1" – это уже готовая функция. Слева от => находится аргумент, а справа – выражение, которое нужно вернуть.

Если аргументов несколько, то нужно обернуть их в скобки, вот так:

'use strict';

let sum = (a,b) => a + b;

// аналог с function

// let inc = function(a, b) { return a + b; };

alert( sum(1, 2) ); // 3

Если нужно задать функцию без аргументов, то также используются скобки, в этом случае – пустые:

'use strict';

// вызов getTime() будет возвращать текущее время

let getTime = () => new Date().getHours() + ':' + new Date().getMinutes();

alert( getTime() ); // текущее время

Когда тело функции достаточно большое, то можно его обернуть в фигурные скобки {…}:

'use strict';

let getTime = () => {

let date = new Date();

let hours = date.getHours();

let minutes = date.getMinutes();

return hourse + ':' + minutes;

};

alert( getTime() ); // текущее время

Заметим, что как только тело функции оборачивается в {…}, то её результат уже не возвращается автоматически. Такая функция должна делать явный return, как в примере выше, если конечно хочет что-либо возвратить.

Функции-стрелки очень удобны в качестве коллбеков, например:

`use strict`;

let arr = [5, 8, 3];

let sorted = arr.sort( (a,b) => a - b );

alert(sorted); // 3, 5, 8

Такая запись – коротка и понятна. Далее мы познакомимся с дополнительными преимуществами использования функций-стрелок для этой цели.

## [Функции-стрелки не имеют своего this](https://learn.javascript.ru/es-function" \l "функции-стрелки-не-имеют-своего-this)

Внутри функций-стрелок – тот же this, что и снаружи.

Это очень удобно в обработчиках событий и коллбэках, например:

'use strict';

let group = {

title: "Наш курс",

students: ["Вася", "Петя", "Даша"],

showList: function() {

this.students.forEach(

student => alert(this.title + ': ' + student)

)

}

}

group.showList();

// Наш курс: Вася

// Наш курс: Петя

// Наш курс: Даша

Здесь в forEach была использована функция-стрелка, поэтому this.title в коллбэке – тот же, что и во внешней функции showList. То есть, в данном случае – group.title.

Если бы в forEach вместо функции-стрелки была обычная функция, то была бы ошибка:

'use strict';

let group = {

title: "Наш курс",

students: ["Вася", "Петя", "Даша"],

showList: function() {

this.students.forEach(function(student) {

alert(this.title + ': ' + student); // будет ошибка

})

}

}

group.showList();

При запуске будет "попытка прочитать свойство title у undefined", так как .forEach(f) при запуске fне ставит this. То есть, this внутри forEach будет undefined.

**Функции стрелки нельзя запускать с new**

Отсутствие у функции-стрелки "своего this" влечёт за собой естественное ограничение: такие функции нельзя использовать в качестве конструктора, то есть нельзя вызывать через new.

**=> это не то же самое, что .bind(this)**

Есть тонкое различие между функцией стрелкой => и обычной функцией, у которой вызван .bind(this):

* Вызовом .bind(this) мы передаём текущий this, привязывая его к функции.
* При => привязки не происходит, так как функция стрелка вообще не имеет контекста this. Поиск this в ней осуществляется так же, как и поиск обычной переменной, то есть, выше в замыкании. До появления стандарта ES-2015 такое было невозможно.

## [Функции-стрелки не имеют своего arguments](https://learn.javascript.ru/es-function" \l "функции-стрелки-не-имеют-своего-arguments)

В качестве arguments используются аргументы внешней «обычной» функции.

Например:

'use strict';

function f() {

let showArg = () => alert(arguments[0]);

showArg();

}

f(1); // 1

Вызов showArg() выведет 1, получив его из аргументов функции f. Функция-стрелка здесь вызвана без параметров, но это не важно: arguments всегда берутся из внешней «обычной» функции.

Сохранение внешнего this и arguments удобно использовать для форвардинга вызовов и создания декораторов.

Например, декоратор defer(f, ms) ниже получает функцию f и возвращает обёртку вокруг неё, откладывающую вызов на ms миллисекунд:

'use strict';

function defer(f, ms) {

return function() {

setTimeout(() => f.apply(this, arguments), ms)

}

}

function sayHi(who) {

alert('Привет, ' + who);

}

let sayHiDeferred = defer(sayHi, 2000);

sayHiDeferred("Вася"); // Привет, Вася через 2 секунды

Аналогичная реализация без функции-стрелки выглядела бы так:

function defer(f, ms) {

return function() {

let args = arguments;

let ctx = this;

setTimeout(function() {

return f.apply(ctx, args);

}, ms);

}

}

В этом коде пришлось создавать дополнительные переменные args и ctx для передачи внешних аргументов и контекста через замыкание.

## [Итого](https://learn.javascript.ru/es-function#итого)

Основные улучшения в функциях:

* Можно задавать параметры по умолчанию, а также использовать деструктуризацию для чтения приходящего объекта.
* Оператор spread (троеточие) в объявлении позволяет функции получать оставшиеся аргументы в массив: function f(arg1, arg2, ...rest).
* Тот же оператор spread в вызове функции позволяет передать её массив как список аргументов (вместо apply).
* У функции есть свойство name, оно содержит имя, указанное при объявлении функции, либо, если его нет, то имя свойства или переменную, в которую она записана. Есть и некоторые другие ситуации, в которых интерпретатор подставляет «самое подходящее» имя.
* Объявление Function Declaration в блоке {...} видно только в этом блоке.
* Появились функции-стрелки:
  + Без фигурных скобок возвращают выражение expr: (args) => expr.
  + С фигурными скобками требуют явного return.
  + Не имеют своих this и arguments, при обращении получают их из окружающего контекста.
  + Не могут быть использованы как конструкторы, с new.

# Строки

Есть ряд улучшений и новых методов для строк.

Начнём с, пожалуй, самого важного.

## [Строки-шаблоны](https://learn.javascript.ru/es-string" \l "строки-шаблоны)

Добавлен новый вид кавычек для строк:

let str = `обратные кавычки`;

Основные отличия от двойных "…" и одинарных '…' кавычек:

* **В них разрешён перевод строки.**

Например:

alert(`моя

многострочная

строка`);

Заметим, что пробелы и, собственно, перевод строки также входят в строку, и будут выведены.

* **Можно вставлять выражения при помощи ${…}.**

Например:

'use strict';

let apples = 2;

let oranges = 3;

alert(`${apples} + ${oranges} = ${apples + oranges}`); // 2 + 3 = 5

Как видно, при помощи ${…} можно вставлять как и значение переменной ${apples}, так и более сложные выражения, которые могут включать в себя операторы, вызовы функций и т.п. Такую вставку называют «интерполяцией».

## [Функции шаблонизации](https://learn.javascript.ru/es-string" \l "функции-шаблонизации)

Можно использовать свою функцию шаблонизации для строк.

Название этой функции ставится перед первой обратной кавычкой:

let str = func`моя строка`;

Эта функция будет автоматически вызвана и получит в качестве аргументов строку, разбитую по вхождениям параметров ${…} и сами эти параметры.

Например:

'use strict';

function f(strings, ...values) {

alert(JSON.stringify(strings)); // ["Sum of "," + "," =\n ","!"]

alert(JSON.stringify(strings.raw)); // ["Sum of "," + "," =\\n ","!"]

alert(JSON.stringify(values)); // [3,5,8]

}

let apples = 3;

let oranges = 5;

// | s[0] | v[0] |s[1]| v[1] |s[2] | v[2] |s[3]

let str = f`Sum of ${apples} + ${oranges} =\n ${apples + oranges}!`;

В примере выше видно, что строка разбивается по очереди на части: «кусок строки» – «параметр» – «кусок строки» – «параметр».

* Участки строки идут в первый аргумент-массив strings.
* У этого массива есть дополнительное свойство strings.raw. В нём находятся строки в точности как в оригинале. Это влияет на спец-символы, например в strings символ \n – это перевод строки, а в strings.raw – это именно два символа \n.
* Дальнейший список аргументов функции шаблонизации – это значения выражений в ${...}, в данном случае их три.

**Зачем strings.raw?**

В отличие от strings, в strings.raw содержатся участки строки в «изначально введённом» виде.

То есть, если в строке находится \n или \u1234 или другое особое сочетание символов, то оно таким и останется.

Это нужно в тех случаях, когда функция шаблонизации хочет произвести обработку полностью самостоятельно (свои спец. символы?). Или же когда обработка спец. символов не нужна – например, строка содержит «обычный текст», набранный непрограммистом без учёта спец. символов.

Как видно, функция имеет доступ ко всему: к выражениям, к участкам текста и даже, через strings.raw – к оригинально введённому тексту без учёта стандартных спец. символов.

Функция шаблонизации может как-то преобразовать строку и вернуть новый результат.

В простейшем случае можно просто «склеить» полученные фрагменты в строку:

'use strict';

// str восстанавливает строку

function str(strings, ...values) {

let str = "";

for(let i=0; i<values.length; i++) {

str += strings[i];

str += values[i];

}

// последний кусок строки

str += strings[strings.length-1];

return str;

}

let apples = 3;

let oranges = 5;

// Sum of 3 + 5 = 8!

alert( str`Sum of ${apples} + ${oranges} = ${apples + oranges}!`);

Функция str в примере выше делает то же самое, что обычные обратные кавычки. Но, конечно, можно пойти намного дальше. Например, генерировать из HTML-строки DOM-узлы (функции шаблонизации не обязательно возвращать именно строку).

Или можно реализовать интернационализацию. В примере ниже функция i18n осуществляет перевод строки.

Она подбирает по строке вида "Hello, ${name}!" шаблон перевода "Привет, {0}!" (где {0} – место для вставки параметра) и возвращает переведённый результат со вставленным именем name:

'use strict';

let messages = {

"Hello, {0}!": "Привет, {0}!"

};

function i18n(strings, ...values) {

// По форме строки получим шаблон для поиска в messages

// На месте каждого из значений будет его номер: {0}, {1}, …

let pattern = "";

for(let i=0; i<values.length; i++) {

pattern += strings[i] + '{' + i + '}';

}

pattern += strings[strings.length-1];

// Теперь pattern = "Hello, {0}!"

let translated = messages[pattern]; // "Привет, {0}!"

// Заменит в "Привет, {0}" цифры вида {num} на values[num]

return translated.replace(/\{(\d)\}/g, (s, num) => values[num]);

}

// Пример использования

let name = "Вася";

// Перевести строку

alert( i18n`Hello, ${name}!` ); // Привет, Вася!

Итоговое использование выглядит довольно красиво, не правда ли?

Разумеется, эту функцию можно улучшить и расширить. Функция шаблонизации – это своего рода «стандартный синтаксический сахар» для упрощения форматирования и парсинга строк.

## [Улучшена поддержка юникода](https://learn.javascript.ru/es-string" \l "улучшена-поддержка-юникода)

Внутренняя кодировка строк в JavaScript – это UTF-16, то есть под каждый символ отводится ровно два байта.

Но под всевозможные символы всех языков мира 2 байт не хватает. Поэтому бывает так, что одному символу языка соответствует два юникодных символа (итого 4 байта). Такое сочетание называют «суррогатной парой».

Самый частый пример суррогатной пары, который можно встретить в литературе – это китайские иероглифы.

Заметим, однако, что не всякий китайский иероглиф – суррогатная пара. Существенная часть «основного» юникод-диапазона как раз отдана под китайский язык, поэтому некоторые иероглифы – которые в неё «влезли» – представляются одним юникод-символом, а те, которые не поместились (реже используемые) – двумя.

Например:

alert( '我'.length ); // 1

alert( '𩷶'.length ); // 2

В тексте выше для первого иероглифа есть отдельный юникод-символ, и поэтому длина строки 1, а для второго используется суррогатная пара. Соответственно, длина – 2.

Китайскими иероглифами суррогатные пары, естественно, не ограничиваются.

Ими представлены редкие математические символы, а также некоторые символы для эмоций, к примеру:

alert( '𝒳'.length ); // 2, MATHEMATICAL SCRIPT CAPITAL X

alert( '😂'.length ); // 2, FACE WITH TEARS OF JOY

В современный JavaScript добавлены методы [String.fromCodePoint](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/fromCodePoint) и [str.codePointAt](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/codePointAt) – аналоги String.fromCharCode и str.charCodeAt, корректно работающие с суррогатными парами.

Например, charCodeAt считает суррогатную пару двумя разными символами и возвращает код каждой:

// как будто в строке два разных символа (на самом деле один)

alert( '𝒳'.charCodeAt(0) + ' ' + '𝒳'.charCodeAt(1) ); // 55349 56499

…В то время как codePointAt возвращает его Unicode-код суррогатной пары правильно:

// один символ с "длинным" (более 2 байт) unicode-кодом

alert( '𝒳'.codePointAt(0) ); // 119987

Метод String.fromCodePoint(code) корректно создаёт строку из «длинного кода», в отличие от старого String.fromCharCode(code).

Например:

// Правильно

alert( String.fromCodePoint(119987) ); // 𝒳

// Неверно!

alert( String.fromCharCode(119987) ); // 풳

Более старый метод fromCharCode в последней строке дал неверный результат, так как он берёт только первые два байта от числа 119987 и создаёт символ из них, а остальные отбрасывает.

### [\u{длинный код}](https://learn.javascript.ru/es-string" \l "u-длинный-код)

Есть и ещё синтаксическое улучшение для больших Unicode-кодов.

В JavaScript-строках давно можно вставлять символы по Unicode-коду, вот так:

alert( "\u2033" ); // ″, символ двойного штриха

Синтаксис: \uNNNN, где NNNN – четырёхзначный шестнадцатиричный код, причём он должен быть ровно четырёхзначным.

«Лишние» цифры уже не войдут в код, например:

alert( "\u20331" ); // Два символа: символ двойного штриха ″, а затем 1

Чтобы вводить более длинные коды символов, добавили запись \u{NNNNNNNN}, где NNNNNNNN – максимально восьмизначный (но можно и меньше цифр) код.

Например:

alert( "\u{20331}" ); // 𠌱, китайский иероглиф с этим кодом

### [Unicode-нормализация](https://learn.javascript.ru/es-string" \l "unicode-нормализация)

Во многих языках есть символы, которые получаются как сочетание основного символа и какого-то значка над ним или под ним.

Например, на основе обычного символа a существуют символы: àáâäãåā. Самые часто встречающиеся подобные сочетания имеют отдельный юникодный код. Но отнюдь не все.

Для генерации произвольных сочетаний используются несколько юникодных символов: основа и один или несколько значков.

Например, если после символа S идёт символ «точка сверху» (код \u0307), то показано это будет как «S с точкой сверху» Ṡ.

Если нужен ещё значок над той же буквой (или под ней) – без проблем. Просто добавляем соответствующий символ.

К примеру, если добавить символ «точка снизу» (код \u0323), то будет «S с двумя точками сверху и снизу» Ṩ .

Пример этого символа в JavaScript-строке:

alert("S\u0307\u0323"); // Ṩ

Такая возможность добавить произвольной букве нужные значки, с одной стороны, необходима, а с другой стороны – возникает проблемка: можно представить одинаковый с точки зрения визуального отображения и интерпретации символ – разными сочетаниями Unicode-кодов.

Вот пример:

alert("S\u0307\u0323"); // Ṩ

alert("S\u0323\u0307"); // Ṩ

alert( "S\u0307\u0323" == "S\u0323\u0307" ); // false

В первой строке после основы S идёт сначала значок «верхняя точка», а потом – нижняя, во второй – наоборот. По кодам строки не равны друг другу. Но символ задают один и тот же.

С целью разрешить эту ситуацию, существует юникодная нормализация, при которой строки приводятся к единому, «нормальному», виду.

В современном JavaScript это делает метод [str.normalize()](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/String/normalize).

alert( "S\u0307\u0323".normalize() == "S\u0323\u0307".normalize() ); // true

Забавно, что в данной конкретной ситуации normalize() приведёт последовательность из трёх символов к одному: [\u1e68 (S с двумя точками)](http://www.fileformat.info/info/unicode/char/1e68/index.htm).

alert( "S\u0307\u0323".normalize().length ); // 1, нормализовало в один символ

alert( "S\u0307\u0323".normalize() == "\u1e68" ); // true

Это, конечно, не всегда так, просто в данном случае оказалось, что именно такой символ в юникоде уже есть. Если добавить значков, то нормализация уже даст несколько символов.

Для большинства практических задач информации, данной выше, должно быть вполне достаточно, но если хочется более подробно ознакомиться с вариантами и правилами нормализации – они описаны в приложении к стандарту юникод [Unicode Normalization Forms](http://www.unicode.org/reports/tr15/).

## [Полезные методы](https://learn.javascript.ru/es-string" \l "полезные-методы)

Добавлены ряд полезных методов общего назначения:

* [str.includes(s)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/includes) – проверяет, включает ли одна строка в себя другую, возвращает true/false.
* [str.endsWith(s)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/endsWith) – возвращает true, если строка str заканчивается подстрокой s.
* [str.startsWith(s)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/startsWith) – возвращает true, если строка str начинается со строки s.
* [str.repeat(times)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/repeat) – повторяет строку str times раз.

Конечно, всё это можно было сделать при помощи других встроенных методов, но новые методы более удобны.

## [Итого](https://learn.javascript.ru/es-string#итого)

Улучшения:

* Строки-шаблоны – для удобного задания строк (многострочных, с переменными), плюс возможность использовать функцию шаблонизации для самостоятельного форматирования.
* Юникод – улучшена работа с суррогатными парами.
* Полезные методы для проверок вхождения одной строки в другую.

# Объекты и прототипы

В этом разделе мы рассмотрим нововведения, которые касаются именно объектов.

По классам – чуть позже, в отдельном разделе, оно того заслуживает.

## [Короткое свойство](https://learn.javascript.ru/es-object" \l "короткое-свойство)

Зачастую у нас есть переменные, например, name и isAdmin, и мы хотим использовать их в объекте.

При объявлении объекта в этом случае достаточно указать только имя свойства, а значение будет взято из переменной с аналогичным именем.

Например:

'use strict';

let name = "Вася";

let isAdmin = true;

let user = {

name,

isAdmin

};

alert( JSON.stringify(user) ); // {"name": "Вася", "isAdmin": true}

## [Вычисляемые свойства](https://learn.javascript.ru/es-object" \l "вычисляемые-свойства)

В качестве имени свойства можно использовать выражение, например:

'use strict';

let propName = "firstName";

let user = {

[propName]: "Вася"

};

alert( user.firstName ); // Вася

Или даже так:

'use strict';

let a = "Мой ";

let b = "Зелёный ";

let c = "Крокодил";

let user = {

[(a + b + c).toLowerCase()]: "Вася"

};

alert( user["мой зелёный крокодил"] ); // Вася

## [Геттер-сеттер для прототипа](https://learn.javascript.ru/es-object" \l "геттер-сеттер-для-прототипа)

В ES5 для прототипа был метод-геттер:

* Object.getPrototypeOf(obj)

В ES-2015 также добавился сеттер:

* Object.setPrototypeOf(obj, newProto)

…А также «узаконено» свойство \_\_proto\_\_, которое даёт прямой доступ к прототипу. Его, в качестве «нестандартного», но удобного способа работы с прототипом, реализовали почти все браузеры (кроме IE10-), так что было принято решение добавить его в стандарт.

## [Object.assign](https://learn.javascript.ru/es-object" \l "object-assign)

Функция Object.assign получает список объектов и копирует в первый target свойства из остальных.

Синтаксис:

Object.assign(target, src1, src2...)

При этом последующие свойства перезаписывают предыдущие.

Например:

'use strict';

let user = { name: "Вася" };

let visitor = { isAdmin: false, visits: true };

let admin = { isAdmin: true };

Object.assign(user, visitor, admin);

// user <- visitor <- admin

alert( JSON.stringify(user) ); // name: Вася, visits: true, isAdmin: true

Его также можно использовать для 1-уровневого клонирования объекта:

'use strict';

let user = { name: "Вася", isAdmin: false };

// clone = пустой объект + все свойства user

let clone = Object.assign({}, user);

## [Object.is(value1, value2)](https://learn.javascript.ru/es-object" \l "object-is-value1-value2)

Новая функция для проверки равенства значений.

Возвращает true, если значения value1 и value2 равны, иначе false.

Она похожа на обычное строгое равенство ===, но есть отличия:

// Сравнение +0 и -0

alert( Object.is(+0, -0)); // false

alert( +0 === -0 ); // true

// Сравнение с NaN

alert( Object.is(NaN, NaN) ); // true

alert( NaN === NaN ); // false

Отличия эти в большинстве ситуаций некритичны, так что непохоже, чтобы эта функция вытеснила обычную проверку ===. Что интересно – этот алгоритм сравнения, который называется [SameValue](http://www.ecma-international.org/ecma-262/6.0/index.html#sec-samevalue), применяется во внутренних реализациях различных методов современного стандарта.

## [Методы объекта](https://learn.javascript.ru/es-object" \l "методы-объекта)

Долгое время в JavaScript термин «метод объекта» был просто альтернативным названием для свойства-функции.

Теперь это уже не так. Добавлены именно «методы объекта», которые, по сути, являются свойствами-функциями, привязанными к объекту.

Их особенности:

1. Более короткий синтаксис объявления.
2. Наличие в методах специального внутреннего свойства [[HomeObject]] («домашний объект»), ссылающегося на объект, которому метод принадлежит. Мы посмотрим его использование чуть дальше.

Для объявления метода вместо записи "prop: function() {…}" нужно написать просто "prop() { … }".

Например:

'use strict';

let name = "Вася";

let user = {

name,

// вместо "sayHi: function() {" пишем "sayHi() {"

sayHi() {

alert(this.name);

}

};

user.sayHi(); // Вася

Как видно, для создания метода нужно писать меньше букв. Что же касается вызова – он ничем не отличается от обычной функции. На данном этапе можно считать, что «метод» – это просто сокращённый синтаксис для свойства-функции. Дополнительные возможности, которые даёт такое объявление, мы рассмотрим позже.

Также методами станут объявления геттеров get prop() и сеттеров set prop():

'use strict';

let name = "Вася", surname="Петров";

let user = {

name,

surname,

get fullName() {

return `${name} ${surname}`;

}

};

alert( user.fullName ); // Вася Петров

Можно задать и метод с вычисляемым названием:

'use strict';

let methodName = "getFirstName";

let user = {

// в квадратных скобках может быть любое выражение,

// которое должно вернуть название метода

[methodName]() { // вместо [methodName]: function() {

return "Вася";

}

};

alert( user.getFirstName() ); // Вася

Итак, мы рассмотрели синтаксические улучшения. Если коротко, то не надо писать слово «function». Теперь перейдём к другим отличиям.

## [super](https://learn.javascript.ru/es-object" \l "super)

В ES-2015 появилось новое ключевое слово super. Оно предназначено только для использования в методах объекта.

Вызов super.parentProperty позволяет из метода объекта получить свойство его прототипа.

Например, в коде ниже rabbit наследует от animal.

Вызов super.walk() из метода объекта rabbit обращается к animal.walk():

'use strict';

let animal = {

walk() {

alert("I'm walking");

}

};

let rabbit = {

\_\_proto\_\_: animal,

walk() {

alert(super.walk); // walk() { … }

super.walk(); // I'm walking

}

};

rabbit.walk();

Как правило, это используется в [классах](https://learn.javascript.ru/es-class), которые мы рассмотрим в следующем разделе, но важно понимать, что «классы» здесь на самом деле ни при чём. Свойство super работает через прототип, на уровне методов объекта.

При обращении через super используется [[HomeObject]] текущего метода, и от него берётся \_\_proto\_\_. Поэтому super работает только внутри методов.

В частности, если переписать этот код, оформив rabbit.walk как обычное свойство-функцию, то будет ошибка:

'use strict';

let animal = {

walk() {

alert("I'm walking");

}

};

let rabbit = {

\_\_proto\_\_: animal,

walk: function() { // Надо: walk() {

super.walk(); // Будет ошибка!

}

};

rabbit.walk();

Ошибка возникнет, так как rabbit.walk теперь обычная функция и не имеет [[HomeObject]]. Поэтому в ней не работает super.

Исключением из этого правила являются функции-стрелки. В них используется super внешней функции. Например, здесь функция-стрелка в setTimeout берёт внешний super:

'use strict';

let animal = {

walk() {

alert("I'm walking");

}

};

let rabbit = {

\_\_proto\_\_: animal,

walk() {

setTimeout(() => super.walk()); // I'm walking

}

};

rabbit.walk();

Ранее мы говорили о том, что у функций-стрелок нет своего this, arguments: они используют те, которые во внешней функции. Теперь к этому списку добавился ещё и super.

**Свойство [[HomeObject]] – не изменяемое**

При создании метода – он привязан к своему объекту навсегда. Технически можно даже скопировать его и запустить отдельно, и super продолжит работать:

'use strict';

let animal = {

walk() { alert("I'm walking"); }

};

let rabbit = {

\_\_proto\_\_: animal,

walk() {

super.walk();

}

};

let walk = rabbit.walk; // скопируем метод в переменную

walk(); // вызовет animal.walk()

// I'm walking

В примере выше метод walk() запускается отдельно от объекта, но всё равно, благодаря [[HomeObject]], сохраняется доступ к его прототипу через super.

Это – скорее технический момент, так как методы объекта, всё же, предназначены для вызова в контексте этого объекта. В частности, правила для this в методах – те же, что и для обычных функций. В примере выше при вызове walk() без объекта this будет undefined.

## [Итого](https://learn.javascript.ru/es-object#итого)

Улучшения в описании свойств:

* Запись name: name можно заменить на просто name
* Если имя свойства находится в переменной или задано выражением expr, то его можно указать в квадратных скобках [expr].
* Свойства-функции можно оформить как методы: "prop: function() {}" → "prop() {}".

В методах работает обращение к свойствам прототипа через super.parentProperty.

Для работы с прототипом:

* Object.setPrototypeOf(obj, proto) – метод для установки прототипа.
* obj.\_\_proto\_\_ – ссылка на прототип.

Дополнительно:

* Метод Object.assign(target, src1, src2...) – копирует свойства из всех аргументов в первый объект.
* Метод Object.is(value1, value2) проверяет два значения на равенство. В отличие от === считает +0 и -0 разными числами. А также считает, что NaN равно самому себе.

# Классы

В современном JavaScript появился новый, «более красивый» синтаксис для классов.

Новая конструкция class – удобный «синтаксический сахар» для задания конструктора вместе с прототипом.

## [Class](https://learn.javascript.ru/es-class" \l "class)

Синтаксис для классов выглядит так:

class Название [extends Родитель] {

constructor

методы

}

Например:

'use strict';

class User {

constructor(name) {

this.name = name;

}

sayHi() {

alert(this.name);

}

}

let user = new User("Вася");

user.sayHi(); // Вася

Функция constructor запускается при создании new User, остальные методы записываются в User.prototype.

Это объявление примерно аналогично такому:

function User(name) {

this.name = name;

}

User.prototype.sayHi = function() {

alert(this.name);

};

В обоих случаях new User будет создавать объекты. Метод sayHi также в обоих случаях находится в прототипе.

Но при объявлении через class есть и ряд отличий:

* User нельзя вызывать без new, будет ошибка.
* Объявление класса с точки зрения области видимости ведёт себя как let. В частности, оно видно только в текущем блоке и только в коде, который находится ниже объявления (Function Declaration видно и до объявления).

Методы, объявленные внутри class, также имеют ряд особенностей:

* Метод sayHi является именно методом, то есть имеет доступ к super.
* Все методы класса работают в строгом режиме use strict, даже если он не указан.
* Все методы класса не перечислимы. То есть в цикле for..in по объекту их не будет.

## [Class Expression](https://learn.javascript.ru/es-class" \l "class-expression)

Также, как и Function Expression, классы можно задавать «инлайн», в любом выражении и внутри вызова функции.

Это называется Class Expression:

'use strict';

let User = class {

sayHi() { alert('Привет!'); }

};

new User().sayHi();

В примере выше у класса нет имени, что один-в-один соответствует синтаксису функций. Но имя можно дать. Тогда оно, как и в Named Function Expression, будет доступно только внутри класса:

'use strict';

let SiteGuest = class User {

sayHi() { alert('Привет!'); }

};

new SiteGuest().sayHi(); // Привет

new User(); // ошибка

В примере выше имя User будет доступно только внутри класса и может быть использовано, например, для создания новых объектов данного типа.

Наиболее очевидная область применения этой возможности – создание вспомогательного класса прямо при вызове функции.

Например, функция createModel в примере ниже создаёт объект по классу и данным, добавляет ему \_id и пишет в «реестр» allModels:

'use strict';

let allModels = {};

function createModel(Model, ...args) {

let model = new Model(...args);

model.\_id = Math.random().toString(36).slice(2);

allModels[model.\_id] = model;

return model;

}

let user = createModel(class User {

constructor(name) {

this.name = name;

}

sayHi() {

alert(this.name);

}

}, "Вася");

user.sayHi(); // Вася

alert( allModels[user.\_id].name ); // Вася

## [Геттеры, сеттеры и вычисляемые свойства](https://learn.javascript.ru/es-class" \l "геттеры-сеттеры-и-вычисляемые-свойства)

В классах, как и в обычных объектах, можно объявлять геттеры и сеттеры через get/set, а также использовать […] для свойств с вычисляемыми именами:

'use strict';

class User {

constructor(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

// геттер

get fullName() {

return `${this.firstName} ${this.lastName}`;

}

// сеттер

set fullName(newValue) {

[this.firstName, this.lastName] = newValue.split(' ');

}

// вычисляемое название метода

["test".toUpperCase()]() {

alert("PASSED!");

}

};

let user = new User("Вася", "Пупков");

alert( user.fullName ); // Вася Пупков

user.fullName = "Иван Петров";

alert( user.fullName ); // Иван Петров

user.TEST(); // PASSED!

При чтении fullName будет вызван метод get fullName(), при присвоении – метод set fullName с новым значением.

**class не позволяет задавать свойства-значения**

В синтаксисе классов, как мы видели выше, можно создавать методы. Они будут записаны в прототип, как например User.prototype.sayHi.

Однако, нет возможности задать в прототипе обычное значение (не функцию), такое как User.prototype.key = "value".

Конечно, никто не мешает после объявления класса в прототип дописать подобные свойства, однако предполагается, что в прототипе должны быть только методы.

Если свойство-значение, всё же, необходимо, то можно создать геттер, который будет нужное значение возвращать.

## [Статические свойства](https://learn.javascript.ru/es-class#статические-свойства)

Класс, как и функция, является объектом. Статические свойства класса User – это свойства непосредственно User, то есть доступные из него «через точку».

Для их объявления используется ключевое слово static.

Например:

'use strict';

class User {

constructor(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

static createGuest() {

return new User("Гость", "Сайта");

}

};

let user = User.createGuest();

alert( user.firstName ); // Гость

alert( User.createGuest ); // createGuest ... (функция)

Как правило, они используются для операций, не требующих наличия объекта, например – для фабричных, как в примере выше, то есть как альтернативные варианты конструктора. Или же, можно добавить метод User.compare, который будет сравнивать двух пользователей для целей сортировки.

Также статическими удобно делать константы:

'use strict';

class Menu {

static get elemClass() {

return "menu"

}

}

alert( Menu.elemClass ); // menu

## [Наследование](https://learn.javascript.ru/es-class" \l "наследование)

Синтаксис:

class Child extends Parent {

...

}

Посмотрим как это выглядит на практике. В примере ниже объявлено два класса: Animal и наследующий от него Rabbit:

'use strict';

class Animal {

constructor(name) {

this.name = name;

}

walk() {

alert("I walk: " + this.name);

}

}

class Rabbit extends Animal {

walk() {

super.walk();

alert("...and jump!");

}

}

new Rabbit("Вася").walk();

// I walk: Вася

// and jump!

Как видим, в new Rabbit доступны как свои методы, так и (через super) методы родителя.

Это потому, что при наследовании через extends формируется стандартная цепочка прототипов: методы Rabbit находятся в Rabbit.prototype, методы Animal – в Animal.prototype, и они связаны через \_\_proto\_\_:

'use strict';

class Animal { }

class Rabbit extends Animal { }

alert( Rabbit.prototype.\_\_proto\_\_ == Animal.prototype ); // true

Как видно из примера выше, методы родителя (walk) можно переопределить в наследнике. При этом для обращения к родительскому методу используют super.walk().

С конструктором – немного особая история.

Конструктор constructor родителя наследуется автоматически. То есть, если в потомке не указан свой constructor, то используется родительский. В примере выше Rabbit, таким образом, использует constructor от Animal.

Если же у потомка свой constructor, то, чтобы в нём вызвать конструктор родителя – используется синтаксис super() с аргументами для родителя.

Например, вызовем конструктор Animal в Rabbit:

'use strict';

class Animal {

constructor(name) {

this.name = name;

}

walk() {

alert("I walk: " + this.name);

}

}

class Rabbit extends Animal {

constructor() {

// вызвать конструктор Animal с аргументом "Кроль"

super("Кроль"); // то же, что и Animal.call(this, "Кроль")

}

}

new Rabbit().walk(); // I walk: Кроль

Для такого вызова есть небольшие ограничения:

* Вызвать конструктор родителя можно только изнутри конструктора потомка. В частности, super()нельзя вызвать из произвольного метода.
* В конструкторе потомка мы обязаны вызвать super() до обращения к this. До вызова super не существует this, так как по спецификации в этом случае именно super инициализует this.

Второе ограничение выглядит несколько странно, поэтому проиллюстрируем его примером:

'use strict';

class Animal {

constructor(name) {

this.name = name;

}

}

class Rabbit extends Animal {

constructor() {

alert(this); // ошибка, this не определён!

// обязаны вызвать super() до обращения к this

super();

// а вот здесь уже можно использовать this

}

}

new Rabbit();

## [Итого](https://learn.javascript.ru/es-class#итого)

* Классы можно объявлять как в основном потоке кода, так и «инлайн», по аналогии с Function Declaration и Expression.
* В объявлении классов можно использовать методы, геттеры/сеттеры и вычислимые названия методов.
* При наследовании вызов конструктора родителя осуществляется через super(...args), вызов родительских методов – через super.method(...args).

Концепция классов, которая после долгих обсуждений получилась в стандарте ECMAScript, носит название «максимально минимальной». То есть, в неё вошли только те возможности, которые уж точно необходимы.

В частности, не вошли «приватные» и «защищённые» свойства. То есть, все свойства и методы класса технически доступны снаружи. Возможно, они появятся в будущих редакциях стандарта.

# Тип данных Symbol

Новый примитивный тип данных Symbol служит для создания уникальных идентификаторов.

Мы вначале рассмотрим объявление и особенности символов, а затем – их использование.

## [Объявление](https://learn.javascript.ru/symbol#объявление)

Синтаксис:

let sym = Symbol();

Обратим внимание, не new Symbol, а просто Symbol, так как это – примитив.

У символов есть и соответствующий typeof:

'use strict';

let sym = Symbol();

alert( typeof sym ); // symbol

Каждый символ – уникален. У функции Symbol есть необязательный аргумент «имя символа». Его можно использовать для описания символа, в целях отладки:

'use strict';

let sym = Symbol("name");

alert( sym.toString() ); // Symbol(name)

…Но при этом, если у двух символов одинаковое имя, то это не значит, что они равны:

alert( Symbol("name") == Symbol("name") ); // false

Если хочется из разных частей программы использовать именно одинаковый символ, то можно передавать между ними объект символа или же – использовать «глобальные символы» и «реестр глобальных символов», которые мы рассмотрим далее.

## [Глобальные символы](https://learn.javascript.ru/symbol" \l "глобальные-символы)

Существует «глобальный реестр» символов, который позволяет, при необходимости, иметь общие «глобальные» символы, которые можно получить из реестра по имени.

Для чтения (или создания, при отсутствии) «глобального» символа служит вызов Symbol.for(имя).

Например:

'use strict';

// создание символа в реестре

let name = Symbol.for("name");

// символ уже есть, чтение из реестра

alert( Symbol.for("name") == name ); // true

Таким образом, можно из разных частей программы, обратившись к реестру, получить единый глобальный символ с именем "name".

**На заметку:**

В некоторых языках программирования, например Ruby, имя однозначно идентифицирует символ. В JavaScript, как мы видим, это верно для глобальных символов.

У вызова Symbol.for, который возвращает символ по имени, есть обратный вызов – Symbol.keyFor(sym). Он позволяет получить по глобальному символу его имя:

'use strict';

// создание символа в реестре

let name = Symbol.for("name");

// получение имени символа

alert( Symbol.keyFor(name) ); // name

**Symbol.keyFor возвращает undefined, если символ не глобальный**

Заметим, что Symbol.keyFor работает только для глобальных символов, для остальных будет возвращено undefined:

'use strict';

alert( Symbol.keyFor(Symbol.for("name")) ); // name, глобальный

alert( Symbol.keyFor(Symbol("name2")) ); // undefined, обычный символ

Таким образом, имя символа, если этот символ не глобальный, не имеет особого применения, оно полезно лишь в целях вывода и отладки.

## [Использование символов](https://learn.javascript.ru/symbol" \l "использование-символов)

Символы можно использовать в качестве имён для свойств объекта следующим образом:

'use strict';

let isAdmin = Symbol("isAdmin");

let user = {

name: "Вася",

[isAdmin]: true

};

alert(user[isAdmin]); // true

Особенность символов в том, что если в объект записать свойство-символ, то оно не участвует в итерации:

'use strict';

let user = {

name: "Вася",

age: 30,

[Symbol.for("isAdmin")]: true

};

// в цикле for..in также не будет символа

alert( Object.keys(user) ); // name, age

// доступ к свойству через глобальный символ — работает

alert( user[Symbol.for("isAdmin")] );

Кроме того, свойство-символ недоступно, если обратиться к его названию: user.isAdmin не существует.

Зачем всё это, почему просто не использовать строки?

Резонный вопрос. На ум могут прийти соображения производительности, так как символы – это по сути специальные идентификаторы, они компактнее, чем строка. Но при современных оптимизациях объектов это редко имеет значение.

Самое широкое применение символов предусмотрено внутри самого стандарта JavaScript. В современном стандарте есть много системных символов. Их список есть в спецификации, в таблице [Well-known Symbols](http://www.ecma-international.org/ecma-262/6.0/index.html#table-1). В спецификации для краткости символы принято обозначать как „@@имя“, например @@iterator, но доступны они как свойства Symbol.

Например:

* Symbol.toPrimitive – идентификатор для свойства, задающего функцию преобразования объекта в примитив.
* Symbol.iterator – идентификатор для свойства, задающего функцию итерации по объекту.
* …и т.п.

**Мы легко поймём смысл введения нового типа «символ», если поставим себя на место создателей языка JavaScript.**

Допустим, в новом стандарте нам надо добавить к объекту «особый» функционал, например, функцию, которая задаёт преобразование объекта к примитиву. Как obj.toString, но для преобразования в примитивы.

Мы ведь не можем просто сказать, что «свойство obj.toPrimitive теперь будет задавать преобразование к примитиву и автоматически вызываться в таких-то ситуациях». Это опасно. Мы не можем так просто взять и придать особый смысл свойству. Мало ли, вполне возможно, что свойство с таким именем уже используется в существующем коде, и если сделать его особым, то он сломается.

Нельзя просто взять и зарезервировать какие-то свойства существующих объектов для нового функционала.

Поэтому ввели целый тип «символы». Их можно использовать для задания таких свойств, так как они:

* а) уникальны,
* б) не участвуют в циклах,
* в) заведомо не сломают старый код, который о них слыхом не слыхивал.

Продемонстрируем отсутствие конфликта для нового системного свойства Symbol.iterator:

'use strict';

let obj = {

iterator: 1,

[Symbol.iterator]() {}

}

alert(obj.iterator); // 1

alert(obj[Symbol.iterator]) // function, символ не конфликтует

Выше мы использовали системный символ Symbol.iterator, поскольку он один из самых широко поддерживаемых. Мы подробно разберём его смысл в главе про [итераторы](https://learn.javascript.ru/iterator), пока же – это просто пример символа.

Чтобы получить все символы объекта, есть особый вызов [Object.getOwnPropertySymbols](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/getOwnPropertySymbols).

Эта функция возвращает все символы в объекте (и только их). Заметим, что старая функция getOwnPropertyNames символы не возвращает, что опять же гарантирует отсутствие конфликтов со старым кодом.

'use strict';

let obj = {

iterator: 1,

[Symbol.iterator]: function() {}

}

// один символ в объекте

alert( Object.getOwnPropertySymbols(obj) ); // Symbol(Symbol.iterator)

// и одно обычное свойство

alert( Object.getOwnPropertyNames(obj) ); // iterator

## [Итого](https://learn.javascript.ru/symbol#итого)

* Символы – новый примитивный тип, предназначенный для уникальных идентификаторов.
* Все символы уникальны. Символы с одинаковым именем не равны друг другу.
* Существует глобальный реестр символов, доступных через метод Symbol.for(name). Для глобального символа можно получить имя вызовом и Symbol.keyFor(sym).

Основная область использования символов – это системные свойства объектов, которые задают разные аспекты их поведения. Поддержка у них пока небольшая, но она растёт. Системные символы позволяют разработчикам стандарта добавлять новые «особые» свойства объектов, при этом не резервируя соответствующие строковые значения.

Системные символы доступны как свойства функции Symbol, например Symbol.iterator.

Мы можем создавать и свои символы, использовать их в объектах. Записывать их как свойства Symbol, разумеется, нельзя. Если нужен глобально доступный символ, то используется Symbol.for(имя).

# Итераторы

В современный JavaScript добавлена новая концепция «итерируемых» (iterable) объектов.

Итерируемые или, иными словами, «перебираемые» объекты – это те, содержимое которых можно перебрать в цикле.

Например, перебираемым объектом является массив. Но не только он. В браузере существует множество объектов, которые не являются массивами, но содержимое которых можно перебрать (к примеру, список DOM-узлов).

Для перебора таких объектов добавлен новый синтаксис цикла: for..of.

Например:

'use strict';

let arr = [1, 2, 3]; // массив — пример итерируемого объекта

for (let value of arr) {

alert(value); // 1, затем 2, затем 3

}

Также итерируемой является строка:

'use strict';

for (let char of "Привет") {

alert(char); // Выведет по одной букве: П, р, и, в, е, т

}

Итераторы – расширяющая понятие «массив» концепция, которая пронизывает современный стандарт JavaScript сверху донизу.

Практически везде, где нужен перебор, он осуществляется через итераторы. Это включает в себя не только строки, массивы, но и вызов функции с оператором spread f(...args), и многое другое.

В отличие от массивов, «перебираемые» объекты могут не иметь «длины» length. Как мы увидим далее, итераторы дают возможность сделать «перебираемыми» любые объекты.

## [Свой итератор](https://learn.javascript.ru/iterator" \l "свой-итератор)

Допустим, у нас есть некий объект, который надо «умным способом» перебрать.

Например, range – диапазон чисел от from до to, и мы хотим, чтобы for (let num of range)«перебирал» этот объект. При этом под перебором мы подразумеваем перечисление чисел от from до to.

Объект range без итератора:

let range = {

from: 1,

to: 5

};

// хотим сделать перебор

// for (let num of range) ...

Для возможности использовать объект в for..of нужно создать в нём свойство с названием Symbol.iterator (системный символ).

При вызове метода Symbol.iterator перебираемый объект должен возвращать другой объект («итератор»), который умеет осуществлять перебор.

По стандарту у такого объекта должен быть метод next(), который при каждом вызове возвращает очередное значение и окончен ли перебор.

В коде это выглядит следующим образом:

'use strict';

let range = {

from: 1,

to: 5

}

// сделаем объект range итерируемым

range[Symbol.iterator] = function() {

let current = this.from;

let last = this.to;

// метод должен вернуть объект с методом next()

return {

next() {

if (current <= last) {

return {

done: false,

value: current++

};

} else {

return {

done: true

};

}

}

}

};

for (let num of range) {

alert(num); // 1, затем 2, 3, 4, 5

}

Как видно из кода выше, здесь имеет место разделение сущностей:

* Перебираемый объект range сам не реализует методы для своего перебора.
* Для этого создаётся другой объект, который хранит текущее состояние перебора и возвращает значение. Этот объект называется итератором и возвращается при вызове метода range[Symbol.iterator].
* У итератора должен быть метод next(), который при каждом вызове возвращает объект со свойствами:
  + value – очередное значение,
  + done – равно false если есть ещё значения, и true – в конце.

Конструкция for..of в начале своего выполнения автоматически вызывает Symbol.iterator(), получает итератор и далее вызывает метод next() до получения done: true. Такова внутренняя механика. Внешний код при переборе через for..of видит только значения.

Такое отделение функционала перебора от самого объекта даёт дополнительную гибкость. Например, объект может возвращать разные итераторы в зависимости от своего настроения и времени суток. Однако, бывают ситуации когда оно не нужно.

Если функционал по перебору (метод next) предоставляется самим объектом, то можно вернуть this в качестве итератора:

'use strict';

let range = {

from: 1,

to: 5,

[Symbol.iterator]() {

return this;

},

next() {

if (this.current === undefined) {

// инициализация состояния итерации

this.current = this.from;

}

if (this.current <= this.to) {

return {

done: false,

value: this.current++

};

} else {

// очистка текущей итерации

delete this.current;

return {

done: true

};

}

}

};

for (let num of range) {

alert(num); // 1, затем 2, 3, 4, 5

}

// Произойдёт вызов Math.max(1,2,3,4,5);

alert( Math.max(...range) ); // 5 (\*)

При таком подходе сам объект и хранит состояние итерации (текущий перебираемый элемент).

В данном случае это работает, но для большей гибкости и понятности кода рекомендуется, всё же, выделять итератор в отдельный объект со своим состоянием и кодом.

**Оператор spread ... и итераторы**

В последней строке (\*) примера выше можно видеть, что итерируемый объект передаётся через spread для Math.max.

При этом ...range автоматически превращает итерируемый объект в массив. То есть произойдёт цикл for..of по range, и его результаты будут использованы в качестве списка аргументов.

**Бесконечные итераторы**

Возможны и бесконечные итераторы. Например, пример выше при range.to = Infinity будет таковым. Или можно сделать итератор, генерирующий бесконечную последовательность псевдослучайных чисел. Тоже полезно.

Нет никаких ограничений на next, он может возвращать всё новые и новые значения, и это нормально.

Разумеется, цикл for..of по такому итератору тоже будет бесконечным, нужно его прерывать, например, через break.

## [Встроенные итераторы](https://learn.javascript.ru/iterator" \l "встроенные-итераторы)

Встроенные в JavaScript итераторы можно получить и явным образом, без for..of, прямым вызовом Symbol.iterator.

Например, этот код получает итератор для строки и вызывает его полностью «вручную»:

'use strict';

let str = "Hello";

// Делает то же, что и

// for (var letter of str) alert(letter);

let iterator = str[Symbol.iterator]();

while(true) {

let result = iterator.next();

if (result.done) break;

alert(result.value); // Выведет все буквы по очереди

}

То же самое будет работать и для массивов.

## [Итого](https://learn.javascript.ru/iterator#итого)

* Итератор – объект, предназначенный для перебора другого объекта.
* У итератора должен быть метод next(), возвращающий объект {done: Boolean, value: any}, где value – очередное значение, а done: true в конце.
* Метод Symbol.iterator предназначен для получения итератора из объекта. Цикл for..of делает это автоматически, но можно и вызвать его напрямую.
* В современном стандарте есть много мест, где вместо массива используются более абстрактные «итерируемые» (со свойством Symbol.iterator) объекты, например оператор spread ....
* Встроенные объекты, такие как массивы и строки, являются итерируемыми, в соответствии с описанным выше.

# Set, Map, WeakSet и WeakMap

В ES-2015 появились новые типы коллекций в JavaScript: Set, Map, WeakSet и WeakMap.

## [Map](https://learn.javascript.ru/set-map#map)

Map – коллекция для хранения записей вида ключ:значение.

В отличие от объектов, в которых ключами могут быть только строки, в Map ключом может быть произвольное значение, например:

'use strict';

let map = new Map();

map.set('1', 'str1'); // ключ-строка

map.set(1, 'num1'); // число

map.set(true, 'bool1'); // булевое значение

// в обычном объекте это было бы одно и то же,

// map сохраняет тип ключа

alert( map.get(1) ); // 'num1'

alert( map.get('1') ); // 'str1'

alert( map.size ); // 3

Как видно из примера выше, для сохранения и чтения значений используются методы get и set. И ключи и значения сохраняются «как есть», без преобразований типов.

Свойство map.size хранит общее количество записей в map.

Метод set можно чейнить:

map

.set('1', 'str1')

.set(1, 'num1')

.set(true, 'bool1');

При создании Map можно сразу инициализировать списком значений.

Объект map с тремя ключами, как и в примере выше:

let map = new Map([

['1', 'str1'],

[1, 'num1'],

[true, 'bool1']

]);

Аргументом new Map должен быть итерируемый объект (не обязательно именно массив). Везде утиная типизация, максимальная гибкость.

**В качестве ключей map можно использовать и объекты:**

'use strict';

let user = { name: "Вася" };

// для каждого пользователя будем хранить количество посещений

let visitsCountMap = new Map();

// объект user является ключом в visitsCountMap

visitsCountMap.set(user, 123);

alert( visitsCountMap.get(user) ); // 123

Использование объектов в качестве ключей – как раз тот случай, когда Map сложно заменить обычными объектами Object. Ведь для обычных объектов ключ может быть только строкой.

**Как map сравнивает ключи**

Для проверки значений на эквивалентность используется алгоритм [SameValueZero](http://www.ecma-international.org/ecma-262/6.0/index.html#sec-samevaluezero). Он аналогичен строгому равенству ===, отличие – в том, что NaN считается равным NaN. Поэтому значение NaNтакже может быть использовано в качестве ключа.

Этот алгоритм нельзя изменять или задавать свою функцию сравнения.

Методы для удаления записей:

* map.delete(key) удаляет запись с ключом key, возвращает true, если такая запись была, иначе false.
* map.clear() – удаляет все записи, очищает map.

Для проверки существования ключа:

* map.has(key) – возвращает true, если ключ есть, иначе false.

### [Итерация](https://learn.javascript.ru/set-map" \l "итерация)

Для итерации по map используется один из трёх методов:

* map.keys() – возвращает итерируемый объект для ключей,
* map.values() – возвращает итерируемый объект для значений,
* map.entries() – возвращает итерируемый объект для записей [ключ, значение], он используется по умолчанию в for..of.

Например:

'use strict';

let recipeMap = new Map([

['огурцов', '500 гр'],

['помидоров', '350 гр'],

['сметаны', '50 гр']

]);

// цикл по ключам

for(let fruit of recipeMap.keys()) {

alert(fruit); // огурцов, помидоров, сметаны

}

// цикл по значениям [ключ,значение]

for(let amount of recipeMap.values()) {

alert(amount); // 500 гр, 350 гр, 50 гр

}

// цикл по записям

for(let entry of recipeMap) { // то же что и recipeMap.entries()

alert(entry); // огурцов,500 гр , и т.д., массивы по 2 значения

}

**Перебор идёт в том же порядке, что и вставка**

Перебор осуществляется в порядке вставки. Объекты Map гарантируют это, в отличие от обычных объектов Object.

Кроме того, у Map есть стандартный метод forEach, аналогичный массиву:

'use strict';

let recipeMap = new Map([

['огурцов', '500 гр'],

['помидоров', '350 гр'],

['сметаны', '50 гр']

]);

recipeMap.forEach( (value, key, map) => {

alert(`${key}: ${value}`); // огурцов: 500 гр, и т.д.

});

## [Set](https://learn.javascript.ru/set-map" \l "set)

Set – коллекция для хранения множества значений, причём каждое значение может встречаться лишь один раз.

Например, к нам приходят посетители, и мы хотели бы сохранять всех, кто пришёл. При этом повторные визиты не должны приводить к дубликатам, то есть каждого посетителя нужно «посчитать» ровно один раз.

Set для этого отлично подходит:

'use strict';

let set = new Set();

let vasya = {name: "Вася"};

let petya = {name: "Петя"};

let dasha = {name: "Даша"};

// посещения, некоторые пользователи заходят много раз

set.add(vasya);

set.add(petya);

set.add(dasha);

set.add(vasya);

set.add(petya);

// set сохраняет только уникальные значения

alert( set.size ); // 3

set.forEach( user => alert(user.name ) ); // Вася, Петя, Даша

В примере выше многократные добавления одного и того же объекта в set не создают лишних копий.

Альтернатива Set – это массивы с поиском дубликата при каждом добавлении, но они гораздо хуже по производительности. Или можно использовать обычные объекты, где в качестве ключа выступает какой-нибудь уникальный идентификатор посетителя. Но это менее удобно, чем простой и наглядный Set.

Основные методы:

* set.add(item) – добавляет в коллекцию item, возвращает set (чейнится).
* set.delete(item) – удаляет item из коллекции, возвращает true, если он там был, иначе false.
* set.has(item) – возвращает true, если item есть в коллекции, иначе false.
* set.clear() – очищает set.

Перебор Set осуществляется через forEach или for..of аналогично Map:

'use strict';

let set = new Set(["апельсины", "яблоки", "бананы"]);

// то же, что: for(let value of set)

set.forEach((value, valueAgain, set) => {

alert(value); // апельсины, затем яблоки, затем бананы

});

Заметим, что в Set у функции в .forEach три аргумента: значение, ещё раз значение, и затем сам перебираемый объект set. При этом значение повторяется в аргументах два раза.

Так сделано для совместимости с Map, где у .forEach-функции также три аргумента. Но в Set первые два всегда совпадают и содержат очередное значение множества.

## [WeakMap и WeakSet](https://learn.javascript.ru/set-map" \l "weakmap-и-weakset)

WeakSet – особый вид Set не препятствующий сборщику мусора удалять свои элементы. То же самое – WeakMap для Map.

То есть, если некий объект присутствует только в WeakSet/WeakMap – он удаляется из памяти.

Это нужно для тех ситуаций, когда основное место для хранения и использования объектов находится где-то в другом месте кода, а здесь мы хотим хранить для них «вспомогательные» данные, существующие лишь пока жив объект.

Например, у нас есть элементы на странице или, к примеру, пользователи, и мы хотим хранить для них вспомогательную информацию, например обработчики событий или просто данные, но действительные лишь пока объект, к которому они относятся, существует.

Если поместить такие данные в WeakMap, а объект сделать ключом, то они будут автоматически удалены из памяти, когда удалится элемент.

Например:

// текущие активные пользователи

let activeUsers = [

{name: "Вася"},

{name: "Петя"},

{name: "Маша"}

];

// вспомогательная информация о них,

// которая напрямую не входит в объект юзера,

// и потому хранится отдельно

let weakMap = new WeakMap();

weakMap[activeUsers[0]] = 1;

weakMap[activeUsers[1]] = 2;

weakMap[activeUsers[2]] = 3;

alert( weakMap[activeUsers[0]] ); // 1

activeUsers.splice(0, 1); // Вася более не активный пользователь

// weakMap теперь содержит только 2 элемента

activeUsers.splice(0, 1); // Петя более не активный пользователь

// weakMap теперь содержит только 1 элемент

Таким образом, WeakMap избавляет нас от необходимости вручную удалять вспомогательные данные, когда удалён основной объект.

У WeakMap есть ряд ограничений:

* Нет свойства size.
* Нельзя перебрать элементы итератором или forEach.
* Нет метода clear().

Иными словами, WeakMap работает только на запись (set, delete) и чтение (get, has) элементов по конкретному ключу, а не как полноценная коллекция. Нельзя вывести всё содержимое WeakMap, нет соответствующих методов.

Это связано с тем, что содержимое WeakMap может быть модифицировано сборщиком мусора в любой момент, независимо от программиста. Сборщик мусора работает сам по себе. Он не гарантирует, что очистит объект сразу же, когда это стало возможным. В равной степени он не гарантирует и обратное. Нет какого-то конкретного момента, когда такая очистка точно произойдёт – это определяется внутренними алгоритмами сборщика и его сведениями о системе.

Поэтому содержимое WeakMap в произвольный момент, строго говоря, не определено. Может быть, сборщик мусора уже удалил какие-то записи, а может и нет. С этим, а также с требованиями к эффективной реализации WeakMap, и связано отсутствие методов, осуществляющих доступ ко всем записям.

То же самое относится и к WeakSet: можно добавлять элементы, проверять их наличие, но нельзя получить их список и даже узнать количество.

Эти ограничения могут показаться неудобными, но по сути они не мешают WeakMap/WeakSet выполнять свою основную задачу – быть «вторичным» хранилищем данных для объектов, актуальный список которых (и сами они) хранятся в каком-то другом месте.

## [Итого](https://learn.javascript.ru/set-map#итого)

* Map – коллекция записей вида ключ: значение, лучше Object тем, что перебирает всегда в порядке вставки и допускает любые ключи.
* Set – коллекция уникальных элементов, также допускает любые ключи.

Основная область применения Map – ситуации, когда строковых ключей не хватает (нужно хранить соответствия для ключей-объектов), либо когда строковый ключ может быть совершенно произвольным.

К примеру, в обычном объекте Object нельзя использовать «совершенно любые» ключи. Есть встроенные методы, и уж точно есть свойство с названием \_\_proto\_\_, которое зарезервировано системой. Если название ключа даётся посетителем сайта, то он может попытаться использовать такое свойство, заменить прототип, а это, при запуске JavaScript на сервере, уже может привести к серьёзным ошибкам.

* WeakMap и WeakSet – «урезанные» по функционалу варианты Map/Set, которые позволяют только «точечно» обращаться элементам (по конкретному ключу или значению). Они не препятствуют сборке мусора, то есть если ссылка на объект осталась только в WeakSet/WeakMap – он будет удалён.

# Promise

Promise (обычно их так и называют «промисы») – предоставляют удобный способ организации асинхронного кода.

В современном JavaScript промисы часто используются в том числе и неявно, при помощи генераторов, но об этом чуть позже.

## [Что такое Promise?](https://learn.javascript.ru/promise" \l "что-такое-promise)

Promise – это специальный объект, который содержит своё состояние. Вначале pending («ожидание»), затем – одно из: fulfilled («выполнено успешно») или rejected («выполнено с ошибкой»).
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На promise можно навешивать коллбэки двух типов:

* onFulfilled – срабатывают, когда promise в состоянии «выполнен успешно».
* onRejected – срабатывают, когда promise в состоянии «выполнен с ошибкой».

Способ использования, в общих чертах, такой:

1. Код, которому надо сделать что-то асинхронно, создаёт объект promise и возвращает его.
2. Внешний код, получив promise, навешивает на него обработчики.
3. По завершении процесса асинхронный код переводит promise в состояние fulfilled (с результатом) или rejected (с ошибкой). При этом автоматически вызываются соответствующие обработчики во внешнем коде.

Синтаксис создания Promise:

var promise = new Promise(function(resolve, reject) {

// Эта функция будет вызвана автоматически

// В ней можно делать любые асинхронные операции,

// А когда они завершатся — нужно вызвать одно из:

// resolve(результат) при успешном выполнении

// reject(ошибка) при ошибке

})

Универсальный метод для навешивания обработчиков:

promise.then(onFulfilled, onRejected)

* onFulfilled – функция, которая будет вызвана с результатом при resolve.
* onRejected – функция, которая будет вызвана с ошибкой при reject.

С его помощью можно назначить как оба обработчика сразу, так и только один:

// onFulfilled сработает при успешном выполнении

promise.then(onFulfilled)

// onRejected сработает при ошибке

promise.then(null, onRejected)

**.catch**

Для того, чтобы поставить обработчик только на ошибку, вместо .then(null, onRejected) можно написать .catch(onRejected) – это то же самое.

**Синхронный throw – то же самое, что reject**

Если в функции промиса происходит синхронный throw (или иная ошибка), то вызывается reject:

'use strict';

let p = new Promise((resolve, reject) => {

// то же что reject(new Error("o\_O"))

throw new Error("o\_O");

})

p.catch(alert); // Error: o\_O

Посмотрим, как это выглядит вместе, на простом примере.

## [Пример с setTimeout](https://learn.javascript.ru/promise" \l "пример-с-settimeout)

Возьмём setTimeout в качестве асинхронной операции, которая должна через некоторое время успешно завершиться с результатом «result»:

'use strict';

// Создаётся объект promise

let promise = new Promise((resolve, reject) => {

setTimeout(() => {

// переведёт промис в состояние fulfilled с результатом "result"

resolve("result");

}, 1000);

});

// promise.then навешивает обработчики на успешный результат или ошибку

promise

.then(

result => {

// первая функция-обработчик - запустится при вызове resolve

alert("Fulfilled: " + result); // result - аргумент resolve

},

error => {

// вторая функция - запустится при вызове reject

alert("Rejected: " + error); // error - аргумент reject

}

);

В результате запуска кода выше – через 1 секунду выведется «Fulfilled: result».

А если бы вместо resolve("result") был вызов reject("error"), то вывелось бы «Rejected: error». Впрочем, как правило, если при выполнении возникла проблема, то reject вызывают не со строкой, а с объектом ошибки типа new Error:

// Этот promise завершится с ошибкой через 1 секунду

var promise = new Promise((resolve, reject) => {

setTimeout(() => {

reject(new Error("время вышло!"));

}, 1000);

});

promise

.then(

result => alert("Fulfilled: " + result),

error => alert("Rejected: " + error.message) // Rejected: время вышло!

);

Конечно, вместо setTimeout внутри функции промиса может быть и запрос к серверу и ожидание ввода пользователя, или другой асинхронный процесс. Главное, чтобы по своему завершению он вызвал resolveили reject, которые передадут результат обработчикам.

**Только один аргумент**

Функции resolve/reject принимают ровно один аргумент – результат/ошибку.

Именно он передаётся обработчикам в .then, как можно видеть в примерах выше.

## [Promise после reject/resolve – неизменны](https://learn.javascript.ru/promise" \l "promise-после-reject-resolve-неизменны)

Заметим, что после вызова resolve/reject промис уже не может «передумать».

Когда промис переходит в состояние «выполнен» – с результатом (resolve) или ошибкой (reject) – это навсегда.

Например:

'use strict';

let promise = new Promise((resolve, reject) => {

// через 1 секунду готов результат: result

setTimeout(() => resolve("result"), 1000);

// через 2 секунды — reject с ошибкой, он будет проигнорирован

setTimeout(() => reject(new Error("ignored")), 2000);

});

promise

.then(

result => alert("Fulfilled: " + result), // сработает

error => alert("Rejected: " + error) // не сработает

);

В результате вызова этого кода сработает только первый обработчик then, так как после вызова resolveпромис уже получил состояние (с результатом), и в дальнейшем его уже ничто не изменит.

Последующие вызовы resolve/reject будут просто проигнорированы.

А так – наоборот, ошибка будет раньше:

'use strict';

let promise = new Promise((resolve, reject) => {

// reject вызван раньше, resolve будет проигнорирован

setTimeout(() => reject(new Error("error")), 1000);

setTimeout(() => resolve("ignored"), 2000);

});

promise

.then(

result => alert("Fulfilled: " + result), // не сработает

error => alert("Rejected: " + error) // сработает

);

## [Промисификация](https://learn.javascript.ru/promise" \l "промисификация)

Промисификация – это когда берут асинхронный функционал и делают для него обёртку, возвращающую промис.

После промисификации использование функционала зачастую становится гораздо удобнее.

В качестве примера сделаем такую обёртку для запросов при помощи XMLHttpRequest.

Функция httpGet(url) будет возвращать промис, который при успешной загрузке данных с url будет переходить в fulfilled с этими данными, а при ошибке – в rejected с информацией об ошибке:

function httpGet(url) {

return new Promise(function(resolve, reject) {

var xhr = new XMLHttpRequest();

xhr.open('GET', url, true);

xhr.onload = function() {

if (this.status == 200) {

resolve(this.response);

} else {

var error = new Error(this.statusText);

error.code = this.status;

reject(error);

}

};

xhr.onerror = function() {

reject(new Error("Network Error"));

};

xhr.send();

});

}

Как видно, внутри функции объект XMLHttpRequest создаётся и отсылается как обычно, при onload/onerror вызываются, соответственно, resolve (при статусе 200) или reject.

Использование:

httpGet("/article/promise/user.json")

.then(

response => alert(`Fulfilled: ${response}`),

error => alert(`Rejected: ${error}`)

);

**Метод fetch**

Заметим, что ряд современных браузеров уже поддерживает [fetch](https://learn.javascript.ru/fetch) – новый встроенный метод для AJAX-запросов, призванный заменить XMLHttpRequest. Он гораздо мощнее, чем httpGet. И – да, этот метод использует промисы. Полифилл для него доступен на <https://github.com/github/fetch>.

## [Цепочки промисов](https://learn.javascript.ru/promise" \l "цепочки-промисов)

«Чейнинг» (chaining), то есть возможность строить асинхронные цепочки из промисов – пожалуй, основная причина, из-за которой существуют и активно используются промисы.

Например, мы хотим по очереди:

1. Загрузить данные посетителя с сервера (асинхронно).
2. Затем отправить запрос о нём на github (асинхронно).
3. Когда это будет готово, вывести его github-аватар на экран (асинхронно).
4. …И сделать код расширяемым, чтобы цепочку можно было легко продолжить.

Вот код для этого, использующий функцию httpGet, описанную выше:

'use strict';

// сделать запрос

httpGet('/article/promise/user.json')

// 1. Получить данные о пользователе в JSON и передать дальше

.then(response => {

console.log(response);

let user = JSON.parse(response);

return user;

})

// 2. Получить информацию с github

.then(user => {

console.log(user);

return httpGet(`https://api.github.com/users/${user.name}`);

})

// 3. Вывести аватар на 3 секунды (можно с анимацией)

.then(githubUser => {

console.log(githubUser);

githubUser = JSON.parse(githubUser);

let img = new Image();

img.src = githubUser.avatar\_url;

img.className = "promise-avatar-example";

document.body.appendChild(img);

setTimeout(() => img.remove(), 3000); // (\*)

});

Самое главное в этом коде – последовательность вызовов:

httpGet(...)

.then(...)

.then(...)

.then(...)

При чейнинге, то есть последовательных вызовах .then…then…then, в каждый следующий then переходит результат от предыдущего. Вызовы console.log оставлены, чтобы при запуске можно было посмотреть конкретные значения, хотя они здесь и не очень важны.

**Если очередной then вернул промис, то далее по цепочке будет передан не сам этот промис, а его результат.**

В коде выше:

1. Функция в первом then возвращает «обычное» значение user. Это значит, что then возвратит промис в состоянии «выполнен» с user в качестве результата. Он станет аргументом в следующем then.
2. Функция во втором then возвращает промис (результат нового вызова httpGet). Когда он будет завершён (может пройти какое-то время), то будет вызван следующий then с его результатом.
3. Третий then ничего не возвращает.

Схематично его работу можно изобразить так:
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Значком «песочные часы» помечены периоды ожидания, которых всего два: в исходном httpGet и в подвызове далее по цепочке.

Если then возвращает промис, то до его выполнения может пройти некоторое время, оставшаяся часть цепочки будет ждать.

То есть, логика довольно проста:

* В каждом then мы получаем текущий результат работы.
* Можно его обработать синхронно и вернуть результат (например, применить JSON.parse). Или же, если нужна асинхронная обработка – инициировать её и вернуть промис.

Обратим внимание, что последний then в нашем примере ничего не возвращает. Если мы хотим, чтобы после setTimeout (\*) асинхронная цепочка могла быть продолжена, то последний then тоже должен вернуть промис. Это общее правило: если внутри then стартует новый асинхронный процесс, то для того, чтобы оставшаяся часть цепочки выполнилась после его окончания, мы должны вернуть промис.

В данном случае промис должен перейти в состояние «выполнен» после срабатывания setTimeout.

Строку (\*) для этого нужно переписать так:

.then(githubUser => {

...

// вместо setTimeout(() => img.remove(), 3000); (\*)

return new Promise((resolve, reject) => {

setTimeout(() => {

img.remove();

// после таймаута — вызов resolve,

// можно без результата, чтобы управление перешло в следующий then

// (или можно передать данные пользователя дальше по цепочке)

resolve();

}, 3000);

});

})

Теперь, если к цепочке добавить ещё then, то он будет вызван после окончания setTimeout.

## [Перехват ошибок](https://learn.javascript.ru/promise" \l "перехват-ошибок)

Выше мы рассмотрели «идеальный случай» выполнения, когда ошибок нет.

А что, если github не отвечает? Или JSON.parse бросил синтаксическую ошибку при обработке данных?

Да мало ли, где ошибка…

Правило здесь очень простое.

**При возникновении ошибки – она отправляется в ближайший обработчик onRejected.**

Такой обработчик нужно поставить через второй аргумент .then(..., onRejected) или, что то же самое, через .catch(onRejected).

Чтобы поймать всевозможные ошибки, которые возникнут при загрузке и обработке данных, добавим catch в конец нашей цепочки:

'use strict';

// в httpGet обратимся к несуществующей странице

httpGet('/page-not-exists')

.then(response => JSON.parse(response))

.then(user => httpGet(`https://api.github.com/users/${user.name}`))

.then(githubUser => {

githubUser = JSON.parse(githubUser);

let img = new Image();

img.src = githubUser.avatar\_url;

img.className = "promise-avatar-example";

document.body.appendChild(img);

return new Promise((resolve, reject) => {

setTimeout(() => {

img.remove();

resolve();

}, 3000);

});

})

.catch(error => {

alert(error); // Error: Not Found

});

В примере выше ошибка возникает в первом же httpGet, но catch с тем же успехом поймал бы ошибку во втором httpGet или в JSON.parse.

Принцип очень похож на обычный try..catch: мы делаем асинхронную цепочку из .then, а затем, когда нужно перехватить ошибки, вызываем .catch(onRejected).

**А что после catch?**

Обработчик .catch(onRejected) получает ошибку и должен обработать её.

Есть два варианта развития событий:

1. Если ошибка не критичная, то onRejected возвращает значение через return, и управление переходит в ближайший .then(onFulfilled).
2. Если продолжить выполнение с такой ошибкой нельзя, то он делает throw, и тогда ошибка переходит в следующий ближайший .catch(onRejected).

Это также похоже на обычный try..catch – в блоке catch ошибка либо обрабатывается, и тогда выполнение кода продолжается как обычно, либо он делает throw. Существенное отличие – в том, что промисы асинхронные, поэтому при отсутствии внешнего .catch ошибка не «вываливается» в консоль и не «убивает» скрипт.

Ведь возможно, что новый обработчик .catch будет добавлен в цепочку позже.

## [Промисы в деталях](https://learn.javascript.ru/promise" \l "промисы-в-деталях)

Самым основным источником информации по промисам является, разумеется, [стандарт](http://www.ecma-international.org/ecma-262/6.0/index.html#sec-promise-objects).

Чтобы наше понимание промисов было полным, и мы могли с лёгкостью разрешать сложные ситуации, посмотрим внимательнее, что такое промис и как он работает, но уже не в общих словах, а детально, в соответствии со стандартом ECMAScript.

Согласно стандарту, у объекта new Promise(executor) при создании есть четыре внутренних свойства:

* PromiseState – состояние, вначале «pending».
* PromiseResult – результат, при создании значения нет.
* PromiseFulfillReactions – список функций-обработчиков успешного выполнения.
* PromiseRejectReactions – список функций-обработчиков ошибки.
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Когда функция-executor вызывает reject или resolve, то PromiseState становится "resolved" или "rejected", а все функции-обработчики из соответствующего списка перемещаются в специальную системную очередь "PromiseJobs".

Эта очередь автоматически выполняется, когда интерпретатору «нечего делать». Иначе говоря, все функции-обработчики выполнятся асинхронно, одна за другой, по завершении текущего кода, примерно как setTimeout(..,0).

Исключение из этого правила – если resolve возвращает другой Promise. Тогда дальнейшее выполнение ожидает его результата (в очередь помещается специальная задача), и функции-обработчики выполняются уже с ним.

Добавляет обработчики в списки один метод: .then(onResolved, onRejected). Метод .catch(onRejected) – всего лишь сокращённая запись .then(null, onRejected).

Он делает следующее:

* Если PromiseState == "pending", то есть промис ещё не выполнен, то обработчики добавляются в соответствующие списки.
* Иначе обработчики сразу помещаются в очередь на выполнение.

Здесь важно, что обработчики можно добавлять в любой момент. Можно до выполнения промиса (они подождут), а можно – после (выполнятся в ближайшее время, через асинхронную очередь).

Например:

// Промис выполнится сразу же

var promise = new Promise((resolve, reject) => resolve(1));

// PromiseState = "resolved"

// PromiseResult = 1

// Добавили обработчик к выполненному промису

promise.then(alert); // ...он сработает тут же

Разумеется, можно добавлять и много обработчиков на один и тот же промис:

// Промис выполнится сразу же

var promise = new Promise((resolve, reject) => resolve(1));

promise.then( function f1(result) {

alert(result); // 1

return 'f1';

})

promise.then( function f2(result) {

alert(result); // 1

return 'f2';

})

Вид объекта promise после этого:
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На этой иллюстрации можно увидеть добавленные нами обработчики f1, f2, а также – автоматические добавленные обработчики ошибок "Thrower".

Дело в том, что .then, если один из обработчиков не указан, добавляет его «от себя», следующим образом:

* Для успешного выполнения – функция Identity, которая выглядит как arg => arg, то есть возвращает аргумент без изменений.
* Для ошибки – функция Thrower, которая выглядит как arg => throw arg, то есть генерирует ошибку.

Это, по сути дела, формальность, но без неё некоторые особенности поведения промисов могут «не сойтись» в общую логику, поэтому мы упоминаем о ней здесь.

Обратим внимание, в этом примере намеренно не используется чейнинг. То есть, обработчики добавляются именно на один и тот же промис.

Поэтому оба alert выдадут одно значение 1.

Все функции из списка обработчиков вызываются с результатом промиса, одна за другой. Никакой передачи результатов между обработчиками в рамках одного промиса нет, а сам результат промиса (PromiseResult) после установки не меняется.

Поэтому, чтобы продолжить работу с результатом, используется чейнинг.

**Для того, чтобы результат обработчика передать следующей функции, .then создаёт новый промис и возвращает его.**

В примере выше создаётся два таких промиса (т.к. два вызова .then), каждый из которых даёт свою ветку выполнения:
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Изначально эти новые промисы – «пустые», они ждут. Когда в будущем выполнятся обработчики f1, f2, то их результат будет передан в новые промисы по стандартному принципу:

* Если вернётся обычное значение (не промис), новый промис перейдёт в "resolved" с ним.
* Если был throw, то новый промис перейдёт в состояние "rejected" с ошибкой.
* Если вернётся промис, то используем его результат (он может быть как resolved, так и rejected).
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Дальше выполнятся уже обработчики на новом промисе, и так далее.

Чтобы лучше понять происходящее, посмотрим на цепочку, которая получается в процессе написания кода для показа github-аватара.

Первый промис и обработка его результата:

httpGet('/article/promise/user.json')

.then(JSON.parse)
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Если промис завершился через resolve, то результат – в JSON.parse, если reject – то в Thrower.

Как было сказано выше, Thrower – это стандартная внутренняя функция, которая автоматически используется, если второй обработчик не указан.

Можно считать, что второй обработчик выглядит так:

httpGet('/article/promise/user.json')

.then(JSON.parse, err => throw err)

Заметим, что когда обработчик в промисах делает throw – в данном случае, при ошибке запроса, то такая ошибка не «валит» скрипт и не выводится в консоли. Она просто будет передана в ближайший следующий обработчик onRejected.

Добавим в код ещё строку:

httpGet('/article/promise/user.json')

.then(JSON.parse)

.then(user => httpGet(`https://api.github.com/users/${user.name}`))

Цепочка «выросла вниз»:
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Функция JSON.parse либо возвращает объект с данными, либо генерирует ошибку (что расценивается как reject).

Если всё хорошо, то then(user => httpGet(…)) вернёт новый промис, на который стоят уже два обработчика:

httpGet('/article/promise/user.json')

.then(JSON.parse)

.then(user => httpGet(`https://api.github.com/users/${user.name}`))

.then(

JSON.parse,

function avatarError(error) {

if (error.code == 404) {

return {name: "NoGithub", avatar\_url: '/article/promise/anon.png'};

} else {

throw error;

}

}

})
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Наконец-то хоть какая-то обработка ошибок!

Обработчик avatarError перехватит ошибки, которые были ранее. Функция httpGet при генерации ошибки записывает её HTTP-код в свойство error.code, так что мы легко можем понять – что это:

* Если страница на Github не найдена – можно продолжить выполнение, используя «аватар по умолчанию»
* Иначе – пробрасываем ошибку дальше.

Итого, после добавления оставшейся части цепочки, картина получается следующей:

'use strict';

httpGet('/article/promise/userNoGithub.json')

.then(JSON.parse)

.then(user => loadUrl(`https://api.github.com/users/${user.name}`))

.then(

JSON.parse,

function githubError(error) {

if (error.code == 404) {

return {name: "NoGithub", avatar\_url: '/article/promise/anon.png'};

} else {

throw error;

}

}

})

.then(function showAvatar(githubUser) {

let img = new Image();

img.src = githubUser.avatar\_url;

img.className = "promise-avatar-example";

document.body.appendChild(img);

setTimeout(() => img.remove(), 3000);

})

.catch(function genericError(error) {

alert(error); // Error: Not Found

});
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В конце срабатывает общий обработчик genericError, который перехватывает любые ошибки. В данном случае ошибки, которые в него попадут, уже носят критический характер, что-то серьёзно не так. Чтобы посетитель не удивился отсутствию информации, мы показываем ему сообщение об этом.

Можно и как-то иначе вывести уведомление о проблеме, главное – не забыть обработать ошибки в конце. Если последнего catch не будет, а цепочка завершится с ошибкой, то посетитель об этом не узнает.

В консоли тоже ничего не будет, так как ошибка остаётся «внутри» промиса, ожидая добавления следующего обработчика onRejected, которому будет передана.

Итак, мы рассмотрели основные приёмы использования промисов. Далее – посмотрим некоторые полезные вспомогательные методы.

## [Параллельное выполнение](https://learn.javascript.ru/promise" \l "параллельное-выполнение)

Что, если мы хотим осуществить несколько асинхронных процессов одновременно и обработать их результат?

В классе Promise есть следующие статические методы.

### [Promise.all(iterable)](https://learn.javascript.ru/promise" \l "promise-all-iterable)

Вызов Promise.all(iterable) получает массив (или другой итерируемый объект) промисов и возвращает промис, который ждёт, пока все переданные промисы завершатся, и переходит в состояние «выполнено» с массивом их результатов.

Например:

Promise.all([

httpGet('/article/promise/user.json'),

httpGet('/article/promise/guest.json')

]).then(results => {

alert(results);

});

Допустим, у нас есть массив с URL.

let urls = [

'/article/promise/user.json',

'/article/promise/guest.json'

];

Чтобы загрузить их параллельно, нужно:

1. Создать для каждого URL соответствующий промис.
2. Обернуть массив таких промисов в Promise.all.

Получится так:

'use strict';

let urls = [

'/article/promise/user.json',

'/article/promise/guest.json'

];

Promise.all( urls.map(httpGet) )

.then(results => {

alert(results);

});

Заметим, что если какой-то из промисов завершился с ошибкой, то результатом Promise.all будет эта ошибка. При этом остальные промисы игнорируются.

Например:

Promise.all([

httpGet('/article/promise/user.json'),

httpGet('/article/promise/guest.json'),

httpGet('/article/promise/no-such-page.json') // (нет такой страницы)

]).then(

result => alert("не сработает"),

error => alert("Ошибка: " + error.message) // Ошибка: Not Found

)

### [Promise.race(iterable)](https://learn.javascript.ru/promise" \l "promise-race-iterable)

Вызов Promise.race, как и Promise.all, получает итерируемый объект с промисами, которые нужно выполнить, и возвращает новый промис.

Но, в отличие от Promise.all, результатом будет только первый успешно выполнившийся промис из списка. Остальные игнорируются.

Например:

Promise.race([

httpGet('/article/promise/user.json'),

httpGet('/article/promise/guest.json')

]).then(firstResult => {

firstResult = JSON.parse(firstResult);

alert( firstResult.name ); // iliakan или guest, смотря что загрузится раньше

});

## [Promise.resolve(value)](https://learn.javascript.ru/promise" \l "promise-resolve-value)

Вызов Promise.resolve(value) создаёт успешно выполнившийся промис с результатом value.

Он аналогичен конструкции:

new Promise((resolve) => resolve(value))

Promise.resolve используют, когда хотят построить асинхронную цепочку, и начальный результат уже есть.

Например:

Promise.resolve(window.location) // начать с этого значения

.then(httpGet) // вызвать для него httpGet

.then(alert) // и вывести результат

## [Promise.reject(error)](https://learn.javascript.ru/promise" \l "promise-reject-error)

Аналогично Promise.resolve(value) создаёт уже выполнившийся промис, но не с успешным результатом, а с ошибкой error.

Например:

Promise.reject(new Error("..."))

.catch(alert) // Error: ...

Метод Promise.reject используется очень редко, гораздо реже чем resolve, потому что ошибка возникает обычно не в начале цепочки, а в процессе её выполнения.

## [Итого](https://learn.javascript.ru/promise#итого)

* Промис – это специальный объект, который хранит своё состояние, текущий результат (если есть) и коллбэки.
* При создании new Promise((resolve, reject) => ...) автоматически запускается функция-аргумент, которая должна вызвать resolve(result) при успешном выполнении и reject(error) – при ошибке.
* Аргумент resolve/reject (только первый, остальные игнорируются) передаётся обработчикам на этом промисе.
* Обработчики назначаются вызовом .then/catch.
* Для передачи результата от одного обработчика к другому используется чейнинг.

У промисов есть некоторые ограничения. В частности, стандарт не предусматривает какой-то метод для «отмены» промиса, хотя в ряде ситуаций (http-запросы) это было бы довольно удобно. Возможно, он появится в следующей версии стандарта JavaScript.

В современной JavaScript-разработке сложные цепочки с промисами используются редко, так как они куда проще описываются при помощи генераторов с библиотекой co, которые рассмотрены в [соответствующей главе](https://learn.javascript.ru/generator). Можно сказать, что промисы лежат в основе более продвинутых способов асинхронной разработки.

# Генераторы

Генераторы – новый вид функций в современном JavaScript. Они отличаются от обычных тем, что могут приостанавливать своё выполнение, возвращать промежуточный результат и далее возобновлять его позже, в произвольный момент времени.

## [Создание генератора](https://learn.javascript.ru/generator" \l "создание-генератора)

Для объявления генератора используется новая синтаксическая конструкция: function\* (функция со звёздочкой).

Её называют «функция-генератор» (generator function).

Выглядит это так:

function\* generateSequence() {

yield 1;

yield 2;

return 3;

}

При запуске generateSequence() код такой функции не выполняется. Вместо этого она возвращает специальный объект, который как раз и называют «генератором».

// generator function создаёт generator

let generator = generateSequence();

Правильнее всего будет воспринимать генератор как «замороженный вызов функции»:

![https://learn.javascript.ru/article/generator/generateSequence-1.png](data:image/png;base64,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)

При создании генератора код находится в начале своего выполнения.

Основным методом генератора является next(). При вызове он возобновляет выполнение кода до ближайшего ключевого слова yield. По достижении yield выполнение приостанавливается, а значение – возвращается во внешний код:

function\* generateSequence() {

yield 1;

yield 2;

return 3;

}

let generator = generateSequence();

let one = generator.next();

alert(JSON.stringify(one)); // {value: 1, done: false}
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Повторный вызов generator.next() возобновит выполнение и вернёт результат следующего yield:

let two = generator.next();

alert(JSON.stringify(two)); // {value: 2, done: false}
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И, наконец, последний вызов завершит выполнение функции и вернёт результат return:

let three = generator.next();

alert(JSON.stringify(three)); // {value: 3, done: true}

![https://learn.javascript.ru/article/generator/generateSequence-4.png](data:image/png;base64,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)

Функция завершена. Внешний код должен увидеть это из свойства done:true и обработать value:3, как окончательный результат.

Новые вызовы generator.next() больше не имеют смысла. Впрочем, если они и будут, то не вызовут ошибки, но будут возвращать один и тот же объект: {done: true}.

«Открутить назад» завершившийся генератор нельзя, но можно создать новый ещё одним вызовом generateSequence() и выполнить его.

**function\* (…) или function \*(…)?**

Можно ставить звёздочку как сразу после function, так и позже, перед названием. В интернете можно найти обе эти формы записи, они верны:

function\* f() {

// звёздочка после function

}

function \*f() {

// звёздочка перед названием

}

Технически, нет разницы, но писать то так то эдак – довольно странно, надо остановиться на чём-то одном.

Автор этого текста полагает, что правильнее использовать первый вариант function\*, так как звёздочка относится к типу объявляемой сущности (function\* – «функция-генератор»), а не к её названию. Конечно, это всего лишь рекомендация-мнение, не обязательное к выполнению, работать будет в любом случае.

## [Генератор – итератор](https://learn.javascript.ru/generator" \l "генератор-итератор)

Как вы, наверно, уже догадались по наличию метода next(), генератор связан с [итераторами](https://learn.javascript.ru/iterator). В частности, он является итерируемым объектом.

Его можно перебирать и через for..of:

function\* generateSequence() {

yield 1;

yield 2;

return 3;

}

let generator = generateSequence();

for(let value of generator) {

alert(value); // 1, затем 2

}

Заметим, однако, существенную особенность такого перебора!

При запуске примера выше будет выведено значение 1, затем 2. Значение 3 выведено не будет. Это потому что стандартный перебор итератора игнорирует value на последнем значении, при done: true. Так что результат return в цикле for..of не выводится.

Соответственно, если мы хотим, чтобы все значения возвращались при переборе через for..of, то надо возвращать их через yield:

function\* generateSequence() {

yield 1;

yield 2;

yield 3;

}

let generator = generateSequence();

for(let value of generator) {

alert(value); // 1, затем 2, затем 3

}

…А зачем вообще return при таком раскладе, если его результат игнорируется? Он тоже нужен, но в других ситуациях. Перебор через for..of – в некотором смысле «исключение». Как мы увидим дальше, в других контекстах return очень даже востребован.

## [Композиция генераторов](https://learn.javascript.ru/generator" \l "композиция-генераторов)

Один генератор может включать в себя другие. Это называется композицией.

Разберём композицию на примере.

Пусть у нас есть функция generateSequence, которая генерирует последовательность чисел:

function\* generateSequence(start, end) {

for (let i = start; i <= end; i++) {

yield i;

}

}

// Используем оператор … для преобразования итерируемого объекта в массив

let sequence = [...generateSequence(2,5)];

alert(sequence); // 2, 3, 4, 5

Мы хотим на её основе сделать другую функцию generateAlphaNumCodes(), которая будет генерировать коды для буквенно-цифровых символов латинского алфавита:

* 48..57 – для 0..9
* 65..90 – для A..Z
* 97..122 – для a..z

Далее этот набор кодов можно превратить в строку и использовать, к примеру, для выбора из него случайного пароля. Только символы пунктуации ещё хорошо бы добавить для надёжности, но в этом примере мы будем без них.

Естественно, раз в нашем распоряжении есть готовый генератор generateSequence, то хорошо бы его использовать.

Конечно, можно внутри generateAlphaNum запустить несколько раз generateSequence, объединить результаты и вернуть. Так мы бы сделали с обычными функциями. Но композиция – это кое-что получше.

Она выглядит так:

function\* generateSequence(start, end) {

for (let i = start; i <= end; i++) yield i;

}

function\* generateAlphaNum() {

// 0..9

yield\* generateSequence(48, 57);

// A..Z

yield\* generateSequence(65, 90);

// a..z

yield\* generateSequence(97, 122);

}

let str = '';

for(let code of generateAlphaNum()) {

str += String.fromCharCode(code);

}

alert(str); // 0..9A..Za..z

Здесь использована специальная форма yield\*. Она применима только к другому генератору и делегирует ему выполнение.

То есть, при yield\* интерпретатор переходит внутрь генератора-аргумента, к примеру, generateSequence(48, 57), выполняет его, и все yield, которые он делает, выходят из внешнего генератора.

Получается – как будто мы вставили код внутреннего генератора во внешний напрямую, вот так:

function\* generateSequence(start, end) {

for (let i = start; i <= end; i++) yield i;

}

function\* generateAlphaNum() {

// yield\* generateSequence(48, 57);

for (let i = 48; i <= 57; i++) yield i;

// yield\* generateSequence(65, 90);

for (let i = 65; i <= 90; i++) yield i;

// yield\* generateSequence(97, 122);

for (let i = 97; i <= 122; i++) yield i;

}

let str = '';

for(let code of generateAlphaNum()) {

str += String.fromCharCode(code);

}

alert(str); // 0..9A..Za..z

Код выше по поведению полностью идентичен варианту с yield\*. При этом, конечно, переменные вложенного генератора не попадают во внешний, «делегирование» только выводит результаты yield во внешний поток.

Композиция – это естественное встраивание одного генератора в поток другого. При композиции значения из вложенного генератора выдаются «по мере готовности». Поэтому она будет работать даже если поток данных из вложенного генератора оказался бесконечным или ожидает какого-либо условия для завершения.

## [yield – дорога в обе стороны](https://learn.javascript.ru/generator" \l "yield-дорога-в-обе-стороны)

До этого генераторы наиболее напоминали «итераторы на стероидах». Но, как мы сейчас увидим, это не так, есть фундаментальное различие, генераторы гораздо мощнее и гибче.

Всё дело в том, что yield – дорога в обе стороны: он не только возвращает результат наружу, но и может передавать значение извне в генератор.

Вызов let result = yield value делает следующее:

* Возвращает value во внешний код, приостанавливая выполнение генератора.
* Внешний код может обработать значение, и затем вызвать next с аргументом: generator.next(arg).
* Генератор продолжит выполнение, аргумент next будет возвращён как результат yield (и записан в result).

Продемонстрируем это на примере:

function\* gen() {

// Передать вопрос во внешний код и подождать ответа

let result = yield "2 + 2?";

alert(result);

}

let generator = gen();

let question = generator.next().value;

// "2 + 2?"

setTimeout(() => generator.next(4), 2000);

На рисунке ниже прямоугольником изображён генератор, а вокруг него – «внешний код», который с ним взаимодействует:
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На этой иллюстрации показано то, что происходит в генераторе:

1. Первый вызов generator.next() – всегда без аргумента, он начинает выполнение и возвращает результат первого yield («2+2?»)`. На этой точке генератор приостанавливает выполнение.
2. Результат yield переходит во внешний код (в question). Внешний код может выполнять любые асинхронные задачи, генератор стоит «на паузе».
3. Когда асинхронные задачи готовы, внешний код вызывает generator.next(4) с аргументом. Выполнение генератора возобновляется, а 4 выходит из присваивания как результат let result = yield ....

В примере выше – только два next.

Увеличим их количество, чтобы стал более понятен общий поток выполнения:

function\* gen() {

let ask1 = yield "Сколько будет 2 + 2?";

alert(ask1); // 4

let ask2 = yield "3 \* 3?"

alert(ask2); // 9

}

let generator = gen();

alert( generator.next().value ); // "2 + 2?"

alert( generator.next(4).value ); // "3 \* 3?"

alert( generator.next(9).done ); // true

Взаимодействие с внешним кодом:
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1. Первый .next() начинает выполнение… Оно доходит до первого yield.
2. Результат возвращается во внешний код.
3. Второй .next(4) передаёт 4 обратно в генератор как результат первого yield и возобновляет выполнение.
4. …Оно доходит до второго yield, который станет результатом .next(4).
5. Третий next(9) передаёт 9 в генератор как результат второго yield и возобновляет выполнение, которое завершается окончанием функции, так что done: true.

Получается «пинг-понг»: каждый next(value) передаёт в генератор значение, которое становится результатом текущего yield, возобновляет выполнение и получает выражение из следующего yield. Исключением является первый вызов next, который не может передать значение в генератор, т.к. ещё не было ни одного yield.

## [generator.throw](https://learn.javascript.ru/generator" \l "generator-throw)

Как мы видели в примерах выше, внешний код может вернуть генератору в качестве результата yieldлюбое значение.

…Но «вернуть» можно не только результат, но и ошибку!

Для того, чтобы передать в yield ошибку, используется вызов generator.throw(err). При этом на строке с yield возникает исключение.

Например, в коде ниже обращение к внешнему коду yield "Сколько будет 2 + 2" завершится с ошибкой:

function\* gen() {

try {

// в этой строке возникнет ошибка

let result = yield "Сколько будет 2 + 2?"; // (\*\*)

alert("выше будет исключение ^^^");

} catch(e) {

alert(e); // выведет ошибку

}

}

let generator = gen();

let question = generator.next().value;

generator.throw(new Error("ответ не найден в моей базе данных")); // (\*)

«Вброшенная» в строке (\*) ошибка возникает в строке с yield (\*\*). Далее она обрабатывается как обычно. В примере выше она перехватывается try..catch и выводится.

Если ошибку не перехватить, то она «выпадет» из генератора. По стеку ближайший вызов, который инициировал выполнение – это строка с .throw. Можно перехватить её там, как и продемонстрировано в примере ниже:

function\* gen() {

// В этой строке возникнет ошибка

let result = yield "Сколько будет 2 + 2?";

}

let generator = gen();

let question = generator.next().value;

try {

generator.throw(new Error("ответ не найден в моей базе данных"));

} catch(e) {

alert(e); // выведет ошибку

}

Если же ошибка и там не перехвачена, то дальше – как обычно, либо try..catch снаружи, либо она «повалит» скрипт.

## [Плоский асинхронный код](https://learn.javascript.ru/generator" \l "плоский-асинхронный-код)

Одна из основных областей применения генераторов – написание «плоского» асинхронного кода.

Общий принцип такой:

* Генератор yield'ит не просто значения, а промисы.
* Есть специальная «функция-чернорабочий» execute(generator) которая запускает генератор, последовательными вызовами next получает из него промисы – один за другим, и, когда очередной промис выполнится, возвращает его результат в генератор следующим next.
* Последнее значение генератора (done:true) execute уже обрабатывает как окончательный результат – например, возвращает через промис куда-то ещё, во внешний код или просто использует, как в примере ниже.

Напишем такой код для получения аватара пользователя с github и его вывода, аналогичный рассмотренному в статье про [промисы](https://learn.javascript.ru/promise).

Для AJAX-запросов будем использовать метод [fetch](https://learn.javascript.ru/fetch), он как раз возвращает промисы.

// генератор для получения и показа аватара

// он yield'ит промисы

function\* showUserAvatar() {

let userFetch = yield fetch('/article/generator/user.json');

let userInfo = yield userFetch.json();

let githubFetch = yield fetch(`https://api.github.com/users/${userInfo.name}`);

let githubUserInfo = yield githubFetch.json();

let img = new Image();

img.src = githubUserInfo.avatar\_url;

img.className = "promise-avatar-example";

document.body.appendChild(img);

yield new Promise(resolve => setTimeout(resolve, 3000));

img.remove();

return img.src;

}

// вспомогательная функция-чернорабочий

// для выполнения промисов из generator

function execute(generator, yieldValue) {

let next = generator.next(yieldValue);

if (!next.done) {

next.value.then(

result => execute(generator, result),

err => generator.throw(err)

);

} else {

// обработаем результат return из генератора

// обычно здесь вызов callback или что-то в этом духе

alert(next.value);

}

}

execute( showUserAvatar() );

Функция execute в примере выше – универсальная, она может работать с любым генератором, который yield'ит промисы.

Вместе с тем, это – всего лишь набросок, чтобы было понятно, как такая функция в принципе работает. Есть уже готовые реализации, обладающие большим количеством возможностей.

Одна из самых известных – это библиотека [co](https://github.com/tj/co), которую мы рассмотрим далее.

## [Библиотека «co»](https://learn.javascript.ru/generator" \l "библиотека-co)

Библиотека co, как и execute в примере выше, получает генератор и выполняет его.

Начнём сразу с примера, а потом – детали и полезные возможности:

co(function\*() {

let result = yield new Promise(

resolve => setTimeout(resolve, 1000, 1)

);

alert(result); // 1

})

Предполагается, что библиотека co подключена к странице , например, отсюда: <http://cdnjs.com/libraries/co/>. В примере выше function\*() делает yield промиса с setTimeout, который через секунду возвращает 1.

Вызов co(…) возвращает промис с результатом генератора. Если в примере выше function\*() что-то возвратит, то это можно будет получить через .then в результате co:

co(function\*() {

let result = yield new Promise(

resolve => setTimeout(resolve, 1000, 1)

);

return result; // return 1

}).then(alert); // 1

**Обязательно нужен catch**

Частая ошибка начинающих – вообще забывать про обработку результата co. Даже если результата нет, ошибки нужно обработать через catch, иначе они «подвиснут» в промисе.

Такой код ничего не выведет:

co(function\*() {

throw new Error("Sorry that happened");

})

Программист даже не узнает об ошибке. Особенно обидно, когда это опечатка или другая программная ошибка, которую обязательно нужно поправить.

Правильный вариант:

co(function\*() {

throw new Error("Sorry that happened");

}).catch(alert); // обработать ошибку как-либо

Большинство примеров этого catch не содержат, но это лишь потому, что в примерах ошибок нет. А в реальном коде обязательно нужен catch.

Библиотека co умеет выполнять не только промисы. Есть несколько видов значений, которые можно yield, и их обработает co:

* Промис.
* Объект-генератор.
* Функция-генератор function\*() – co её выполнит, затем выполнит полученный генератор.
* Функция с единственным аргументом вида function(callback) – библиотека co её запустит со своей функцией-callback и будет ожидать, что при ошибке она вызовет callback(err), а при успешном выполнении – callback(null, result). То есть, в первом аргументе – будет ошибка (если есть), а втором – результат (если нет ошибки). После чего результат будет передан в генератор.
* Массив или объект из вышеперечисленного. При этом все задачи будут выполнены параллельно, и результат, в той же структуре, будет выдан наружу.

В примере ниже происходит yield всех этих видов значений. Библиотека co обеспечивает их выполнение и возврат результата в генератор:

Object.defineProperty(window, 'result', {

// присвоение result=… будет выводить значение

set: value => alert(JSON.stringify(value))

});

co(function\*() {

result = yield function\*() { // генератор

return 1;

}();

result = yield function\*() { // функция-генератор

return 2;

};

result = yield Promise.resolve(3); // промис

result = yield function(callback) { // function(callback)

setTimeout(() => callback(null, 4), 1000);

};

result = yield { // две задачи выполнит параллельно, как Promise.all

one: Promise.resolve(1),

two: function\*() { return 2; }

};

result = yield [ // две задачи выполнит параллельно, как Promise.all

Promise.resolve(1),

function\*() { return 2 }

];

});

**Устаревший yield function(callback)**

Отдельно заметим вариант с yield function(callback). Такие функции, с единственным-аргументом callback’ом, в англоязычной литературе называют «thunk».

Функция обязана выполниться и вызвать (асинхронно) либо callback(err) с ошибкой, либо callback(null, result) с результатом.

Использование таких функций в yield является устаревшим подходом, так как там, где можно использовать yield function(callback), можно использовать и промисы. При этом промисы мощнее. Но в старом коде его ещё можно встретить.

Посмотрим пример посложнее, с композицией генераторов:

co(function\*() {

let result = yield\* gen();

alert(result); // hello

});

function\* gen() {

return yield\* gen2();

}

function\* gen2() {

let result = yield new Promise( // (1)

resolve => setTimeout(resolve, 1000, 'hello')

);

return result;

}

Это – отличный вариант для библиотеки co. Композиция yield\* gen() вызывает gen() в потоке внешнего генератора. Аналогично делает и yield\* gen().

Поэтому yield new Promise из строки (1) в gen2() попадает напрямую в библиотеку co, как если бы он был сделан так:

co(function\*() {

// gen() и затем gen2 встраиваются во внешний генератор

let result = yield new Promise(

resolve => setTimeout(resolve, 1000, 'hello')

);

alert(result); // hello

});

Пример showUserAvatar() можно переписать с использованием co вот так:

// Загрузить данные пользователя с нашего сервера

function\* fetchUser(url) {

let userFetch = yield fetch(url);

let user = yield userFetch.json();

return user;

}

// Загрузить профиль пользователя с github

function\* fetchGithubUser(user) {

let githubFetch = yield fetch(`https://api.github.com/users/${user.name}`);

let githubUser = yield githubFetch.json();

return githubUser;

}

// Подождать ms миллисекунд

function sleep(ms) {

return new Promise(resolve => setTimeout(resolve, ms));

}

// Использовать функции выше для получения аватара пользователя

function\* fetchAvatar(url) {

let user = yield\* fetchUser(url);

let githubUser = yield\* fetchGithubUser(user);

return githubUser.avatar\_url;

}

// Использовать функции выше для получения и показа аватара

function\* showUserAvatar() {

let avatarUrl;

try {

avatarUrl = yield\* fetchAvatar('/article/generator/user.json');

} catch(e) {

avatarUrl = '/article/generator/anon.png';

}

let img = new Image();

img.src = avatarUrl;

img.className = "promise-avatar-example";

document.body.appendChild(img);

yield sleep(2000);

img.remove();

return img.src;

}

co(showUserAvatar);

Заметим, что для перехвата ошибок при получении аватара используется try..catch вокруг yield\* fetchAvatar:

try {

avatarUrl = yield\* fetchAvatar('/article/generator/user.json');

} catch(e) {

avatarUrl = '/article/generator/anon.png';

}

Это – одно из главных удобств использования генераторов. Несмотря на то, что операции fetch – асинхронные, мы можем использовать обычный try..catch для обработки ошибок в них.

## [Для генераторов – только yield\*](https://learn.javascript.ru/generator" \l "для-генераторов-только-yield)

Библиотека co технически позволяет писать код так:

let user = yield fetchUser(url);

// вместо

// let user = yield\* fetchUser(url);

То есть, можно сделать yield генератора, co() его выполнит и передаст значение обратно. Как мы видели выше, библиотека co – довольно всеядна. Однако, рекомендуется использовать для вызова функций-генераторов именно yield\*.

Причин для этого несколько:

1. Делегирование генераторов yield\* – это встроенный механизм JavaScript. Вместо возвращения значения обратно в co, выполнения кода библиотеки… Мы просто используем возможности языка. Это правильнее.
2. Поскольку не происходит лишних вызовов, это быстрее по производительности.
3. И, наконец, пожалуй, самое приятное – делегирование генераторов сохраняет стек.

Проиллюстрируем последнее на примере:

co(function\*() {

// при запуске в стеке не будет видно этой строки

yield g(); // (\*)

}).catch(function(err) {

alert(err.stack);

});

function\* g() {

throw new Error("my error");

}

При запуске этого кода стек может выглядеть примерно так:

at g (eval at runJS …, <anonymous>:13:9)

at GeneratorFunctionPrototype.next (native)

at onFulfilled (…/co/…/index.min.js:1:1136)

at …/co/…/index.min.js:1:1076

at co (…/co/…/index.min.js:1:1039)

at toPromise (…/co/…/index.min.js:1:1740)

at next (…/co/…/index.min.js:1:1351)

at onFulfilled (…/co/…/index.min.js:1:1172)

at …/co/…/index.min.js:1:1076

at co (…/co/…/index.min.js:1:1039)

Детали здесь не имеют значения, самое важное – почти весь стек находится внутри библиотеки co.

Из оригинального скрипта там только одна строка (первая):

at g (eval at runJS …, <anonymous>:13:9)

То есть, стек говорит, что ошибка возникла в строке 13:

// строка 13 из кода выше

throw new Error("my error");

Что ж, спасибо. Но как мы оказались на этой строке? Об этом в стеке нет ни слова!

Заменим в строке (\*) вызов yield на yield\*:

co(function\*() {

// заменили yield на yield\*

yield\* g(); // (\*)

}).catch(function(err) {

alert(err.stack);

});

function\* g() {

throw new Error("my error");

}

Пример стека теперь:

at g (eval at runJS …, <anonymous>:13:9)

at GeneratorFunctionPrototype.next (native)

at eval (eval at runJS …, <anonymous>:6:10)

at GeneratorFunctionPrototype.next (native)

at onFulfilled (…/co/…/index.min.js:1:1136)

at …/co/…/index.min.js:1:1076

at co (…/co/…/index.min.js:1:1039)

at eval (eval at runJS …, <anonymous>:3:1)

at eval (native)

at runJS (…)

Если очистить от вспомогательных вызовов, то эти строки – как раз то, что нам надо:

at g (eval at runJS …, <anonymous>:13:9)

at eval (eval at runJS …, <anonymous>:6:10)

at eval (eval at runJS …, <anonymous>:3:1)

Теперь видно, что (читаем снизу) исходный вызов был в строке 3, далее – вложенный в строке 6, и затем произошла ошибка в строке 13.

Почему вариант с простым yield не работает – достаточно очевидно, если внимательно посмотреть на код и воспроизвести в уме, как он функционирует. Оставляем это упражнение вдумчивому читателю.

Итого, рекомендация уже достаточно обоснована – при запуске вложенных генераторов используем yield\*.

## [Итого](https://learn.javascript.ru/generator#итого)

* Генераторы создаются при помощи функций-генераторов function\*(…) {…}.
* Внутри генераторов и только внутри них разрешён оператор yield. Это иногда создаёт неудобства, поскольку в коллбэках .map/.forEach сделать yield нельзя. Впрочем, можно сделать yield массива (при использовании co).
* Внешний код и генератор обмениваются промежуточными результатами посредством вызовов next/yield.
* Генераторы позволяют писать плоский асинхронный код, при помощи библиотеки co.

Что касается кросс-браузерной поддержки – она стремительно приближается. Пока же можно использовать генераторы вместе с [Babel](https://babeljs.io/).

# Модули

Концепция модулей как способа организации JavaScript-кода существовала давно.

Когда приложение сложное и кода много – мы пытаемся разбить его на файлы. В каждом файле описываем какую-то часть, а в дальнейшем – собираем эти части воедино.

Модули в стандарте ECMAScript предоставляют удобные средства для этого.

Такие средства предлагались сообществом и ранее, например:

* [AMD](https://en.wikipedia.org/wiki/Asynchronous_module_definition) – одна из самых древних систем организации модулей, требует лишь наличия клиентской библиотеки, к примеру, [require.js](http://requirejs.org/), но поддерживается и серверными средствами.
* [CommonJS](http://wiki.commonjs.org/wiki/Modules/1.1) – система модулей, встроенная в сервер Node.JS. Требует поддержки на клиентской и серверной стороне.
* [UMD](https://github.com/umdjs/umd) – система модулей, которая предложена в качестве универсальной. UMD-модули будут работать и в системе AMD и в CommonJS.

Все перечисленные выше системы требуют различных библиотек или систем сборки для использования.

Новый стандарт отличается от них прежде всего тем, что это – стандарт. А значит, со временем, будет поддерживаться браузерами без дополнительных утилит.

Однако, сейчас браузерной поддержки почти нет. Поэтому ES-модули используются в сочетании с системами сборки, такими как [webpack](http://webpack.github.io/), [brunch](http://brunch.io/) и другими, при подключённом [Babel.JS](https://babeljs.io/). Мы рассмотрим это далее.

## [Что такое модуль?](https://learn.javascript.ru/modules" \l "что-такое-модуль)

Модулем считается файл с кодом.

В этом файле ключевым словом export помечаются переменные и функции, которые могут быть использованы снаружи.

Другие модули могут подключать их через вызов import.

## [export](https://learn.javascript.ru/modules" \l "export)

Ключевое слово export можно ставить:

* перед объявлением переменных, функций и классов.
* отдельно, при этом в фигурных скобках указывается, что именно экспортируется.

Например, так экспортируется переменная one:

// экспорт прямо перед объявлением

export let one = 1;

Можно написать export и отдельно от объявления:

let two = 2;

export {two};

При этом в фигурных скобках указываются одна или несколько экспортируемых переменных.

Для двух переменных будет так:

export {one, two};

При помощи ключевого слова as можно указать, что переменная one будет доступна снаружи (экспортирована) под именем once, а two – под именем twice:

export {one as once, two as twice};

Экспорт функций и классов выглядит так же:

export class User {

constructor(name) {

this.name = name;

}

};

export function sayHi() {

alert("Hello!");

};

// отдельно от объявлений было бы так:

// export {User, sayHi}

**Для экспорта обязательно нужно имя**

Заметим, что и у функции и у класса при таком экспорте должно быть имя.

Так будет ошибка:

// функция без имени

export function() { alert("Error"); };

В экспорте указываются именно имена, а не произвольные выражения.

## [import](https://learn.javascript.ru/modules" \l "import)

Другие модули могут подключать экспортированные значения при помощи ключевого слова import.

Синтаксис:

import {one, two} from "./nums";

Здесь:

* "./nums" – модуль, как правило это путь к файлу модуля.
* one, two – импортируемые переменные, которые должны быть обозначены в nums словом export.

В результате импорта появятся локальные переменные one, two, которые будут содержать значения соответствующих экспортов.

Например, при таком файле nums.js:

export let one = 1;

export let two = 2;

Модуль ниже выведет «1 and 2»:

import {one, two} from "./nums";

alert( `${one} and ${two}` ); // 1 and 2

Импортировать можно и под другим именем, указав его в «as»:

// импорт one под именем item1, а two – под именем item2

import {one as item1, two as item2} from "./nums";

alert( `${item1} and ${item2}` ); // 1 and 2

**Импорт всех значений в виде объекта**

Можно импортировать все значения сразу в виде объекта вызовом import \* as obj, например:

import \* as numbers from "./nums";

// теперь экспортированные переменные - свойства numbers

alert( `${numbers.one} and ${numbers.two}` ); // 1 and 2

## [export default](https://learn.javascript.ru/modules" \l "export-default)

Выше мы видели, что модуль может экспортировать выбранные переменные при помощи export.

Однако, как правило, код стараются организовать так, чтобы каждый модуль делал одну вещь. Иначе говоря, «один файл – одна сущность, которую он описывает». Например, файл user.js содержит class User, файл login.js – функцию login() для авторизации, и т.п.

При этом модули, разумеется, будут использовать друг друга. Например, login.js, скорее всего, будет импортировать класс User из модуля user.js.

Для такой ситуации, когда один модуль экспортирует одно значение, предусмотрено особое ключевое сочетание export default.

Если поставить после export слово default, то значение станет «экспортом по умолчанию».

Такое значение можно импортировать без фигурных скобок.

Например, файл user.js:

export default class User {

constructor(name) {

this.name = name;

}

};

…А в файле login.js:

import User from './user';

new User("Вася");

«Экспорт по умолчанию» – своего рода «синтаксический сахар». Можно было бы и без него, импортировать значение обычным образом через фигурные скобки {…}. Если бы в user.js не было default, то в login.js необходимо было бы указать фигурные скобки:

// если бы user.js содержал

// export class User { ... }

// …то при импорте User понадобились бы фигурные скобки:

import {User} from './user';

new User("Вася");

На практике этот «сахар» весьма приятен, так как позволяет легко видеть, какое именно значение экспортирует модуль, а также обойтись без лишних символов при импорте.

## [CommonJS](https://learn.javascript.ru/modules" \l "commonjs)

Если вы раньше работали с Node.JS или использовали систему сборки в синтаксисе CommonJS, то вот соответствия.

Для экспорта по умолчанию вместо:

module.exports = VARIABLE;

Пишем:

export default VARIABLE;

А при импорте из такого модуля вместо:

let VARIABLE = require('./file');

Пишем:

import VARIABLE from './file';

Для экспорта нескольких значений из модуля, вместо:

exports.NAME = VARIABLE;

Пишем в фигурных скобках, что надо экспортировать и под каким именем (без as, если имя совпадает):

export {VARIABLE as NAME};

При импорте – также фигурные скобки:

import {NAME} from './file';

## [Использование](https://learn.javascript.ru/modules" \l "использование)

Современный стандарт ECMAScript описывает, как импортировать и экспортировать значения из модулей, но он ничего не говорит о том, как эти модули искать, загружать и т.п.

Такие механизмы предлагались в процессе создания стандарта, но были убраны по причине недостаточной проработанности. Возможно, они появятся в будущем.

Сейчас используются системы сборки, как правило, в сочетании с Babel.JS.

Система сборки обрабатывает скрипты, находит в них import/export и заменяет их на свои внутренние JavaScript-вызовы. При этом, как правило, много файлов-модулей объединяются в один или несколько скриптов, смотря как указано в конфигурации сборки.

Ниже вы можете увидеть полный пример использования модулей с системой сборки [webpack](http://webpack.github.io/).

В нём есть:

* nums.js – модуль, экспортирующий one и two, как описано выше.
* main.js – модуль, который импортирует one, two из nums и выводит их сумму.
* webpack.config.js – конфигурация для системы сборки.
* bundle.js – файл, который создала система сборки из main.js и nums.js.
* index.html – простой HTML-файл для демонстрации.

Результат

bundle.js

main.js

nums.js

webpack.config.js

index.html

## [Итого](https://learn.javascript.ru/modules#итого)

Современный стандарт описывает, как организовать код в модули, экспортировать и импортировать значения.

Экспорт:

* export можно поставить прямо перед объявлением функции, класса, переменной.
* Если export стоит отдельно от объявления, то значения в нём указываются в фигурных скобках: export {…}.
* Также можно экспортировать «значение по умолчанию» при помощи export default.

Импорт:

* В фигурных скобках указываются значения, а затем – модуль, откуда их брать: import {a, b, c as d} from "module".
* Можно импортировать все значения в виде объекта при помощи import \* as obj from "module".
* Без фигурных скобок будет импортировано «значение по умолчанию»: import User from "user".

На текущий момент модули требуют системы сборки на сервере. Автор этого текста преимущественно использует webpack, но есть и другие варианты.

# Proxy

Прокси (proxy) – особый объект, смысл которого – перехватывать обращения к другому объекту и, при необходимости, модифицировать их.

Синтаксис:

let proxy = new Proxy(target, handler)

Здесь:

* target – объект, обращения к которому надо перехватывать.
* handler – объект с «ловушками»: функциями-перехватчиками для операций к target.

Почти любая операция может быть перехвачена и обработана прокси до или даже вместо доступа к объекту target, например: чтение и запись свойств, получение списка свойств, вызов функции (если target – функция) и т.п.

Различных типов ловушек довольно много.

Сначала мы подробно рассмотрим самые важные «ловушки», а затем посмотрим и на их полный список.

**Если ловушки нет – операция идёт над target**

Если для операции нет ловушки, то она выполняется напрямую над target.

## [get/set](https://learn.javascript.ru/proxy" \l "get-set)

Самыми частыми являются ловушки для чтения и записи в объект:

**get(target, property, receiver)**

Срабатывает при чтении свойства из прокси. Аргументы:

* target – целевой объект, тот же который был передан первым аргументом в new Proxy.
* property – имя свойства.
* receiver – объект, к которому было применено присваивание. Обычно сам прокси, либо прототипно наследующий от него. Этот аргумент используется редко.

**set(target, property, value, receiver)**

Срабатывает при записи свойства в прокси.

Аргументы:

* target – целевой объект, тот же который был передан первым аргументом в new Proxy.
* property – имя свойства.
* value – значение свойства.
* receiver – объект, к которому было применено присваивание, обычно сам прокси, либо прототипно наследующий от него.

Метод set должен вернуть true, если присвоение успешно обработано и false в случае ошибки (приведёт к генерации TypeError).

Пример с выводом всех операций чтения и записи:

'use strict';

let user = {};

let proxy = new Proxy(user, {

get(target, prop) {

alert(`Чтение ${prop}`);

return target[prop];

},

set(target, prop, value) {

alert(`Запись ${prop} ${value}`);

target[prop] = value;

return true;

}

});

proxy.firstName = "Ilya"; // запись

proxy.firstName; // чтение

alert(user.firstName); // Ilya

При каждой операции чтения и записи свойств proxy в коде выше срабатывают методы get/set. Через них значение в конечном счёте попадает в объект (или считывается из него).

Можно сделать и позаковыристее.

Методы get/set позволяют реализовать доступ к произвольным свойствам, которых в объекте нет.

Например, в коде ниже словарь dictionary содержит различные фразы:

'use strict';

let dictionary = {

'Hello': 'Привет',

'Bye': 'Пока'

};

alert( dictionary['Hello'] ); // Привет

А что, если фразы нет? В этом случае будем возвращать фразу без перевода и, на всякий случай, писать об этом в консоль:

'use strict';

let dictionary = {

'Hello': 'Привет',

'Bye': 'Пока'

};

dictionary = new Proxy(dictionary, {

get(target, phrase) {

if (phrase in target) {

return target[phrase];

} else {

console.log(`No phrase: ${phrase}`);

return phrase;

}

}

})

// Обращаемся к произвольным свойствам словаря!

alert( dictionary['Hello'] ); // Привет

alert( dictionary['Welcome']); // Welcome (без перевода)

Аналогично и перехватчик set может организовать работу с произвольными свойствами.

# [has](https://learn.javascript.ru/proxy" \l "has)

Ловушка has срабатывает в операторе in и некоторых других случаях, когда проверяется наличие свойства.

В примере выше, если проверить наличие свойства Welcome в dictionary, то оператор in вернёт false:

alert( 'Hello' in dictionary ); // true

alert( 'Welcome' in dictionary ); // false, нет такого свойства

Это потому, что для перехвата in используется ловушка has. При отсутствии ловушки операция производится напрямую над исходным объектом target, что и даёт такой результат.

Синтаксис has аналогичен get.

Вот так dictionary будет всегда возвращать true для любой in-проверки:

'use strict';

let dictionary = {

'Hello': 'Привет'

};

dictionary = new Proxy(dictionary, {

has(target, phrase) {

return true;

}

});

alert("BlaBlaBla" in dictionary); // true

# [deleteProperty](https://learn.javascript.ru/proxy" \l "deleteproperty)

Ловушка deleteProperty по синтаксису аналогична get/has.

Срабатывает при операции delete, должна вернуть true, если удаление было успешным.

В примере ниже delete не повлияет на исходный объект, так как все операции перехватываются и «аннигилируются» прокси:

'use strict';

let dictionary = {

'Hello': 'Привет'

};

let proxy = new Proxy(dictionary, {

deleteProperty(target, phrase) {

return true; // ничего не делаем, но возвращает true

}

});

// не удалит свойство

delete proxy['Hello'];

alert("Hello" in dictionary); // true

// будет то же самое, что и выше

// так как нет ловушки has, операция in сработает на исходном объекте

alert("Hello" in proxy); // true

# [enumerate](https://learn.javascript.ru/proxy" \l "enumerate)

Ловушка enumerate перехватывает операции for..in и for..of по объекту.

Как и до ранее, если ловушки нет, то эти операторы работают с исходным объектом:

'use strict';

let obj = {a: 1, b: 1};

let proxy = new Proxy(obj, {});

// перечисление прокси работает с исходным объектом

for(let prop in proxy) {

alert(prop); // Выведет свойства obj: a, b

}

Если же ловушка enumerate есть, то она будет вызвана с единственным аргументом target и сможет вернуть [итератор](https://learn.javascript.ru/iterator) для свойств.

В примере ниже прокси делает так, что итерация идёт по всем свойствам, кроме начинающихся с подчёркивания \_:

'use strict';

let user = {

name: "Ilya",

surname: "Kantor",

\_version: 1,

\_secret: 123456

};

let proxy = new Proxy(user, {

enumerate(target) {

let props = Object.keys(target).filter(function(prop) {

return prop[0] != '\_';

});

return props[Symbol.iterator]();

}

});

// отфильтрованы свойства, начинающиеся с \_

for(let prop in proxy) {

alert(prop); // Выведет свойства user: name, surname

}

Посмотрим внимательнее, что происходит внутри enumerate:

1. Сначала получаем список интересующих нас свойств в виде массива.
2. Метод должен возвратить [итератор](https://learn.javascript.ru/iterator) по массиву. Встроенный итератор для массива получаем через вызов props[Symbol.iterator]().

# [apply](https://learn.javascript.ru/proxy" \l "apply)

Прокси умеет работать не только с обычными объектами, но и с функциями.

Если аргумент target прокси – функция, то становится доступна ловушка apply для её вызова.

Метод apply(target, thisArgument, argumentsList) получает:

* target – исходный объект.
* thisArgument – контекст this вызова.
* argumentsList – аргументы вызова в виде массива.

Она может обработать вызов сама и/или передать его функции.

'use strict';

function sum(a, b) {

return a + b;

}

let proxy = new Proxy(sum, {

// передаст вызов в target, предварительно сообщив о нём

apply: function(target, thisArg, argumentsList) {

alert(`Буду вычислять сумму: ${argumentsList}`);

return target.apply(thisArg, argumentsList);

}

});

// Выведет сначала сообщение из прокси,

// а затем уже сумму

alert( proxy(1, 2) );

Нечто подобное можно сделать через замыкания. Но прокси может гораздо больше. В том числе и перехватывать вызовы через new.

## [construct](https://learn.javascript.ru/proxy" \l "construct)

Ловушка construct(target, argumentsList) перехватывает вызовы при помощи new.

Она получает исходный объект target и список аргументов argumentsList.

Пример ниже передаёт операцию создания исходному классу или функции-конструктору, выводя сообщение об этом:

'use strict';

function User(name, surname) {

this.name = name;

this.surname = surname;

}

let UserProxy = new Proxy(User, {

// передаст вызов new User, предварительно сообщив о нём

construct: function(target, argumentsList) {

alert(`Запуск new с аргументами: ${argumentsList}`);

return new target(...argumentsList);

}

});

let user = new UserProxy("Ilya", "Kantor");

alert( user.name ); // Ilya

## [Полный список](https://learn.javascript.ru/proxy" \l "полный-список)

Полный список возможных функций-перехватчиков, которые может задавать handler:

* [getPrototypeOf](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/has) – перехватывает обращение к методу getPrototypeOf.
* [setPrototypeOf](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/setPrototypeOf) – перехватывает обращение к методу setPrototypeOf.
* [isExtensible](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/isExtensible) – перехватывает обращение к методу isExtensible.
* [preventExtensions](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/preventExtensions) – перехватывает обращение к методу preventExtensions.
* [getOwnPropertyDescriptor](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/getOwnPropertyDescriptor) – перехватывает обращение к методу getOwnPropertyDescriptor.
* [defineProperty](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/defineProperty) – перехватывает обращение к методу defineProperty.
* [has](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/has) – перехватывает проверку существования свойства, которая используется в операторе in и в некоторых других методах встроенных объектов.
* [get](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/get) – перехватывает чтение свойства.
* [set](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/set) – перехватывает запись свойства.
* [deleteProperty](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/deleteProperty) – перехватывает удаление свойства оператором delete.
* [enumerate](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/enumerate) – срабатывает при вызове for..in или for..of, возвращает итератор для свойств объекта.
* [ownKeys](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/ownKeys) – перехватывает обращения к методу getOwnPropertyNames.
* [apply](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/apply) – перехватывает вызовы target().
* [construct](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Proxy/handler/construct) – перехватывает вызовы new target().

Каждый перехватчик запускается с handler в качестве this. Это означает, что handler кроме ловушек может содержать и другие полезные свойства и методы.

Каждый перехватчик получает в аргументах target и дополнительные параметры в зависимости от типа.

Если перехватчик в handler не указан, то операция совершается, как если бы была вызвана прямо на target.

## [Итого](https://learn.javascript.ru/proxy#итого)

Proxy позволяет модифицировать поведение объекта как угодно, перехватывать любые обращения к его свойствам и методам, включая вызовы для функций.

Особенно приятна возможность перехватывать обращения к отсутствующим свойствам, разработчики ожидали её уже давно.

Что касается поддержки, то возможности полифиллов здесь ограничены. «Переписать» прокси на старом JavaScript сложновато, учитывая низкоуровневые возможности, которые он даёт.

Поэтому нужна именно браузерная поддержка. [Постепенно](https://kangax.github.io/compat-table/es6/) она реализуется.

## 