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# **ПОСТАНОВКА ЗАДАЧИ**

Целью выполнения данной лабораторной работы является изучение теоретических сведений и реализация без использования готовых библиотек и функций программного средства контроля целостности сообщений с помощью вычисления хеш-функции и алгоритма ГОСТ 34.11 и SHA 1.

# **КРАТКИЕ ТЕОРЕТИЧЕСКИЕ** **СВЕДЕНИЯ**

1. **Общие сведения**

Хеш-функции получили широкое распространение в разнообразных алгоритмах быстрого поиска информации.

Однако с появлением криптографии у них появилась вторая, ничуть не меньшая, область применения.

Хеш-функцией (англ, hash — мелко измельчать и перемешивать) называется необратимое преобразование данных, обладающее следующими свойствами:

1 На вход алгоритма преобразования может поступать двоичный блок данных произвольной длины.

2 На выходе алгоритма получается двоичный блок данных фиксированной длины.

3 Значения на выходе алгоритма распределяются по равномерному закону по всему диапазону возможных результатов;

4 При изменении хотя бы одного бита на входе алгоритма его выход значительно меняется: в идеальном случае инвертируется произвольная половина бит.

Основное, но не единственное, предназначение хеш-функций в криптографии – вычисление "неподделываемых" контрольных сумм документов.

Действительно, если для алгоритма хеширования выполняются требования невозможности подобрать иной документ с той же хеш-суммой и невозможности подобрать два документа с произвольной одинаковой хеш-суммой, то хеш-сумма становится уникальной характеристикой документа.

1. **Алгоритм вычисления хеш-функции ГОСТ 34.11**

В алгоритме ГОСТ 34.11 используются следующие преобразования:

1 X-преобразование. На вход функции X подаются две последовательности длиной 512 бит каждая, выходом функции является XOR этих последовательностей.

2 S-преобразование. Функция S является обычной функцией подстановки. Каждый байт из 512-битной входной последовательности заменяется соответствующим байтом из таблицы подстановок π.

3 P-преобразование. Функция перестановки. Для каждой пары байт из входной последовательности происходит замена одного байта другим.

4 L-преобразование. Представляет собой умножение 64-битного входного вектора на бинарную матрицу A размерами 64x64.

Для любого входного сообщения M:

1 Присвоить начальные значения внутренних переменных.

2 Проверить условие длина сообщения M<512. Если условие выполняется, то произвести дополнение сообщения M до длины в 512 бит. В противном случае выполнить последовательность вычислений и обрезать М, убрав последние 512 бит.

3 Повторять шаг 2 до выполнения условия на длину сообщения.

Для хеш-функции с длиной выхода в 512 бит возвращаем h в качестве результата. Для функции с длиной выхода 256 бит возвращаем MSB 256 (h).

1. **Алгоритм вычисления хеш-функции SHA-1**

Алгоритм SHA-1 (Secure Hash Algorithm) предложен Институтом Стандартизации США NIST как стандарт хеширования в гражданской криптографии. Этот алгоритм был призван дать еще больший запас прочности к криптоатакам.

SHA-1 реализует [хеш-функцию](https://ru.wikipedia.org/wiki/%D0%A5%D0%B5%D1%88%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), построенную на идее функции сжатия. Входами функции сжатия являются блок сообщения длиной 512 бит и выход предыдущего блока сообщения.

Выход представляет собой значение всех хеш-блоков до этого момента. Иными словами хеш блока Mi равен hi = f (Mi , hi−1 ). Хеш-значением всего сообщения является выход последнего блока.

Алгоритм получает на входе сообщение максимальной длины бит и создает в качестве выхода дайджест сообщения длиной 160 бит.

# **РЕЗУЛЬТАТЫ ВЫПОЛНЕНИЯ ЛАБОРАТОРНОЙ РАБОТЫ**

В ходе выполнения лабораторной было реализовано криптостойкое программное средство контроля целостности сообщений с помощью вычисления хеш-функции и алгоритма ГОСТ 34.11 и SHA 1.

Начальный текст находится в файле input.txt. Программа сперва выводит исходное сообщение, находящееся в файле, в консоль. После этого программа хеширует исходное сообщение с помощью алгоритма ГОСТ 34.11, выводит результат в консоль. Далее вычисляется хеш-функция с помощью SHA 1 и также выводится в консоль.

Результат выполнения лабораторной работы представлен на рисунке 3.1.
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Рисунок 3.1 – Результат выполнения лабораторной работы

Таким образом результатом лабораторной работы является программа, которую можно использовать для контроля целостности сообщений с помощью вычисления хеш-функции и алгоритма ГОСТ 34.11 и SHA 1.

# **ВЫВОДЫ**

В ходе данной лабораторной работы были изучены теоретические сведения и реализовано без использования готовых библиотек и функций программное средство контроля целостности сообщений с помощью вычисления хеш-функции и алгоритма ГОСТ 34.11 и SHA 1.

## **ПРИЛОЖЕНИЕ А**

## **(обязательное)**

## **Листинг программного кода**

Листинг 1 – Программный код файла main.py

from gost3411 import GOST3411

from msha1 import SHA1

with open("input.txt", "rb") as file:

message\_bytes = file.read()

print(f"Initial message: {message\_bytes.decode('utf-8')}")

# Хещ GOST34.11

gost\_hash = GOST3411.hash(message\_bytes)

print(f"GOST34.11 Hash:\n{bytes(gost\_hash).hex()}")

# Хеш SHA-1

sha1\_hash = SHA1.hash(message\_bytes)

print(f"SHA-1 Hash:\n{bytes(sha1\_hash).hex()}")

Листинг 2 – Программный код файла gost3411.py

class GOST3411:

#Таблица подстановок

Pi = [

252, 238, 221, 17, 207, 110, 49, 22, 251, 196, 250, 218, 35, 197, 4,

77, 233, 119, 240, 219, 147, 46, 153, 186, 23, 54, 241, 187, 20, 205, 95,

193, 249, 24, 101, 90, 226, 92, 239, 33, 129, 28, 60, 66, 139, 1, 142,

79, 5, 132, 2, 174, 227, 106, 143, 160, 6, 11, 237, 152, 127, 212, 211,

31, 235, 52, 44, 81, 234, 200, 72, 171, 242, 42, 104, 162, 253, 58, 206,

204, 181, 112, 14, 86, 8, 12, 118, 18, 191, 114, 19, 71, 156, 183, 93,

135, 21, 161, 150, 41, 16, 123, 154, 199, 243, 145, 120, 111, 157, 158, 178,

177, 50, 117, 25, 61, 255, 53, 138, 126, 109, 84, 198, 128, 195, 189, 13,

87, 223, 245, 36, 169, 62, 168, 67, 201, 215, 121, 214, 246, 124, 34, 185,

3, 224, 15, 236, 222, 122, 148, 176, 188, 220, 232, 40, 80, 78, 51, 10,

74, 167, 151, 96, 115, 30, 0, 98, 68, 26, 184, 56, 130, 100, 159, 38,

65, 173, 69, 70, 146, 39, 94, 85, 47, 140, 163, 165, 125, 105, 213, 149,

59, 7, 88, 179, 64, 134, 172, 29, 247, 48, 55, 107, 228, 136, 217, 231,

137, 225, 27, 131, 73, 76, 63, 248, 254, 141, 83, 170, 144, 202, 216, 133,

97, 32, 113, 103, 164, 45, 43, 9, 91, 203, 155, 37, 208, 190, 229, 108,

82, 89, 166, 116, 210, 230, 244, 180, 192, 209, 102, 175, 194, 57, 75, 99, 182

]

t = [

0, 8, 16, 24, 32, 40, 48, 56,

1, 9, 17, 25, 33, 41, 49, 57,

2, 10, 18, 26, 34, 42, 50, 58,

3, 11, 19, 27, 35, 43, 51, 59,

4, 12, 20, 28, 36, 44, 52, 60,

5, 13, 21, 29, 37, 45, 53, 61,

6, 14, 22, 30, 38, 46, 54, 62,

7, 15, 23, 31, 39, 47, 55, 63

]

#Бинарная матрица для L-преобразования

l = [

0x8e, 0x20, 0xfa, 0xa7, 0x2b, 0xa0, 0xb4, 0x70,

0x47, 0x10, 0x7d, 0xdd, 0x9b, 0x50, 0x5a, 0x38,

0xad, 0x08, 0xb0, 0xe0, 0xc3, 0x28, 0x2d, 0x1c,

0xd8, 0x04, 0x58, 0x70, 0xef, 0x14, 0x98, 0x0e,

0x6c, 0x02, 0x2c, 0x38, 0xf9, 0x0a, 0x4c, 0x07,

0x36, 0x01, 0x16, 0x1c, 0xf2, 0x05, 0x26, 0x8d,

0x1b, 0x8e, 0x0b, 0x0e, 0x79, 0x8c, 0x13, 0xc8,

0x83, 0x47, 0x8b, 0x07, 0xb2, 0x46, 0x87, 0x64,

0xa0, 0x11, 0xd3, 0x80, 0x81, 0x8e, 0x8f, 0x40,

0x50, 0x86, 0xe7, 0x40, 0xce, 0x47, 0xc9, 0x20,

0x28, 0x43, 0xfd, 0x20, 0x67, 0xad, 0xea, 0x10,

0x14, 0xaf, 0xf0, 0x10, 0xbd, 0xd8, 0x75, 0x08,

0x0a, 0xd9, 0x78, 0x08, 0xd0, 0x6c, 0xb4, 0x04,

0x05, 0xe2, 0x3c, 0x04, 0x68, 0x36, 0x5a, 0x02,

0x8c, 0x71, 0x1e, 0x02, 0x34, 0x1b, 0x2d, 0x01,

0x46, 0xb6, 0x0f, 0x01, 0x1a, 0x83, 0x98, 0x8e,

0x90, 0xda, 0xb5, 0x2a, 0x38, 0x7a, 0xe7, 0x6f,

0x48, 0x6d, 0xd4, 0x15, 0x1c, 0x3d, 0xfd, 0xb9,

0x24, 0xb8, 0x6a, 0x84, 0x0e, 0x90, 0xf0, 0xd2,

0x12, 0x5c, 0x35, 0x42, 0x07, 0x48, 0x78, 0x69,

0x09, 0x2e, 0x94, 0x21, 0x8d, 0x24, 0x3c, 0xba,

0x8a, 0x17, 0x4a, 0x9e, 0xc8, 0x12, 0x1e, 0x5d,

0x45, 0x85, 0x25, 0x4f, 0x64, 0x09, 0x0f, 0xa0,

0xac, 0xcc, 0x9c, 0xa9, 0x32, 0x8a, 0x89, 0x50,

0x9d, 0x4d, 0xf0, 0x5d, 0x5f, 0x66, 0x14, 0x51,

0xc0, 0xa8, 0x78, 0xa0, 0xa1, 0x33, 0x0a, 0xa6,

0x60, 0x54, 0x3c, 0x50, 0xde, 0x97, 0x05, 0x53,

0x30, 0x2a, 0x1e, 0x28, 0x6f, 0xc5, 0x8c, 0xa7,

0x18, 0x15, 0x0f, 0x14, 0xb9, 0xec, 0x46, 0xdd,

0x0c, 0x84, 0x89, 0x0a, 0xd2, 0x76, 0x23, 0xe0,

0x06, 0x42, 0xca, 0x05, 0x69, 0x3b, 0x9f, 0x70,

0x03, 0x21, 0x65, 0x8c, 0xba, 0x93, 0xc1, 0x38,

0x86, 0x27, 0x5d, 0xf0, 0x9c, 0xe8, 0xaa, 0xa8,

0x43, 0x9d, 0xa0, 0x78, 0x4e, 0x74, 0x55, 0x54,

0xaf, 0xc0, 0x50, 0x3c, 0x27, 0x3a, 0xa4, 0x2a,

0xd9, 0x60, 0x28, 0x1e, 0x9d, 0x1d, 0x52, 0x15,

0xe2, 0x30, 0x14, 0x0f, 0xc0, 0x80, 0x29, 0x84,

0x71, 0x18, 0x0a, 0x89, 0x60, 0x40, 0x9a, 0x42,

0xb6, 0x0c, 0x05, 0xca, 0x30, 0x20, 0x4d, 0x21,

0x5b, 0x06, 0x8c, 0x65, 0x18, 0x10, 0xa8, 0x9e,

0x45, 0x6c, 0x34, 0x88, 0x7a, 0x38, 0x05, 0xb9,

0xac, 0x36, 0x1a, 0x44, 0x3d, 0x1c, 0x8c, 0xd2,

0x56, 0x1b, 0x0d, 0x22, 0x90, 0x0e, 0x46, 0x69,

0x2b, 0x83, 0x88, 0x11, 0x48, 0x07, 0x23, 0xba,

0x9b, 0xcf, 0x44, 0x86, 0x24, 0x8d, 0x9f, 0x5d,

0xc3, 0xe9, 0x22, 0x43, 0x12, 0xc8, 0xc1, 0xa0,

0xef, 0xfa, 0x11, 0xaf, 0x09, 0x64, 0xee, 0x50,

0xf9, 0x7d, 0x86, 0xd9, 0x8a, 0x32, 0x77, 0x28,

0xe4, 0xfa, 0x20, 0x54, 0xa8, 0x0b, 0x32, 0x9c,

0x72, 0x7d, 0x10, 0x2a, 0x54, 0x8b, 0x19, 0x4e,

0x39, 0xb0, 0x08, 0x15, 0x2a, 0xcb, 0x82, 0x27,

0x92, 0x58, 0x04, 0x84, 0x15, 0xeb, 0x41, 0x9d,

0x49, 0x2c, 0x02, 0x42, 0x84, 0xfb, 0xae, 0xc0,

0xaa, 0x16, 0x01, 0x21, 0x42, 0xf3, 0x57, 0x60,

0x55, 0x0b, 0x8e, 0x9e, 0x21, 0xf7, 0xa5, 0x30,

0xa4, 0x8b, 0x47, 0x4f, 0x9e, 0xf5, 0xdc, 0x18,

0x70, 0xa6, 0xa5, 0x6e, 0x24, 0x40, 0x59, 0x8e,

0x38, 0x53, 0xdc, 0x37, 0x12, 0x20, 0xa2, 0x47,

0x1c, 0xa7, 0x6e, 0x95, 0x09, 0x10, 0x51, 0xad,

0x0e, 0xdd, 0x37, 0xc4, 0x8a, 0x08, 0xa6, 0xd8,

0x07, 0xe0, 0x95, 0x62, 0x45, 0x04, 0x53, 0x6c,

0x8d, 0x70, 0xc4, 0x31, 0xac, 0x02, 0xa7, 0x36,

0xc8, 0x38, 0x62, 0x96, 0x56, 0x01, 0xdd, 0x1b,

0x64, 0x1c, 0x31, 0x4b, 0x2b, 0x8e, 0xe0, 0x83

]

C = [

0xb1, 0x08, 0x5b, 0xda, 0x1e, 0xca, 0xda, 0xe9, 0xeb, 0xcb, 0x2f, 0x81, 0xc0, 0x65, 0x7c, 0x1f,

0x2f, 0x6a, 0x76, 0x43, 0x2e, 0x45, 0xd0, 0x16, 0x71, 0x4e, 0xb8, 0x8d, 0x75, 0x85, 0xc4, 0xfc,

0x4b, 0x7c, 0xe0, 0x91, 0x92, 0x67, 0x69, 0x01, 0xa2, 0x42, 0x2a, 0x08, 0xa4, 0x60, 0xd3, 0x15,

0x05, 0x76, 0x74, 0x36, 0xcc, 0x74, 0x4d, 0x23, 0xdd, 0x80, 0x65, 0x59, 0xf2, 0xa6, 0x45, 0x07,

0x6f, 0xa3, 0xb5, 0x8a, 0xa9, 0x9d, 0x2f, 0x1a, 0x4f, 0xe3, 0x9d, 0x46, 0x0f, 0x70, 0xb5, 0xd7,

0xf3, 0xfe, 0xea, 0x72, 0x0a, 0x23, 0x2b, 0x98, 0x61, 0xd5, 0x5e, 0x0f, 0x16, 0xb5, 0x01, 0x31,

0x9a, 0xb5, 0x17, 0x6b, 0x12, 0xd6, 0x99, 0x58, 0x5c, 0xb5, 0x61, 0xc2, 0xdb, 0x0a, 0xa7, 0xca,

0x55, 0xdd, 0xa2, 0x1b, 0xd7, 0xcb, 0xcd, 0x56, 0xe6, 0x79, 0x04, 0x70, 0x21, 0xb1, 0x9b, 0xb7,

0xf5, 0x74, 0xdc, 0xac, 0x2b, 0xce, 0x2f, 0xc7, 0x0a, 0x39, 0xfc, 0x28, 0x6a, 0x3d, 0x84, 0x35,

0x06, 0xf1, 0x5e, 0x5f, 0x52, 0x9c, 0x1f, 0x8b, 0xf2, 0xea, 0x75, 0x14, 0xb1, 0x29, 0x7b, 0x7b,

0xd3, 0xe2, 0x0f, 0xe4, 0x90, 0x35, 0x9e, 0xb1, 0xc1, 0xc9, 0x3a, 0x37, 0x60, 0x62, 0xdb, 0x09,

0xc2, 0xb6, 0xf4, 0x43, 0x86, 0x7a, 0xdb, 0x31, 0x99, 0x1e, 0x96, 0xf5, 0x0a, 0xba, 0x0a, 0xb2,

0xef, 0x1f, 0xdf, 0xb3, 0xe8, 0x15, 0x66, 0xd2, 0xf9, 0x48, 0xe1, 0xa0, 0x5d, 0x71, 0xe4, 0xdd,

0x48, 0x8e, 0x85, 0x7e, 0x33, 0x5c, 0x3c, 0x7d, 0x9d, 0x72, 0x1c, 0xad, 0x68, 0x5e, 0x35, 0x3f,

0xa9, 0xd7, 0x2c, 0x82, 0xed, 0x03, 0xd6, 0x75, 0xd8, 0xb7, 0x13, 0x33, 0x93, 0x52, 0x03, 0xbe,

0x34, 0x53, 0xea, 0xa1, 0x93, 0xe8, 0x37, 0xf1, 0x22, 0x0c, 0xbe, 0xbc, 0x84, 0xe3, 0xd1, 0x2e,

0x4b, 0xea, 0x6b, 0xac, 0xad, 0x47, 0x47, 0x99, 0x9a, 0x3f, 0x41, 0x0c, 0x6c, 0xa9, 0x23, 0x63,

0x7f, 0x15, 0x1c, 0x1f, 0x16, 0x86, 0x10, 0x4a, 0x35, 0x9e, 0x35, 0xd7, 0x80, 0x0f, 0xff, 0xbd,

0xbf, 0xcd, 0x17, 0x47, 0x25, 0x3a, 0xf5, 0xa3, 0xdf, 0xff, 0x00, 0xb7, 0x23, 0x27, 0x1a, 0x16,

0x7a, 0x56, 0xa2, 0x7e, 0xa9, 0xea, 0x63, 0xf5, 0x60, 0x17, 0x58, 0xfd, 0x7c, 0x6c, 0xfe, 0x57,

0xae, 0x4f, 0xae, 0xae, 0x1d, 0x3a, 0xd3, 0xd9, 0x6f, 0xa4, 0xc3, 0x3b, 0x7a, 0x30, 0x39, 0xc0,

0x2d, 0x66, 0xc4, 0xf9, 0x51, 0x42, 0xa4, 0x6c, 0x18, 0x7f, 0x9a, 0xb4, 0x9a, 0xf0, 0x8e, 0xc6,

0xcf, 0xfa, 0xa6, 0xb7, 0x1c, 0x9a, 0xb7, 0xb4, 0x0a, 0xf2, 0x1f, 0x66, 0xc2, 0xbe, 0xc6, 0xb6,

0xbf, 0x71, 0xc5, 0x72, 0x36, 0x90, 0x4f, 0x35, 0xfa, 0x68, 0x40, 0x7a, 0x46, 0x64, 0x7d, 0x6e,

0xf4, 0xc7, 0x0e, 0x16, 0xee, 0xaa, 0xc5, 0xec, 0x51, 0xac, 0x86, 0xfe, 0xbf, 0x24, 0x09, 0x54,

0x39, 0x9e, 0xc6, 0xc7, 0xe6, 0xbf, 0x87, 0xc9, 0xd3, 0x47, 0x3e, 0x33, 0x19, 0x7a, 0x93, 0xc9,

0x09, 0x92, 0xab, 0xc5, 0x2d, 0x82, 0x2c, 0x37, 0x06, 0x47, 0x69, 0x83, 0x28, 0x4a, 0x05, 0x04,

0x35, 0x17, 0x45, 0x4c, 0xa2, 0x3c, 0x4a, 0xf3, 0x88, 0x86, 0x56, 0x4d, 0x3a, 0x14, 0xd4, 0x93,

0x9b, 0x1f, 0x5b, 0x42, 0x4d, 0x93, 0xc9, 0xa7, 0x03, 0xe7, 0xaa, 0x02, 0x0c, 0x6e, 0x41, 0x41,

0x4e, 0xb7, 0xf8, 0x71, 0x9c, 0x36, 0xde, 0x1e, 0x89, 0xb4, 0x44, 0x3b, 0x4d, 0xdb, 0xc4, 0x9a,

0xf4, 0x89, 0x2b, 0xcb, 0x92, 0x9b, 0x06, 0x90, 0x69, 0xd1, 0x8d, 0x2b, 0xd1, 0xa5, 0xc4, 0x2f,

0x36, 0xac, 0xc2, 0x35, 0x59, 0x51, 0xa8, 0xd9, 0xa4, 0x7f, 0x0d, 0xd4, 0xbf, 0x02, 0xe7, 0x1e,

0x37, 0x8f, 0x5a, 0x54, 0x16, 0x31, 0x22, 0x9b, 0x94, 0x4c, 0x9a, 0xd8, 0xec, 0x16, 0x5f, 0xde,

0x3a, 0x7d, 0x3a, 0x1b, 0x25, 0x89, 0x42, 0x24, 0x3c, 0xd9, 0x55, 0xb7, 0xe0, 0x0d, 0x09, 0x84,

0x80, 0x0a, 0x44, 0x0b, 0xdb, 0xb2, 0xce, 0xb1, 0x7b, 0x2b, 0x8a, 0x9a, 0xa6, 0x07, 0x9c, 0x54,

0x0e, 0x38, 0xdc, 0x92, 0xcb, 0x1f, 0x2a, 0x60, 0x72, 0x61, 0x44, 0x51, 0x83, 0x23, 0x5a, 0xdb,

0xab, 0xbe, 0xde, 0xa6, 0x80, 0x05, 0x6f, 0x52, 0x38, 0x2a, 0xe5, 0x48, 0xb2, 0xe4, 0xf3, 0xf3,

0x89, 0x41, 0xe7, 0x1c, 0xff, 0x8a, 0x78, 0xdb, 0x1f, 0xff, 0xe1, 0x8a, 0x1b, 0x33, 0x61, 0x03,

0x9f, 0xe7, 0x67, 0x02, 0xaf, 0x69, 0x33, 0x4b, 0x7a, 0x1e, 0x6c, 0x30, 0x3b, 0x76, 0x52, 0xf4,

0x36, 0x98, 0xfa, 0xd1, 0x15, 0x3b, 0xb6, 0xc3, 0x74, 0xb4, 0xc7, 0xfb, 0x98, 0x45, 0x9c, 0xed,

0x7b, 0xcd, 0x9e, 0xd0, 0xef, 0xc8, 0x89, 0xfb, 0x30, 0x02, 0xc6, 0xcd, 0x63, 0x5a, 0xfe, 0x94,

0xd8, 0xfa, 0x6b, 0xbb, 0xeb, 0xab, 0x07, 0x61, 0x20, 0x01, 0x80, 0x21, 0x14, 0x84, 0x66, 0x79,

0x8a, 0x1d, 0x71, 0xef, 0xea, 0x48, 0xb9, 0xca, 0xef, 0xba, 0xcd, 0x1d, 0x7d, 0x47, 0x6e, 0x98,

0xde, 0xa2, 0x59, 0x4a, 0xc0, 0x6f, 0xd8, 0x5d, 0x6b, 0xca, 0xa4, 0xcd, 0x81, 0xf3, 0x2d, 0x1b,

0x37, 0x8e, 0xe7, 0x67, 0xf1, 0x16, 0x31, 0xba, 0xd2, 0x13, 0x80, 0xb0, 0x04, 0x49, 0xb1, 0x7a,

0xcd, 0xa4, 0x3c, 0x32, 0xbc, 0xdf, 0x1d, 0x77, 0xf8, 0x20, 0x12, 0xd4, 0x30, 0x21, 0x9f, 0x9b,

0x5d, 0x80, 0xef, 0x9d, 0x18, 0x91, 0xcc, 0x86, 0xe7, 0x1d, 0xa4, 0xaa, 0x88, 0xe1, 0x28, 0x52,

0xfa, 0xf4, 0x17, 0xd5, 0xd9, 0xb2, 0x1b, 0x99, 0x48, 0xbc, 0x92, 0x4a, 0xf1, 0x1b, 0xd7, 0x20

]

@staticmethod

def modular\_addition(a, b):

result = [0] \* 64

carry = 0

for i in range(64):

carry = a[i] + b[i] + (carry >> 8)

result[i] = carry & 0xff

return result

#X-преобразованрие

@staticmethod

def xor(a, b):

return [a[i] ^ b[i] for i in range(64)]

#S-преобразование

@staticmethod

def S(a):

return [GOST3411.Pi[v] for v in reversed(a)]

# P-преобразование. Для каждой пары байт из входной последовательности происходит замена одного байта другим

@staticmethod

def P(a):

return [a[elem] for elem in reversed(GOST3411.t)]

#L-преобразование

@staticmethod

def L(a):

result = [0] \* 64

for i in range(7, -1, -1):

for n in range(8):

p = 63

for j in range(7, -1, -1):

for k in range(8):

if ((a[i \* 8 + j] >> k) & 1) != 0:

result[i \* 8 + n] ^= GOST3411.l[p \* 8 + n]

p -= 1

return result

#Для ф-ии сжатия

@staticmethod

def LPS(a):

result = GOST3411.S(a)

result = GOST3411.P(result)

result = GOST3411.L(result)

return result

# Для ф-ии сжатия

@staticmethod

def E(K, m):

result = GOST3411.xor(K, m)

for i in range(12):

result = GOST3411.LPS(result)

K = GOST3411.xor(K, GOST3411.C[i \* 64:(i + 1) \* 64])

K = GOST3411.LPS(K)

result = GOST3411.xor(K, result)

return result

#Функция сжатия

@staticmethod

def gN(N, h, m):

result = GOST3411.xor(h, N)

result = GOST3411.LPS(result)

result = GOST3411.E(result, m)

result = GOST3411.xor(result, h)

result = GOST3411.xor(result, m)

return result

@staticmethod

def hash(M):

h = [0] \* 64

N = [0] \* 64

E = [0] \* 64

v512 = [0] \* 64

v512[1] = 0x02

while len(M) >= 64: #64, а не 512, т к в байтах, а не в битах

m = M[-64:]

h = GOST3411.gN(N, h, m)

N = GOST3411.modular\_addition(N, v512)

E = GOST3411.modular\_addition(E, m)

M = M[:-64]

m = [0] \* (64 - len(M)) + list(M)

m[-1] = 0x01

h = GOST3411.gN(N, h, m)

v60 = [0] \* 60

M\_len = len(M) \* 8 # Длина M в битах

N = GOST3411.modular\_addition(N, v60 + list(M\_len.to\_bytes(4, 'little')))

E = GOST3411.modular\_addition(E, m)

h = GOST3411.gN([0] \* 64, h, N)

h = GOST3411.gN([0] \* 64, h, E)

return h

Листинг 2 – Программный код файла msha1.py

import struct

class SHA1:

@staticmethod

def hash(message\_bytes):

# Константы, инициализация

h0 = 0x67452301

h1 = 0xEFCDAB89

h2 = 0x98BADCFE

h3 = 0x10325476

h4 = 0xC3D2E1F0

# Дополнение сообщения (Padding)

bytes\_ = bytearray(message\_bytes)

bytes\_.append(0x80) # Добавление 1 в начале

# Дополнение нулями до длины, кратной 64 байтам

while len(bytes\_) % 64 != 56:

bytes\_.append(0x00)

# Добавление длины ичходного сообщения (в битах) в конец сообщения

message\_length\_bits = len(message\_bytes) \* 8

bytes\_.extend(struct.pack('>Q', message\_length\_bits)) # Преобразуем к big-endian(старший байт впереди), если система little-endian

# Разделение сообщения на блоки по 512 бит (64 байта)

for i in range(0, len(bytes\_), 64):

# Создание массива из 80 слов по 32 бита

w = [0] \* 80

# Перенос блока в первые 16 слов

for j in range(16):

w[j] = struct.unpack('>I', bytes\_[i + j \* 4:i + j \* 4 + 4])[0]

# Дополнение массива до 80 слов

for j in range(16, 80):

w[j] = SHA1.rotate\_left(w[j - 3] ^ w[j - 8] ^ w[j - 14] ^ w[j - 16], 1)

# Инициализация переменных для текущего блока

a, b, c, d, e = h0, h1, h2, h3, h4

# Основной цикл обработки

for j in range(80):

if j < 20:

f = (b & c) | (~b & d)

k = 0x5A827999

elif j < 40:

f = b ^ c ^ d

k = 0x6ED9EBA1

elif j < 60:

f = (b & c) | (b & d) | (c & d)

k = 0x8F1BBCDC

else:

f = b ^ c ^ d

k = 0xCA62C1D6

temp = (SHA1.rotate\_left(a, 5) + f + e + k + w[j]) & 0xFFFFFFFF

e, d, c, b, a = d, c, SHA1.rotate\_left(b, 30), a, temp

# Добавление результатов к текущим переменным

h0 = (h0 + a) & 0xFFFFFFFF

h1 = (h1 + b) & 0xFFFFFFFF

h2 = (h2 + c) & 0xFFFFFFFF

h3 = (h3 + d) & 0xFFFFFFFF

h4 = (h4 + e) & 0xFFFFFFFF

# Конкатенация h0, h1, h2, h3, h4 в итоговый хэш

hash\_bytes = struct.pack('>5I', h0, h1, h2, h3, h4)

return hash\_bytes

#Метод для циулического сдвига влево

@staticmethod

def rotate\_left(value, bits):

return ((value << bits) | (value >> (32 - bits))) & 0xFFFFFFFF