Homework 07

Allie Duncan and Kyle McConnaughay

**Experiment 1:**

Summary:

We set out to discover how often synchronization errors occur and how to fix them using locks. First, we ran two concurrent threads that both updated the same variable. We then implemented an incorrect locking system and a correct locking system. During all three parts of the experiment we recorded the frequency of concurrent reads. For the initial section, with no variable protection, we were surprised at how frequent concurrent reads occurred. We expected a much lower result. From this, we can infer that synchronization is an issue that must be addressed even in simple programs. Also unexpected was how ineffective the broken lock implementation was. There was a difference, but the difference was not as distinct as we expected.

Details:

In example.c, we added two for loops: one in entry( ) and one in main( ). In each loop, the env counter was incremented and then the thread slept for one second. The sleep( ) function call was added to help us see and understand how the threads interleaved., We then had the child and parent loop for one hundred times each, which enabled us to characterize how often synchronization errors occurred. From five data samplings, concurrent reading occurred an average of 12.4% of the time, with a standard deviation of ±5.4%.

When using the broken ‘lock’ implementation, the number of concurrent reads decreased, but did not achieve complete mutual exclusion. In periods when both threads were waiting to acquire the lock it, sometimes they simultaneously acquired the lock. This allowed for concurrent reading and incrementing of the counter. On average, concurrent readings with the broken lock occurred 5.86%, with a standard deviation of ±2.2%

When using the assembly code implementation, we executed:

![Macintosh HD:Users:allison:Downloads:Selection_002.png](data:image/png;base64,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)

where oldexample.c is the broken lock implementation (without make\_lock, acquire, and release – which is provided by lock.x86.s). However, the script deadlocks. We assume that this implementation would work with a queue system, without a while loop.

**Experiment 2:**

Summary:

We set out to discover how to implement mutexes and how effective they are. By editing lock.c so that is uses mutexes, we can still use example.c to run the threads. Therefore, only minor edits were required. We expect mutexes to work completely (they are designed for the task, after all). And they did! We incremented to 1000 and there were no synchronization errors. From this, we can infer that mutexes are an easy and reliable method to protect shared data.

Details:

The frequency of synchronization errors using the pthread lock implementation is 0%! We cannot compare the efficiency of lock implementation with pthread mutexes because lock.x.86.s is deadlocking. However, we posit that mutexes would be faster (as most build-in functions are faster). The extra time is spent in user code which wastes the operating system’s recourses; when the acquire lock is spinning, mutexes just have the thread wait.