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# Введение

Разделенные множества — это абстрактный тип данных, предназначенный для представления коллекции, состоящей из некоторого числа ![k](data:image/png;base64,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) попарно непересекающихся подмножеств ![U_1, U_2\dts
U_k](data:image/png;base64,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) заданного множества ![U](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAASCAMAAACDzGUcAAAJJGlDQ1BpY2MAAHjalZVnUJNZF8fv8zzphUASQodQQ5EqJYCUEFoo0quoQOidUEVsiLgCK4qINEUQUUDBVSmyVkSxsCgoYkE3yCKgrBtXERWUF/Sd0Xnf2Q/7n7n3/OY/Z+4995wPFwCCOFgSvLQnJqULvJ3smIFBwUzwg8L4aSkcT0838I96Pwyg5XhvBfj3IkREpvGX4sLSyuWnCNIBgLKXWDMrPWWZDy8xPTz+K59dZsFSgUt8Y5mjv/Ho15xvLPqa4+vNXXoVCgAcKfoHDv+B/3vvslQ4gvTYqMhspk9yVHpWmCCSmbbcCR6Xy/QUJEfFJkT+UPC/Sv4HpUdmpy9HbnLKBkFsdEw68/8ONTIwNATfZ/HW62uPIUb//85nWd+95HoA2LMAIHu+e+GVAHTuAED68XdPbamvlHwAOu7wMwSZ3zzU8oYGBEABdCADFIEq0AS6wAiYAUtgCxyAC/AAviAIrAN8EAMSgQBkgVywDRSAIrAH7AdVoBY0gCbQCk6DTnAeXAHXwW1wFwyDJ0AIJsArIALvwTwEQViIDNEgGUgJUod0ICOIDVlDDpAb5A0FQaFQNJQEZUC50HaoCCqFqqA6qAn6BToHXYFuQoPQI2gMmob+hj7BCEyC6bACrAHrw2yYA7vCvvBaOBpOhXPgfHg3XAHXwyfgDvgKfBsehoXwK3gWAQgRYSDKiC7CRriIBxKMRCECZDNSiJQj9Ugr0o30IfcQITKDfERhUDQUE6WLskQ5o/xQfFQqajOqGFWFOo7qQPWi7qHGUCLUFzQZLY/WQVugeehAdDQ6C12ALkc3otvR19DD6An0ewwGw8CwMGYYZ0wQJg6zEVOMOYhpw1zGDGLGMbNYLFYGq4O1wnpgw7Dp2AJsJfYE9hJ2CDuB/YAj4pRwRjhHXDAuCZeHK8c14y7ihnCTuHm8OF4db4H3wEfgN+BL8A34bvwd/AR+niBBYBGsCL6EOMI2QgWhlXCNMEp4SyQSVYjmRC9iLHErsYJ4iniDOEb8SKKStElcUggpg7SbdIx0mfSI9JZMJmuQbcnB5HTybnIT+Sr5GfmDGE1MT4wnFiG2RaxarENsSOw1BU9Rp3Ao6yg5lHLKGcodyow4XlxDnCseJr5ZvFr8nPiI+KwETcJQwkMiUaJYolnipsQUFUvVoDpQI6j51CPUq9RxGkJTpXFpfNp2WgPtGm2CjqGz6Dx6HL2IfpI+QBdJUiWNJf0lsyWrJS9IChkIQ4PBYyQwShinGQ8Yn6QUpDhSkVK7pFqlhqTmpOWkbaUjpQul26SHpT/JMGUcZOJl9sp0yjyVRclqy3rJZskekr0mOyNHl7OU48sVyp2WeywPy2vLe8tvlD8i3y8/q6Co4KSQolCpcFVhRpGhaKsYp1imeFFxWommZK0Uq1SmdEnpJVOSyWEmMCuYvUyRsryys3KGcp3ygPK8CkvFTyVPpU3lqSpBla0apVqm2qMqUlNSc1fLVWtRe6yOV2erx6gfUO9Tn9NgaQRo7NTo1JhiSbN4rBxWC2tUk6xpo5mqWa95XwujxdaK1zqodVcb1jbRjtGu1r6jA+uY6sTqHNQZXIFeYb4iaUX9ihFdki5HN1O3RXdMj6Hnppen16n3Wl9NP1h/r36f/hcDE4MEgwaDJ4ZUQxfDPMNuw7+NtI34RtVG91eSVzqu3LKya+UbYx3jSONDxg9NaCbuJjtNekw+m5qZCkxbTafN1MxCzWrMRth0tie7mH3DHG1uZ77F/Lz5RwtTi3SL0xZ/Wepaxls2W06tYq2KXNWwatxKxSrMqs5KaM20DrU+bC20UbYJs6m3eW6rahth22g7ydHixHFOcF7bGdgJ7Nrt5rgW3E3cy/aIvZN9of2AA9XBz6HK4ZmjimO0Y4ujyMnEaaPTZWe0s6vzXucRngKPz2viiVzMXDa59LqSXH1cq1yfu2m7Cdy63WF3F/d97qOr1Vcnre70AB48j30eTz1Znqmev3phvDy9qr1eeBt653r3+dB81vs0+7z3tfMt8X3ip+mX4dfjT/EP8W/ynwuwDygNEAbqB24KvB0kGxQb1BWMDfYPbgyeXeOwZv+aiRCTkIKQB2tZa7PX3lwnuy5h3YX1lPVh68+EokMDQptDF8I8wurDZsN54TXhIj6Xf4D/KsI2oixiOtIqsjRyMsoqqjRqKtoqel/0dIxNTHnMTCw3tir2TZxzXG3cXLxH/LH4xYSAhLZEXGJo4rkkalJ8Um+yYnJ28mCKTkpBijDVInV/qkjgKmhMg9LWpnWl05c+xf4MzYwdGWOZ1pnVmR+y/LPOZEtkJ2X3b9DesGvDZI5jztGNqI38jT25yrnbcsc2cTbVbYY2h2/u2aK6JX/LxFanrce3EbbFb/stzyCvNO/d9oDt3fkK+Vvzx3c47WgpECsQFIzstNxZ+xPqp9ifBnat3FW560thROGtIoOi8qKFYn7xrZ8Nf674eXF31O6BEtOSQ3swe5L2PNhrs/d4qURpTun4Pvd9HWXMssKyd/vX779Zblxee4BwIOOAsMKtoqtSrXJP5UJVTNVwtV11W418za6auYMRB4cO2R5qrVWoLar9dDj28MM6p7qOeo368iOYI5lHXjT4N/QdZR9tapRtLGr8fCzpmPC49/HeJrOmpmb55pIWuCWjZfpEyIm7J+1PdrXqtta1MdqKToFTGade/hL6y4PTrqd7zrDPtJ5VP1vTTmsv7IA6NnSIOmM6hV1BXYPnXM71dFt2t/+q9+ux88rnqy9IXii5SLiYf3HxUs6l2cspl2euRF8Z71nf8+Rq4NX7vV69A9dcr9247nj9ah+n79INqxvnb1rcPHeLfavztuntjn6T/vbfTH5rHzAd6Lhjdqfrrvnd7sFVgxeHbIau3LO/d/0+7/7t4dXDgw/8HjwcCRkRPox4OPUo4dGbx5mP559sHUWPFj4Vf1r+TP5Z/e9av7cJTYUXxuzH+p/7PH8yzh9/9UfaHwsT+S/IL8onlSabpoymzk87Tt99ueblxKuUV/MzBX9K/FnzWvP12b9s/+oXBYom3gjeLP5d/Fbm7bF3xu96Zj1nn71PfD8/V/hB5sPxj+yPfZ8CPk3OZy1gFyo+a33u/uL6ZXQxcXHxPy6ikLxyKdSVAAABj1BMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAx5sXQAAAAhHRSTlMAACZJR0ZJSSUBMkpHSkYSOGbF85xjMgFEnOekYRQFsvIyJpYOIuPVFkNnTP2dAWY6gWUHexgKv/I1HXgEJufPEz9fUv6VYzyJXwV/HwvC7zAaeQUZ28YMP2Mi6Z0AAXIyHOCQN3EEBrC8CiGBHz7XYwgADUqEMQFEoZB5iG8dCiMmGQKsd+OOAAAACXBIWXMAAAGQAAABkABW8NvoAAAA5klEQVQY02NgYGRkYmZhZWPnYGTk5OLm4eXjZ2RgAIoKCAoJi4iKMTKKS0hKScvIgkSB4nLyCopgJqOSsgpEDMhWVVPXgIhqajHCRbV1dPUghukbwAUZDVuMIEqNTUzhombmFpYQUStrG7iorZ29A0TU0QlhrLOLKyPEWDd3hLEeLZ4QpV7ePnBRXz//AIhoYFAwXDQkNCwcIhoRiTA2KjomFmxsXHwCTJCBMTEpGaSEkTElNQ0hmp6RmcUIFMzOyYULArl5+QWFRcUlpWWMCFEGxvKKyqrqmto6ZEGQ6vqGxqZmJDEApUAjIb0zmUcAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTUtMTAtMTFUMTE6MTI6MTcrMDM6MDDjA29rAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDE1LTEwLTExVDExOjEyOjE3KzAzOjAwkl7X1wAAACF0RVh0cHM6SGlSZXNCb3VuZGluZ0JveAAxOXgxNis4MjgrNjQ0I7YnpQAAACd0RVh0cHM6TGV2ZWwAQWRvYmVGb250LTEuMDogQ01NSTEyIDAwMy4wMDIKMReWuwAAADt0RVh0cHM6U3BvdENvbG9yLTAAL3RtcC80YzYxNDM2MGRhOTNjMGEwNDFiMjJlNTM3ZGUxNTFlYi5kdmkgLW+sazPXAAAAN3RFWHRwczpTcG90Q29sb3ItMQAvdG1wLzRjNjE0MzYwZGE5M2MwYTA0MWIyMmU1MzdkZTE1MWViLnBzQtJtDAAAAABJRU5ErkJggg==).

В физике и химии явлением перколяции (от [лат.](https://ru.wikipedia.org/wiki/%D0%9B%D0%B0%D1%82%D0%B8%D0%BD%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) percōlāre, просачиваться, протекать) называется явление протекания или не протекания жидкостей через пористые материалы, электричества через смесь проводящих и непроводящих частиц и другие подобные процессы. Теория перколяции находит применение в описании разнообразных систем и явлений, в том числе таких, как распространение эпидемий и надежность компьютерных сетей.

# Постановка задачи

Имеется прямоугольная решетка, состоящая из N×M открытых и закрытых ячеек. Будем называть кластером соседние открытые ячейки и стягивающим кластером (перколяционным кластером) такой кластер, который начинается на одной границе и заканчивается на противоположной границе решетки. Необходимо установить долю открытых ячеек, при которой возникает стягивающий кластер, то есть имеется путь от верхней до нижней границы решётки.

Таким образом, необходимо решить следующую задачу: реализовать структуру данных разделённые множества с использованием древесной структуры с рангами. С помощью разделённых множеств реализовать алгоритм поиска числа открытых ячеек, при котором в решётке имеется стягивающий кластер. Провести эксперименты, определяющий долю открытых ячеек. Для структуры данных разделённые множества написать тесты с помощью Google C++ Testing Framework. Разработать консольное приложение для демонстрации результатов эксперимента.

# Руководство пользователя

Для того чтобы решить задачу Percolation пользователю необходимо выполнить следующие действия:

Шаг 1. Задать размеры матрицы M x N.

Шаг 2. Задать количество проводимых экспериментов K.

Шаг 3. Запустить программу.

В окне консоли будет выведен ответ в виде protsent = x.

# Руководство программиста

## *Структура программы*

Проекты:

* **gtest** – библиотека Google Test
* **MyList** – проект реализации программы
* **MyList-test** – проект с тестами для программы

Файлы:

* List.h – объявление класса Sset разделенные множества
* List.cpp – реализация Sset
* Perc.h – объявление функций
* Perc.cpp – реализация функций
* Main.cpp – функция проведения экспериментов
* Test\_MyList.cpp – тесты для класса Sset
* Test\_main.cpp – запуск всех тестов для Sset

## *Структуры данных*

Разделенные множества– это абстрактный тип данных, предназначенный для представления коллекции, состоящей из некоторого числа *k*попарно непересекающихся подмножеств *U*1, *U*2, ..., *Uk*заданного множества *U*.

Этот тип данных применяется в таких задачах, как отыскание минимального остовного дерева для заданного взвешенного неориентированного графа, построение компонент связности графа, минимизация конечного автомата, и многих других, требующих динамического поддержания некоторого отношения эквивалентности. Примеры таких задач будут рассмотрены ниже.

Как правило, в таких задачах вычисления начинаются с пустой коллекции подмножеств (*k*= 0)*.*Затем по мере вычислений формируются новые подмножества, включаемые в коллекцию. Формирование новых подмножеств происходит либо путем создания одноэлементного подмножества, либо путем объединения уже существующих в коллекции подмножеств. Для осуществления таких действий используются имена включенных в коллекцию подмножеств. В качестве имени подмножества будем использовать один из его элементов (главный элемент), выбираемый по определенному правилу. Поскольку в коллекции всегда будут находиться попарно непересекающиеся подмножества множества *U*, такое имя будет однозначно определять требуемое подмножество.

Операции над разделенными множествами:

1. *Создать* (*x*). Эта операция предназначена для введения в коллекцию нового подмножества, состоящего из одного элемента *x*, при этом предполагается, что*x*не входит ни в одно из подмножеств коллекции, созданной к моменту выполнения этой операции. Элемент *x*указывается в качестве параметра. Именем созданного подмножества будет считаться сам элемент *x*.
2. *Объединить*(*x*, *y*). С помощью этой операции можно объединить два подмножества коллекции, имеющие, соответственно, имена *x*и *y*, в одно новое подмножество, при этом оба объединяемые подмножества удаляются из коллекции, а вновь построенное подмножество получает некоторое имя. Во всех рассматриваемых нами случаях именем нового полученного в результате этой операции подмножества будет одно из имен *x* или *y*. Имена объединяемых подмножеств указываются в качестве параметров.
3. *Найти*(*x*, *y*). Эта операция позволяет определить имя *y*того подмножества коллекции, которому принадлежит элемент *x*. Если элемент *x*до выполнения операции не входил ни в одно из подмножеств коллекции, то в качестве *y*берется0*.*

Последовательность σ, составленную из операций типа СОЗДАТЬ, ОБЪЕДИНИТЬ, НАЙТИ, назовем *корректной*, если перед выполнением каждой операции из последовательностиσ выполнены условия ее применения. Например, перед выполнением очередной операции вида ОБЪЕДИНИТЬ (*x*,*y*) подмножества с именами *x*и *y*должны быть уже созданы. Перед выполнением операции СОЗДАТЬ (*x*) элемент *x*не должен принадлежать ни одному из подмножеств коллекции. Операция НАЙТИ (*x*, *y*) применима при любом значении аргумента *x U*. Следует только помнить, что если *x*не принадлежит ни одному из подмножеств коллекции, то получим *y*= 0*.*

Способы представления:

•с помощью массива;

•с помощью древовидной структуры;

•с помощью древовидной структуры с использованием рангов вершин;

•с помощью древовидной структуры с использованием рангов вер-

шин и сжатия путей.

Последний из перечисленных способов является наиболее эффективным по времени выполнения произвольных корректных последовательностей операций типа СОЗДАТЬ, ОБЪЕДИНИТЬ, НАЙТИ. Строго говоря, во всех перечисленных случаях будут использоваться массивы, но интерпретации их содержимого будут различными. Каждый раз при описании очередной реализации мы будем обсуждать оценки трудоемкости рассматриваемых операций.

## *Описание алгоритмов*

На входе программа имеет матрицу ячеек размера М х N. Часть этих ячеек преобразуются в открытые, часть остаются закрытыми. Программа запускает циклическую последовательность действий: проверка соседних ячеек на предмет открытости -> если ячейка свободна, то присоединение её к множеству найденной ячейки. Когда найден путь из верхней ячейки до нижней, процесс прекращается. Далее производится подсчет процента открытых ячеек.

## *Описание классов*

Класс Sset – класс разделенных множеств.

1. **\*Val** – массив данных

2. **\*h** – служебный массив(связанности элементов)

3. **Size** – размер

4**. Sset()** – конструктор

5. **Sset(size)** – конструктор с параметром

6. **Merge(I, j)** – функция слияния

7. **Singleton(i)** – создание синглтона

8. **Search(i)** – функция поиска

9. **Clear()** – функция удаления

10. **~Sset()** - деструктор

## *Google Test*

Test(Sset, can\_create) – тест на создание множества

Test(Sset, can\_singleton) – проверка метода singleton

Test(Sset, singleton\_throws\_when\_bad\_idx) – проверка корректности ввода в методе singleton

Test(Sset, searches) – проверка метода search

# Заключение

В качестве итоговой проверки было проведено 3 эксперимента, демонстрирующие и проверяющие работу программы. Входные данные и результаты приведены ниже:

|  |  |  |
| --- | --- | --- |
| Размер матрицы | Количество экспериментов | Результат |
| 200×200 | 100 | 0.587943 |
| 400×400 | 500 | 0.592375 |
| 400×400 | 1000 | 0.592497 |

Тесты класса Sset пройдены успешно.

# Приложение

List.cpp

#include "List.h"

#include "stdio.h"

#include <exception>

Sset::Sset(int \_size) {

size = \_size;

val = new int[size];

h = new int[size];

for (int i = 0; i < size; i++) {

val[i] = -1;

h[i] = -1;

}

}

void Sset::singleton(int i) {

if (i < 0 || i > size || val[i] != -1)

throw "BAD INDEX";

val[i] = i;

h[i] = 0;

}

void Sset::merge(int i, int j) {

if (i < 0 || i > size || j < 0 || j > size || val[i] == -1 || val[j] == -1)

throw "BAD INDEX";

if (i != j) {

int a = i;

int b = j;

while (val[a] != a)

a = val[a];

while (val[b] != b)

b = val[b];

if (a != b) {

if (h[a] < h[b]) {

val[a] = b;

} else {

val[b] = a;

if (h[a] == h[b])

++h[a];

}

}

}

}

int Sset::search(int i) {

if (i < 0 || i > size || val[i] == -1)

throw "BAD INDEX";

while (val[i] != i)

i = val[i];

return val[i];

}

void Sset::clear() {

for (int i = 0; i < size; i++) {

val[i] = -1;

h[i] = -1;

}

}

Sset::~Sset() {

delete[] val;

delete[] h;

}

Perc.cpp

#include "perc.h"

void countino(Sset \*set, int \*co, int n, int m) {

bool f = false;

int x;

int y;

srand(time(0));

int coord;

while (f == false && (\*co) < n\*m) {

do {

x = rand() % n;

y = rand() % m;

} while (set -> val[x + (y + 1)\*n] != -1);

(\*co)++;

coord = x + (y + 1)\*n;

set -> singleton(coord);

if (x != 0)

if (set -> val[coord - 1] != -1)

set -> merge(coord, coord - 1);

if (set -> val[coord - n] != -1)

set -> merge(coord, coord - n);

if (x != n - 1)

if (set -> val[coord + 1] != -1)

set -> merge(coord, coord + 1);

if (set -> val[coord + n] != -1)

set -> merge(coord, coord + n);

f = (set -> search(0) == set -> search(set -> size - 1));

}

}

void preparation(Sset \*set, int n, int m) {

set -> clear();

for (int i = 0; i < n; i++) {

set -> singleton(i);

set -> singleton(set -> size - i - 1);

}

for (int i = 1; i < n; i++) {

set -> merge(0, i);

set -> merge((\*set).size - 1, set -> size - i - 1);

}

}

Test\_MyList.cpp

#include "List.h"

#include <gtest.h>

TEST(SSet, can\_create) {

EXPECT\_NO\_THROW(Sset a(23));

}

TEST(SSet, can\_singleton) {

Sset a(23);

a.singleton(22);

EXPECT\_EQ(a.val[22], 22);

}

TEST(SSet, singleton\_throws\_bad\_idx) {

Sset a(23);

EXPECT\_ANY\_THROW(a.singleton(-3));

}

TEST(SSet, searches) {

Sset a(23);

a.singleton(4);

a.singleton(0);

a.singleton(11);

a.singleton(22);

a.singleton(13);

a.merge(0, 22);

a.merge(11, 13);

EXPECT\_EQ(a.search(22), 0);

}

Main.cpp

#include "perc.h"

void main() {

int k = 500;

int n = 400;

int m = 400;

int size = n \* m + 2 \* n;

Sset set(size);

int count;

double res = 0;

for (int i = 0; i < k; i++) {

preparation(&set, n, m);

count = 0;

countino(&set, &count, n, m);

res += count \* 1.0 / n / m;

}

printf("protsent = %f", (res / k));

}

# Литература

1. Б. Страуструп. Язык программирования C++ – The C++ Programming Language / Пер. с англ. – 3-е изд. – СПб.; М.: Невский диалект – Бином, 1999
2. 1999 Тарасевич Ю.Ю. Перколяция: теория, приложения, алгоритмы. - М.: УРСС, 2002.