选择题：

1：在一个图中，所有的顶点的度数之和等于所有边数的（C）

A: 1/2 B :1 C:2 D:4

2：在一个有向图中，所有顶点的入度之和等于所有顶点的出度之和的（B）倍。

A:：1/2 B ： 1 C： 2 D： 4

3：具有4个顶点的无向完全图有（A）条边。

A： 6 B： 12 C: 16 D： 20

4：具有6个顶点的无向图至少应有（A）条边才能确保是一个连通图。

A： 5 B： 6 C： 7 D： 8

5：在一个具有n个顶点的无向图中，要连通全部顶点至少需要（C）条边。

A： n B：n+1 C： n-1 D： n/2

6：设有无向图G=（V，E）和G’=（V’,E’）,如G’为G的生成树，则下面不正确的说法是（ C ）

A．G’为G的子图 B．G’为G的连通分量

C．G’为G的极小连通子图且V’=V D．G’是G的无环子图

7：任何一个带权的无向连通图的最小生成树（ B ）

A．只有一棵 B．有一棵或多棵 C．一定有多棵 D．可能不存在

8：以下说法正确的是（ B ）

A．连通分量是无向图中的极小连通子图。

B．强连通分量是有向图中的极大强连通子图。

C．在一个有向图的拓扑序列中，若顶点a在顶点b之前，则图中必有一条弧<a,b>。

D．对有向图G,如果从任意顶点出发进行一次深度优先或广度优先搜索能访问到每个顶点，则该图一定是完全图。

9：图中有关路径的定义是（ D ）。

A．由顶点和相邻顶点序偶构成的边所形成的序列 B．由不同顶点所形成的序列

C．由不同边所形成的序列 D．上述定义都不是

10：设无向图的顶点个数为n，则该图最多有（ B ）条边。

A．n-1 B．n(n-1)/2 C． n(n+1)/2 D．0 E．n2

11：要连通具有n个顶点的有向图，至少需要（ A ）条边。

A．n-l B．n C．n+l D．2n

12：在一个无向图中，所有顶点的度数之和等于所有边数（ B ）倍，在一个有向图中，所有顶点的入度之和等于所有顶点出度之和的（ C ）倍。

A．1/2 B．2 C．1 D．4

13：下列哪一种图的邻接矩阵是对称矩阵？（ B ）

A．有向图 B．无向图 C．AOV网 D．AOE网

14:下列说法不正确的是（ A ）。

A．图的遍历是从给定的源点出发每一个顶点仅被访问一次

B．遍历的基本算法有两种：深度遍历和广度遍历

C．图的深度遍历不适用于有向图

D．图的深度遍历是一个递归过程

15：下面哪一方法可以判断出一个有向图是否有环（回路）： （ B ）

A．深度优先遍历 B. 拓扑排序 C. 求最短路径 D. 求关键路径

16：在图采用邻接表存储时，求最小生成树的 Prim 算法的时间复杂度为( C )。

A. O(n) B. O(n+e) C. O(n2) D. O(n3)

17：已知有向图G=(V,E)，其中V={V1,V2,V3,V4,V5,V6,V7}，

E={<V1,V2>,<V1,V3>,<V1,V4>,<V2,V5>,<V3,V5>,<V3,V6>,<V4,V6>,<V5,V7>,<V6,V7>},G的拓扑序列是（ A ）。

A．V1,V3,V4,V6,V2,V5,V7 B．V1,V3,V2,V6,V4,V5,V7

C．V1,V3,V4,V5,V2,V6,V7 D．V1,V2,V5,V3,V4,V6,V7

18：在有向图G的拓扑序列中，若顶点Vi在顶点Vj之前，则下列情形不可能出现的是（ D ）。

A．G中有弧<Vi，Vj> B．G中有一条从Vi到Vj的路径

C．G中没有弧<Vi,Vj> D．G中有一条从Vj到Vi的路径

19：关键路径是事件结点网络中（ B ）。

A．从源点到汇点的最长路径 B．从源点到汇点的最短路径

C．最长回路 D．最短回路

20：下列关于AOE网的叙述中，不正确的是（ B ）。

A．关键活动不按期完成就会影响整个工程的完成时间

B．任何一个关键活动提前完成，那么整个工程将会提前完成

C．所有的关键活动提前完成，那么整个工程将会提前完成

D．某些关键活动提前完成，那么整个工程将会提前完成

填空题：

1．具有10个顶点的无向图，边的总数最多为\_\_\_45\_\_\_。

2. 设无向图 G 有n 个顶点和e 条边，每个顶点Vi 的度为di（1<=i<=n），则e=\_\_![](data:image/png;base64,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)\_\_\_

3. 在有n个顶点的有向图中，若要使任意两点间可以互相到达，则至少需要\_\_\_n(n-1)\_\_\_条弧。

4．下图中的强连通分量的个数为\_\_\_1\_\_\_个。

5．N个顶点的连通图用邻接矩阵表示时,该矩阵至少有\_\_\_N\_\_\_\_个非零元素。

6. 在有向图的邻接矩阵表示中，计算第I个顶点入度的方法是\_\_ 第I列元素之和 \_\_\_\_。

7. 对于一个具有n个顶点e条边的无向图的邻接表的表示，则表头向量大小为\_\_\_n\_\_\_，邻接表的边结点个数为\_\_\_n\*(n-1)/2\_\_\_。

8. 已知一无向图G=（V，E），其中V={a,b,c,d,e } E={(a,b),(a,d),(a,c),(d,c),(b,e)}现用某一种图遍历方法从顶点a开始遍历图，得到的序列为abecd，则采用的是\_\_深度遍历\_\_\_\_遍历方法。

9．构造连通网最小生成树的两个典型算法是\_\_ Prim算法、Kruskal算法 \_\_\_\_。

10. 有向图G可拓扑排序的判别条件是\_\_ G是无环图 \_\_\_\_。

11. Dijkstra最短路径算法从源点到其余各顶点的最短路径的路径长度按\_\_ 拓扑 \_\_\_\_次序依次产生，该算法弧上的权出现\_\_\_ 负值圈 \_\_\_情况时，不能正确产生最短路径。

12.有向图G=(V,E),其中 V(G)={0,1,2,3,4,5}，用<a,b,d>三元组表示弧<a,b>及弧上的权d.E(G)为{<0,5,100>,<0,2,10><1,2,5><0,4,30><4,5,60><3,5,10><2,3,50><4,3,20>}，则从源点0到顶点3的最短路径长度是\_\_\_50\_\_\_，经过的中间顶点是\_\_\_ 4 \_\_\_。

13：

16．如下为拓扑排序的C程序，

（1）．列出对右图执行该程序后的输出结果。

\_\_ v1, v2, v3, v4, v5, v6 \_ \_\_\_\_

（2）．在程序空白处填上适当语句。

|  |
| --- |
|  |

|  |
| --- |
| V1 |

|  |
| --- |
|  |

|  |
| --- |
| V2 |

|  |
| --- |
|  |

|  |
| --- |
| V3 |

|  |
| --- |
|  |

|  |
| --- |
| V4 |

|  |
| --- |
|  |

|  |
| --- |
| V5 |

|  |
| --- |
|  |

|  |
| --- |
| V6 |

void topsort(hdnodes graph[], int n)

{

int i, j, k, top;

node\_pointer ptr;

top = -1;

for (i = 0; i < n; i++)

if (!graph[i].count)

{

graph[i].count = top;

top = i;

}

for (i = 0; i < n; i++)

if ((1)\_\_\_top==-1\_\_\_\_\_\_)//0个入度的结点不存在

{

fprintf(stderr, "\ngraph has a cycle \n");

exit(1);

}

else

{

j = top;

(2)\_\_\_top=graph[top].count\_\_\_\_\_\_;//弹出栈中的top

printf("v%d, ", j);

for (ptr = graph[j].link; ptr; ptr = ptr->link)

{

k = ptr->vertex;

graph[k].count--;

if ((3)\_\_!graph[k].count\_\_\_)//如果k结点的入度为0

{

graph[k].count = top;

top = k;

}

}

}

}