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## Etape 0 – Diagramme de Classe

![](data:image/png;base64,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)

La modélisation du jeu n’a pas été très compliquée, j’ai pu vérifier la validité du modèle en testant les possibilités et également durant la suite du projet. Les différents objets / structure de droite sont utilisés pour l’interface SDL.

## Etape 1 – Partie & Joueur

Dans cette étape, j’ai commencé à écrire les premières classes Joueur et Partie, pas de difficulté particulière, le plus dur dans cette étape fut la destruction d’une partie qui devait mettre à jour les parties de chaque joueur sans créer de boucle infini en resupprimant la même partie. De plus, il fallait en même temps s’habituer à la POO.

## Etape 2 – L’Héritage

L’étape 2 était relativement longue. Tout d’abord, l’héritage de deux pièces Tour et Fou, pas de difficulté. Ensuite pour l’initialisation de l’échiquier : pareil, rien de compliqué, j’ai d’abord utilisé un typedef Plateau mais je l’ai enlevé par la suite car il n’est utilisé qu’une seule fois dans tout le programme. Ensuite j’ai créé la fonction verifierDeplacement(), j’ai dû passer la fonction en virtual et donc passer la classe Piece en abstraite afin de pouvoir vérifier le déplacement en fonction de chaque type de pièce. Pour cette vérification, j’ai juste vérifié l’égalité des coordonnées x ou y en fonction des mouvements possibles. Ensuite, j’ai écrit la fonction placePiece() dans Partie, sans difficulté. Ne sachant pas comment écrire une liste d’initialisation, j’ai cherché comment faire. Puis j’ai essayé de faire la surcharge de () et y suis arrivé assez rapidement en reprenant un tutoriel sur un stackoverflow.

## Etape 3 – Affichage

Vu que j’avais déjà transformé ma classe Piece en classe abstraite, l’étape 3 s’est résumé à faire l’affichage d’une partie. J’ai voulu modifier toutes mes pièces afin de leur rajouter la fonction toString(), mais j’ai préféré utiliser la première lettre de leur nom ( lettres uniques pour chaque règle). Puis j’ai surchargé l’opérateur << pour pouvoir faire cout << mPartie ; pas de problème sur cette partie.

## Etape 4 – Interface + déplacement

J’ai divisé cette étape en 3 parties.

**Première partie :**

J’ai commencé par finir de créer mes pièces restantes, pas de difficulté, sauf pour le Pion où je ne savais pas trop quand renvoyer TRUE dans la fonction verifierDeplacement() (setMove() dans mon programme), et j’ai finalement choisi de renvoyer TRUE du moment que le déplacement est bon pièce à coté ou pas. J’en ai profité pour leur attribuer une valeur et ai rajouté une fonction pour avoir le gagnant d’une partie.

**Deuxième partie :**

Dans la deuxième partie, j’ai fait la fonction qui vérifie un déplacement. Cette fonction fût pour moi la plus dur du projet, j’ai pas mal réfléchi à comment faire, et un camarade m’a fait penser à utiliser des vecteurs. J’ai trouvé l’idée bonne donc je me suis penché sur cette solution-là. Je suis resté bloqué plusieurs heures en essayant plusieurs systèmes. Et finalement j’ai trouvé un algorithme fonctionnel : Le but de l’algorithme est de parcourir chaque case du plateau et de vérifié si cette case est comprise entre la position de départ de la pièce et sa position finale. Si la case testée est vide, on continue sinon on sort de la fonction en renvoyant FALSE. J’ai dû mettre des exceptions pour les trois pièces qui ont un déplacement « fixe » (ROI | CAVALIER | PION) qui ne m’ont pas posé de problème. Voici la partie de l’algorithme où on teste d’abord si un point appartient à la droite (pos1, pos2) (On parcourt le plateau uniquement entre les deux points de la droite).

for (int x = xMin; x <= xMax; x++) {

for (int y = yMin; y <= yMax; y++) {

if (p[x][y] != NULL && (x != x1 || y != y1) && (x != x2 || y != y2)) {

if (((x2 - x1) \* (y - y1)) - ((x - x1) \* (y2 - y1)) == 0) {

return false;

}

}

}

}

J’ai pu réduire la taille de la boucle en limitant les tests entre les des points, j’ai eu des problèmes au début car si le déplacement était horizontale ou verticale, on ne parcourait pas la boucle. Dans le premier « if » on teste si la case est NULL ou pas (si NULL on passe) et si la case testé n’est pas celle de départ ou d’arrivé. Dans le deuxième « if », on teste si le point (x, y) appartient à la droite (x1, y1) (y1, y2) grâce à un produit scalaire. Enfin après la fin de cet algorithme on bouge la pièce et met l’état de celle d’arrivée (si elle existe) à 2 (prise) (On ne la supprime pas car elle reste dans les deux tableaux d’initialisations).

**Troisième partie :**

La partie sur l’interface Homme/Machine n’a pas été compliqué, mais longue, elle n’est plus dans le code car j’ai implémenté une interface SDL, mais elle se divisait en 3 parties : Un gestionnaire de joueur, un gestionnaire de partie, et une interface pour ajouter un joueur à une partie. J’ai eu deux trois problèmes sur les fonctions pour ajouter et supprimer des parties/joueurs d’où mes listes (listeJoueur et listePartie) qui sont de type Joueur\*\*\* et Partie\*\*\*.

## Etape 5 – Surcharge Operateurs

Pour cette étape, j’ai dû modifier quelques fonctions dans ma classe Joueur afin de pouvoir avoir 5 parties. J’ai également écrit les fonctions de copie et d’assignation pour Partie et Joueur. Pas beaucoup de difficulté la dessus, juste ne pas oublier de supprimer l’ancien plateau avant de cloner le nouveau (pour sa j’ai dû rajouter une fonction virtuel clone() dans mes pièces afin de créer une pièce du bon type). Lorsque je clone une partie, les joueurs ne sont pas copiés (je n’ai pas voulu perdre de temps la dessus sachant que copier une partie pour jouer avec les mêmes joueurs n’a pas beaucoup d’intérêt.). Pour finir l’étape, j’ai utilisé la fonction friend afin de pouvoir surcharger le cout avec un Joueur.

## Etape 6 – Sauvegarde

Dans cette étape, je n’ai fait que les 2 premières questions car j’ai préféré implémenter la SDL en priorité.

Pour la première question, j’ai essayé au brouillon de structurer mes fichiers de sauvegarde. J’en ai conclu par créer un fichier Joueurs.txt qui contient la liste des joueurs, un fichier Parties.txt qui liste les parties en cours (enregistrées par leur date), et enfin un dossier parties/ qui contient un fichier par partie qui ont lieu (supprimer les anciennes parties du dossier était trop complexe par rapport à son réel utilité). Chaque fichier de partie liste chaque attribut nécessaire, les pions sont enregistré sous la forme NOMDELAPIECE\_COULEUR\_ETAT (si la case est vide : NULL\_0\_0). Les joueurs sont enregistrés par leur pseudo (unique).

Pour la lecture dans ces fichiers, c’était légèrement plus complexe, il ne fallait pas se louper sur la position du curseur dans le fichier. Les joueurs sont chargés avant les parties afin de pouvoir relier les joueurs à une partie lors de son chargement.

## Etape 7 – SDL

J’ai ensuite voulu implémenter une interface graphique au jeu, je n’ai pas voulu implémenter la troisième règle avant car après avoir réfléchi à comment faire, j’ai trouvé ça complexe et sans vraiment de résultat satisfaisant.

Pour la SDL, j’ai pas mal réfléchi à si je devais ou non faire une classe spécifique, et qu’est-ce que je devais mettre dedans si oui. J’ai comencé à faire l’interface dans le main puis j’ai vite vu que cela serait plus facile dans une classe spécifique (UserInterface). Pour l’interface j’ai aussi eu besoin de « boutons » donc j’ai créé une autre classe Bouton qui permet de savoir si des coordonnées sont sur ce bouton (je l’utilise également pour les listes). J’ai également décidé de créer une classe EditBox pour pouvoir écrire dans une interface SDL. Pour ajouter un joueur à une partie, un bouton apparait lorsqu’on joue à une partie ou il n’y a pas assez de joueur, il faut écrire dans la console le nom du joueur (manque de temps pour ajouter la liste des joueurs). L’interface de jeu se joue avec les flèches directionnelles et Entrer, le plateau de jeu se découpe en trois tableaux : Le plateau de jeu, et les deux tableaux « d’initialisation » qui permettent d’afficher l’état des pièces de chaque joueur (Normal quand non placé, Semi-transparente quand placé et Barré quand prise). L’interface globale ce découpe en deux parties, le Plateau et la barre de navigation.

## Code :

### Bouton.h

#ifndef \_BOUTON\_H

#define \_BOUTON\_H

/\*

Bouton:

Permet de creer un bouton avec un texte,

une couleur de fond et une couleur de police.

A une fonction de colision (isClicked),

Positionné aux coordonnées passées.

\*/

#include "SDL\_INIT.h"

#include <string>

#include <iostream>

using namespace std;

class Bouton

{

private:

SDL\_Surface\* ecran;

TTF\_Font\* police; // Police d'écriture pour tout l'affichage

SDL\_Surface\* btn; // Image du bouton ( créé au moment de la création de l'instance)

SDL\_Rect btnRect; // Contient les positions et la taille du bouton

public:

Bouton(SDL\_Surface\* ecran,TTF\_Font\* police, string txtBtn, int x, int y, int width, int height, Uint32 bgColor, SDL\_Color ftColor);

void afficherBtn(); // Affiche le bouton sur l'écran

bool isClicked(int x, int y); // Gestion des colisions

~Bouton();

};

#endif

### Bouton.cpp

#include "Bouton.h"

Bouton::Bouton(SDL\_Surface \* ecran, TTF\_Font \* police, string txtBtn, int x, int y, int width, int height, Uint32 bgColor, SDL\_Color ftColor)

{

this->ecran = ecran;

this->police = police;

btnRect.h = height;

btnRect.w = width;

btnRect.x = x;

btnRect.y = y;

btn = SDL\_CreateRGBSurface(SDL\_HWSURFACE, btnRect.w, btnRect.h, 32, 0, 0, 0, 0);

SDL\_FillRect(btn, NULL, bgColor); // On rempli le fond du bouton

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, txtBtn.c\_str() ,ftColor);

if (tmp->w > width - 20)

resizeImage(tmp, width - 10, width - 10, true);

if (tmp->h > height - 8)

resizeImage(tmp, height - 4, height - 4, false);

SDL\_Rect tmpRect;

tmpRect.x = (width - tmp->w) / 2;

tmpRect.y = (height - tmp->h) / 2;

SDL\_BlitSurface(tmp, NULL, btn, &tmpRect);

SDL\_FreeSurface(tmp);

}

void Bouton::afficherBtn()

{

SDL\_BlitSurface(btn, NULL, ecran, &btnRect);

SDL\_Flip(ecran);

}

bool Bouton::isClicked(int x, int y)

{

if (x > btnRect.x && x < btnRect.x + btnRect.w && y > btnRect.y && y < btnRect.y + btnRect.h)

return true;

return false;

}

Bouton::~Bouton()

{

SDL\_FreeSurface(btn);

}

### Cavalier.h

#ifndef \_CAVALIER\_H

#define \_CAVALIER\_H

/\*

Cavalier:

Hérite de Pièce,

Mouvement en L

\*/

#include "Piece.h"

class Cavalier :

public Piece

{

public:

Cavalier(int);

Cavalier(int, int);

Cavalier\* clone();

bool setMove(char[], char[]);

~Cavalier(void);

};

#endif

### Cavalier.cpp

#include "Cavalier.h"

Cavalier::Cavalier(int color) : Piece(color)

{

Name = "Cavalier";

value = 3;

}

Cavalier::Cavalier(int color, int state) : Piece(color, state)

{

Name = "Cavalier";

value = 3;

}

Cavalier\* Cavalier::clone(){

Cavalier\* tmp = new Cavalier(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Cavalier::setMove(char pos1[2], char pos2[2]) {

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if (fabs((float)x2 - x1) == 2 && fabs((float)y2 -y1) == 1) { // En forme de L v1

return true;

}

if (fabs((float)x2 - x1) == 1 && fabs((float)y2 - y1) == 2) { // En forme de L v2

return true;

}

return false;

}

Cavalier::~Cavalier(void)

{

}

### EditBox.h

#ifndef \_EDITBOX\_H

#define \_EDITBOX\_H

/\*

EditBox :

Permet d'avoir une zone d'édition en SDL, ne prend en charge que quelques caractères spéciaux

Pour une majuscule, il faut déjà presser LSHIFT ou RSHIFT puis écrire la lettre demandé

\*/

#include "SDL\_INIT.h"

#include <string>

#include <iostream>

using namespace std;

class EditBox

{

private:

SDL\_Surface\* ecran;

TTF\_Font\* police; // Police d'écriture pour tout l'affichage

SDL\_Rect boxRect; // Position de la boite d'édition

SDL\_Color fgColor; // Couleur de l'écriture

Uint32 bgColor; // Couleur de fond

string txt; // Contient le texte tapé

bool isSelect; // Permet de régler la couleur de l'encadré ( Vert si on peut écrire, Rouge sinon)

public:

EditBox(SDL\_Surface\* ecran, TTF\_Font\* police, int x, int y, int width, int height, Uint32 bgColor, SDL\_Color fgColor);

int start(); // Gère l'écriture, renvoie -2 si QUIT

void drawBox(); // Dessine la boite en fonction du texte ( rognage auto)

string getText() { return txt; }

void setText(string newTxt) { txt = newTxt; }

bool isClicked(int x, int y); // Colision

~EditBox();

};

#endif

### EditBox.cpp

#include "EditBox.h"

EditBox::EditBox(SDL\_Surface \* ecran, TTF\_Font \* police, int x, int y, int width, int height, Uint32 bgColor, SDL\_Color fgColor)

{

/\* On enregsitre les données nécessaires \*/

this->ecran = ecran;

this->police = police;

this->bgColor = bgColor;

this->fgColor = fgColor;

boxRect.h = height;

boxRect.w = width;

boxRect.x = x;

boxRect.y = y;

isSelect = false; // False

}

int EditBox::start()

{

isSelect = true;

drawBox();

bool isShiftPressed = false;

SDL\_Event event;

SDL\_EnableUNICODE(true);

while (true) {

SDL\_WaitEvent(&event);

switch (event.type) {

case SDL\_QUIT:

isSelect = false;

return -2;

break;

case SDL\_KEYDOWN:

if (event.key.keysym.sym == SDLK\_ESCAPE) {

isSelect = false;

drawBox();

return -2;

}

if (event.key.keysym.sym == SDLK\_RETURN) {

isSelect = false;

drawBox();

return 0;

}

if (event.key.keysym.sym == SDLK\_BACKSPACE && txt.length() > 0)

txt.pop\_back();

if (event.key.keysym.sym == SDLK\_LSHIFT || event.key.keysym.sym == SDLK\_RSHIFT)

isShiftPressed = true;

else {

switch (event.key.keysym.sym) {

case SDLK\_MINUS:

txt += '-';

break;

case SDLK\_KP0:

txt += '0';

break;

case SDLK\_KP1:

txt += '1';

break;

case SDLK\_KP2:

txt += '2';

break;

case SDLK\_KP3:

txt += '3';

break;

case SDLK\_KP4:

txt += '4';

break;

case SDLK\_KP5:

txt += '5';

break;

case SDLK\_KP6:

txt += '6';

break;

case SDLK\_KP7:

txt += '7';

break;

case SDLK\_KP8:

txt += '8';

break;

case SDLK\_KP9:

txt += '9';

break;

}

if (isShiftPressed) {

switch (event.key.keysym.unicode) {

case SDLK\_a:

txt += 'A';

break;

case SDLK\_b:

txt += 'B';

break;

case SDLK\_c:

txt += 'C';

break;

case SDLK\_d:

txt += 'D';

break;

case SDLK\_e:

txt += 'E';

break;

case SDLK\_f:

txt += 'F';

break;

case SDLK\_g:

txt += 'G';

break;

case SDLK\_h:

txt += 'H';

break;

case SDLK\_i:

txt += 'I';

break;

case SDLK\_j:

txt += 'J';

break;

case SDLK\_k:

txt += 'K';

break;

case SDLK\_l:

txt += 'L';

break;

case SDLK\_m:

txt += 'M';

break;

case SDLK\_n:

txt += 'N';

break;

case SDLK\_o:

txt += 'O';

break;

case SDLK\_p:

txt += 'P';

break;

case SDLK\_q:

txt += 'Q';

break;

case SDLK\_r:

txt += 'R';

break;

case SDLK\_s:

txt += 'S';

break;

case SDLK\_t:

txt += 'T';

break;

case SDLK\_u:

txt += 'U';

break;

case SDLK\_v:

txt += 'V';

break;

case SDLK\_w:

txt += 'W';

break;

case SDLK\_x:

txt += 'X';

break;

case SDLK\_y:

txt += 'Y';

break;

case SDLK\_z:

txt += 'Z';

break;

case SDLK\_UNDERSCORE:

txt += '\_';

break;

}

isShiftPressed = false;

}

else {

switch (event.key.keysym.unicode) {

case SDLK\_a:

txt += 'a';

break;

case SDLK\_b:

txt += 'b';

break;

case SDLK\_c:

txt += 'c';

break;

case SDLK\_d:

txt += 'd';

break;

case SDLK\_e:

txt += 'e';

break;

case SDLK\_f:

txt += 'f';

break;

case SDLK\_g:

txt += 'g';

break;

case SDLK\_h:

txt += 'h';

break;

case SDLK\_i:

txt += 'i';

break;

case SDLK\_j:

txt += 'j';

break;

case SDLK\_k:

txt += 'k';

break;

case SDLK\_l:

txt += 'l';

break;

case SDLK\_m:

txt += 'm';

break;

case SDLK\_n:

txt += 'n';

break;

case SDLK\_o:

txt += 'o';

break;

case SDLK\_p:

txt += 'p';

break;

case SDLK\_q:

txt += 'q';

break;

case SDLK\_r:

txt += 'r';

break;

case SDLK\_s:

txt += 's';

break;

case SDLK\_t:

txt += 't';

break;

case SDLK\_u:

txt += 'u';

break;

case SDLK\_v:

txt += 'v';

break;

case SDLK\_w:

txt += 'w';

break;

case SDLK\_x:

txt += 'x';

break;

case SDLK\_y:

txt += 'y';

break;

case SDLK\_z:

txt += 'z';

break;

case SDLK\_UNDERSCORE:

txt += '\_';

break;

case SDLK\_MINUS:

txt += '-';

break;

}

}

}

drawBox();

break;

case SDL\_MOUSEBUTTONDOWN:

int x = event.button.x;

int y = event.button.y;

if (!isClicked(x,y)) {

isSelect = false;

drawBox();

return -1;

}

break;

}

}

isSelect = false;

drawBox();

return -1;

}

void EditBox::drawBox()

{

SDL\_Surface\* box;

box = SDL\_CreateRGBSurface(SDL\_HWSURFACE, boxRect.w, boxRect.h, 32, 0, 0, 0, 0);

/\* On met le contour ( selection ou pas) \*/

SDL\_Rect tmpRect\_select;

tmpRect\_select.h = boxRect.h + 4;

tmpRect\_select.w = boxRect.w + 4;

tmpRect\_select.x = boxRect.x - 2;

tmpRect\_select.y = boxRect.y - 2;

Uint32 tmpColor;

if (isSelect && txt.length() > 0)

tmpColor = SDL\_MapRGB(ecran->format, 0, 255, 0);

else

tmpColor = SDL\_MapRGB(ecran->format, 255, 0, 0);

SDL\_FillRect(ecran, &tmpRect\_select, tmpColor); // On met le contour de la box

SDL\_FillRect(box, NULL, bgColor); // On rempli le fond du bouton

if(txt.length() > 0){

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, txt.c\_str(), fgColor);

if (tmp->h > boxRect.h - 8)

resizeImage(tmp, boxRect.h - 4, boxRect.h - 4, false);

if (tmp->w > boxRect.w - 20) { // Si le texte est trop large

SDL\_Rect tmpRect;

tmpRect.x = 10;

tmpRect.y = (boxRect.h - tmp->h) / 2;

SDL\_Rect tmp2Rect;

tmp2Rect.w = boxRect.w - 20;

tmp2Rect.x = tmp->w - tmp2Rect.w;

tmp2Rect.y = 0;

tmp2Rect.h = tmp->h;

SDL\_BlitSurface(tmp, &tmp2Rect, box, &tmpRect);

}

else {

SDL\_Rect tmpRect;

tmpRect.x = 10;

tmpRect.y = (boxRect.h - tmp->h) / 2;

SDL\_BlitSurface(tmp, NULL, box, &tmpRect);

}

SDL\_FreeSurface(tmp);

}

SDL\_BlitSurface(box, NULL, ecran, &boxRect);

SDL\_Flip(ecran);

SDL\_FreeSurface(box);

}

bool EditBox::isClicked(int x, int y)

{

if (x > boxRect.x && x < boxRect.x + boxRect.w && y > boxRect.y && y < boxRect.y + boxRect.h)

return true;

return false;

}

EditBox::~EditBox()

{

}

### Fou.h

#ifndef \_FOU\_H

#define \_FOU\_H

/\*

Fou:

Hérite de Pièce,

Mouvement diagonaux

\*/

#include "Piece.h"

class Fou :

public Piece

{

public:

Fou(int);

Fou(int, int);

Fou\* clone();

bool setMove(char[], char[]);

~Fou(void);

};

#endif

### Fou.cpp

#include "Fou.h"

Fou::Fou(int color) : Piece(color)

{

Name = "Fou";

value = 2;

}

Fou::Fou(int color, int state) : Piece(color, state)

{

Name = "Fou";

value = 2;

}

Fou\* Fou::clone(){

Fou\* tmp = new Fou(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Fou::setMove(char pos1[2], char pos2[2]){

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if ( fabs((float)x2 - x1) == fabs((float)y2 - y1)){ // Diagonal

return true;

}

return false;

}

Fou::~Fou(void)

{

}

### Joueur.h

#ifndef \_JOUEUR\_H

#define \_JOUEUR\_H

/\*

Joueur:

Contient les informations du joueur,

ainsi que les parties aux quelles il joue.

\*/

#include <string>

#include "Partie.h"

using namespace std;

const int MAXPARTIES = 5; // Nombre de partie max par joueur

class Partie;

class Joueur

{

private:

string nom; // Nom du joueur

Partie\* partie[MAXPARTIES]; // Partie à laquelle est relié le joueur ( NULL si aucune partie en cours);

public:

Joueur(void);

Joueur(string); // Pseudo du joueur

Joueur(string, Partie\*); // Pseudo du joueur, Partie à rejoindre

Joueur(const Joueur& cpyJoueur); // Constructeur par copie

Joueur& operator=(Joueur& cpyJoueur); // Operateur d'affectation

string getNom() const;

void setNom(string); // Changer le pseudo du joueur

Partie\* getPartie(int) const;

bool setPartie(Partie\*); // Permet d'ajouter le joueur à une partie ( si il lui reste une place)

friend ostream& operator<<(ostream &flux, Joueur const& mJoueur); // Surcharge operateur <<

~Joueur(void);

};

ostream& operator<<(ostream &flux, Joueur const& mJoueur);

#endif

### Joueur.cpp

#include "Joueur.h"

ostream& operator<<(ostream &flux, Joueur const& mJoueur){

int nbPartie = 0;

for(int i = 0;i < MAXPARTIES;i++){

if(mJoueur.partie[i] != NULL)

nbPartie++;

}

flux << endl << mJoueur.nom << " a " << nbPartie << " partie(s) en cours :" << endl;

for(int i = 0;i < MAXPARTIES;i++){

if(mJoueur.partie[i] != NULL)

flux << "\t" << i << ". Du " << mJoueur.partie[i]->getDate();

}

flux << endl;

return flux;

}

Joueur::Joueur(void)

{

nom = "Default";

for(int i = 0; i < MAXPARTIES; i++)

partie[i] = NULL;

}

Joueur::Joueur(string nom)

{

this->nom = nom;

for(int i = 0; i < MAXPARTIES; i++)

this->partie[i] = NULL;

}

Joueur::Joueur(string nom, Partie\* partie)

{

this->nom = nom;

for(int i = 0; i < MAXPARTIES; i++)

this->partie[i] = NULL;

setPartie(partie);

}

Joueur::Joueur(const Joueur& cpyJoueur){

nom = cpyJoueur.nom;

nom.append("1");

}

Joueur& Joueur::operator=(Joueur& cpyJoueur){

nom = cpyJoueur.nom;

nom.append("1");

return cpyJoueur;

}

void Joueur::setNom(string nom)

{

this->nom = nom;

}

string Joueur::getNom() const

{

return nom;

}

bool Joueur::setPartie(Partie\* partie)

{

/\*if(partie == NULL){ // Si on recoit une partie à NULL, on supprime la partie du joueur

this->partie = NULL;

return true;

}\*/

/\* Si la partie envoyée est déjà dans les parties du joueur, on l'enleve des parties du joueur\*/

for(int i = 0; i < MAXPARTIES; i++){

if(this->partie[i] == partie){

this->partie[i] = NULL;

return false;

}

}

/\* Ensuite, on regarde si le joueur peut encore rejoindre une autre partie \*/

int nbParties = 0;

for(int i = 0; i < MAXPARTIES; i++)

if(this->partie[i] != NULL)

nbParties++;

if(nbParties == MAXPARTIES){return false;} // Si le joueur a atteinds la limite de parties

/\* Sinon, on trouve la premiere case vide et on met la partie dedans si il reste de la place \*/

int i = 0;

for(; this->partie[i] != NULL; i++);

if(partie->addJoueur(this)){ // Si il reste de la place dans la partie

this->partie[i] = partie;

return true;

}

return false;

}

Partie\* Joueur::getPartie(int i) const

{

return partie[i];

}

Joueur::~Joueur(void)

{

for(int i = 0; i < MAXPARTIES; i ++)

if( partie[i] != NULL)

delete partie[i];

}

### Partie.h

#ifndef \_PARTIE\_H

#define \_PARTIE\_H

/\*

Partie:

Gère tout ce qui est nécessaire pour une partie

\*/

#include <string>

#include <iostream>

#include <ctime>

#include <vector>

#include "Joueur.h"

#include "Piece.h"

#include "Fou.h"

#include "Tour.h"

#include "Cavalier.h"

#include "Reine.h"

#include "Roi.h"

#include "Pion.h"

using namespace std;

const int TAILLE=4;

class Joueur; // Pour que partie connaisse la class Joueur

class Partie

{

private:

string date; // Date sous le format : "2015-11-30 23-42-55"

Joueur\* j1; // Pointeur sur le joueur 1

Joueur\* j2; // Pointeur sur le joueur 2

Piece\* p[TAILLE][TAILLE]; // Un échiquier par partie

Piece\* pBlanc[4]; // Contient les pièces

Piece\* pNoir[4];

int typePartie; // Contient le numéro de la règle utilisé

bool isWhiteToPlay; // Permet de s'arreter dans une partie

int nCoup; // Comptabilise le nombre de coup fait durant la partie

int nDernierePrise; // Contient le numero du coup de la dernière prise

bool initPiece(Piece\*, char[3]); // Gère le placement initial des pièces privée car appelé par la fonction placePiece uniquement

bool deplacePiece(Piece\*, char[]);

bool deplacePiece(Piece\*, int, int);

public:

Partie(); // Date généré automatiquement

Partie(string); // Date

Partie(const Partie& cpyPartie); // Constructeur par copie

Partie& operator=(Partie& cpyPartie); // Operateur d'affectation

string getDate() const{ return date;}

Joueur\* getJ1() const {return j1;}

Joueur\* getJ2() const {return j2;}

int getTypePartie() const {return typePartie;}

bool getIsWhiteToPlay() const { return isWhiteToPlay; }

Piece\* getPNoir(int) const; // Renvoi la pièce i du tableau d'init

Piece\* getPBlanc(int) const;

void setPNoir(int, Piece\*);

void setPBlanc(int, Piece\*);

void setTypePartie(int, bool = false); // Met le type de partie ( num de la regle - possible une seule fois)

void setIsWhiteToPlay(bool); // Permet de choisir le prochain joueur

void affichePlateau(ostream& flux) const; // Permet cout << mPartie;

Piece\*& operator()(int ,int);

Piece\* operator()(int, int) const; // Permet de faire mPartie(i,j)

Piece\*& operator()(char[3]);

Piece\* operator() (char[3]) const; // Permet de faire mPartie('a0');

bool placePiece(Piece\*, char[3]); // Gère les déplacements

bool placePiece(Piece\*, int, int);

bool addJoueur(Joueur\*); // Permet d'ajouter les joueurs à la partie

vector<string> deplPossiblesSTL(string pos);

bool isPartieInit(); // Retourne true si la partie a fini l'initialisation

bool isPartieEnd(); // Renvoie true si la partie est terminé

int getGagnant(); // Renvoie la couleur gagnante (Blanc : 0 | Noir : 1 | Egalité : 2)

~Partie(void);

};

#endif

### Partie.cpp

### Piece.h

#ifndef \_PIECE\_H

#define \_PIECE\_H

/\*

Pièce:

Class mère, abstraite,

\*/

#include <string>

#include <iostream>

using namespace std;

class Piece

{

private:

int color; // Blanc : 0 Noir : 1

int state; // Disponible : 0 Placé : 1 Pris : 2

protected :

string Name; // Nom de la piece

int value; // Valeur de la pièce

public:

Piece(void);

Piece(int); // Couleur

Piece(int, int); // Couleur, Etat

virtual Piece\* clone() = 0; // Permet de dupliquer une pièce ( virtual car pièces typées)

string getName(){return Name;}

int getColor(){return color;}

int getState() { return state;}

int getValeur() {return value;}

void setState(int);

virtual bool setMove(char[], char[]) = 0; // Renvoi true si le mouvement est possible false sinon

char\* toString(); // Convertie une pièce en string de type '{Première lettre}{Couleur(N|B)}'

virtual ~Piece(void);

};

#endif

### Piece.cpp

#include "Piece.h"

Piece::Piece(void){}

Piece::Piece(int color)

{

Name = "Unkown";

this->color = color;

this->state = 0; // Disponible par defaut

}

Piece::Piece(int color, int state)

{

Name = "Unkown";

this->color = color;

this->state = state;

}

void Piece::setState(int state)

{

if(state >= 0 && state < 3)

this->state = state;

}

char\* Piece::toString() {

char mString[2];

if (color)

mString[1] = 'N';

else

mString[1] = 'B';

mString[0] = Name[0]; // Premiere lettre du Nom

return mString;

}

Piece::~Piece(void){

}

### Pion.h

#ifndef \_PION\_H

#define \_PION\_H

/\*

Pion:

Hérite de Pièce,

Mouvement verticaux ou diagonaux en fonction des pièces aux alentours

\*/

#include "Piece.h"

class Pion :

public Piece

{

public:

Pion(int);

Pion(int, int);

Pion\* clone();

bool setMove(char[], char[]);

~Pion(void);

};

#endif

### Pion.cpp

#include "Pion.h"

Pion::Pion(int color) : Piece(color)

{

Name = "Pion";

value = 1;

}

Pion::Pion(int color, int state) : Piece(color, state)

{

Name = "Pion";

value = 1;

}

Pion\* Pion::clone(){

Pion\* tmp = new Pion(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Pion::setMove(char pos1[2], char pos2[2]) {

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if (fabs((float)x2 - x1) == fabs((float)y2 - y1) && fabs((float)x2 - x1) == 1 && fabs((float)y2 - y1) == 1) { // Diagonale

return true;

}

if (x1 == x2 && fabs((float)y2 - y1) == 1) { // Vertical

return true;

}

return false;

}

Pion::~Pion(void)

{

}

### Reine.h

#ifndef \_REINE\_H

#define \_REINE\_H

/\*

Reine:

Hérite de Pièce,

Mouvement verticaux ou horizontaux ou diagonaux

\*/

#include "Piece.h"

class Reine :

public Piece

{

public:

Reine(int);

Reine(int, int);

Reine\* clone();

bool setMove(char[], char[]);

~Reine(void);

};

#endif

### Reine.cpp

#include "Reine.h"

Reine::Reine(int color) : Piece(color)

{

Name = "Reine";

value = 5;

}

Reine::Reine(int color, int state) : Piece(color, state)

{

Name = "Reine";

value = 5;

}

Reine\* Reine::clone(){

Reine\* tmp = new Reine(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Reine::setMove(char pos1[2], char pos2[2]) {

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if (fabs((float)x2 - x1) == fabs((float)y2 - y1)) { // Diagonale

return true;

}

if (x1 == x2 && y1 != y2) { // Vertical

return true;

}

if (y1 == y2 && x1 != x2) { // Horizontal

return true;

}

return false;

}

Reine::~Reine(void)

{

}

### Roi.h

#ifndef \_ROI\_H

#define \_ROI\_H

/\*

Roi:

Hérite de Pièce,

Mouvement limité à 1 case

\*/

#include "Piece.h"

class Roi :

public Piece

{

public:

Roi(int);

Roi(int, int);

Roi\* clone();

bool setMove(char[], char[]);

~Roi(void);

};

#endif

### Roi.cpp

#include "Roi.h"

Roi::Roi(int color) : Piece(color)

{

Name = "Roi";

value = 0;

}

Roi::Roi(int color, int state) : Piece(color, state)

{

Name = "Roi";

value = 0;

}

Roi\* Roi::clone(){

Roi\* tmp = new Roi(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Roi::setMove(char pos1[2], char pos2[2]) {

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if (fabs((float)x2 - x1) <= 1 && fabs((float)y2 - y1) <= 1 && (x1 != x2 || y1 != y2)) { // Deplacement de 1

return true;

}

return false;

}

Roi::~Roi(void)

{

}

### SDL\_INIT.h

/\*

Includes SDL et

définition de la fonction resize ( ==> main)

\*/

#ifndef \_SDL\_INIT\_H

#define \_SDL\_INIT\_H

#include <SDL/SDL.h>

#include <SDL/SDL\_ttf.h>

#include <SDL/SDL.h>

#include <SDL/SDL\_image.h>

#include <SDL/SDL\_rotozoom.h>

#include <SDL/SDL\_gfxPrimitives.h>

void resizeImage(SDL\_Surface\*& img, const double newwidth, const double newheight, bool x);

#endif

### Tour.h

#ifndef \_TOUR\_H

#define \_TOUR\_H

/\*

Tour:

Hérite de Pièce,

Mouvement verticaux ou horizontaux

\*/

#include "Piece.h"

class Tour :

public Piece

{

public:

Tour(int);

Tour(int, int);

Tour\* clone();

bool setMove(char[], char[]);

~Tour(void);

};

#endif

### Tour.cpp

#include "Tour.h"

Tour::Tour(int color) : Piece(color)

{

Name = "Tour";

value = 4;

}

Tour::Tour(int color, int state) : Piece(color, state)

{

Name = "Tour";

value = 4;

}

Tour\* Tour::clone(){

Tour\* tmp = new Tour(this->getColor());

tmp->setState(this->getState());

return tmp;

}

bool Tour::setMove(char pos1[2], char pos2[2]){

int x1 = pos1[0] - 'a';

int y1 = pos1[1] - '0';

int x2 = pos2[0] - 'a';

int y2 = pos2[1] - '0';

if ( x1 == x2 && y1 != y2){ // Vertical

return true;

}

if ( y1 == y2 && x1 != x2){ // Horizontal

return true;

}

return false;

}

Tour::~Tour(void)

{

}

### UserInterface.h

#ifndef \_USERINTERFACE\_H

#define \_USERINTERFACE\_H

/\*

UserInterface:

Class qui gère tout la partie Interface,

Affichage / Events / etc...

\*/

#include "SDL\_INIT.h"

#include "Joueur.h"

#include "Partie.h"

#include "Bouton.h"

#include "EditBox.h"

/\* On importe les fonctions qu'on devra utiliser (==> main) \*/

bool ajouterJoueur(string, Joueur\*\*\*&);

bool updateJoueur(string, Joueur\*\*\*&, int i);

void deleteJoueur(Joueur\*\*\*&, Joueur\*);

void newPartie(Partie\*\*\*&);

void deletePartie(Partie\*\*\*&, Partie\* mPartie);

/\* Constantes \*/

const int TX = 1200; // Largeur de la fenetre

const int TY = 900; // Hauteur de la fenetre

const int WIDTH = 900; // Largeur de la zone de "JEU"

const int CASE\_X = 100; // Largeur d'une case

const int CASE\_Y = 100; // Hauteur d'une case

typedef struct ImgPions { // Structure qui contient les images de pions

SDL\_Surface\* cavalier;

SDL\_Surface\* fou;

SDL\_Surface\* reine;

SDL\_Surface\* roi;

SDL\_Surface\* pion;

SDL\_Surface\* tour;

} ImgPions;

class UserInterface

{

private:

SDL\_Surface\* ecran; // Contient l'ecran d'affichage

TTF\_Font\* police; // Police d'écriture pour tout l'affichage

SDL\_Rect navBar; // Rectangle de la barre de navigation

SDL\_Rect plateau; // Rectangle du plateau

Joueur\*\*\* listeJoueur; // Utilisé seulement pour la lecture

Partie\*\*\* listePartie; // ( affichage des listes des parties et joueurs)

/\* Liste des boutons (leur nom permet de les identifier) \*/

SDL\_Color btnFontColor; // Couleur de la police

Uint32 btnColor; // Couleur du fond des boutons

Bouton\* btnSortir;

Bouton\* btnGestJoueurs;

Bouton\* btnGestParties;

Bouton\* btnAddJoueur;

Bouton\* btnUpdateJoueur;

Bouton\* btnDeleteJoueur;

Bouton\* btnValider;

Bouton\* btnPlayPartie;

Bouton\* btnSetJoueurPartie;

Bouton\* btnNewPartie;

Bouton\* btnDeletePartie;

Bouton\*\* btnListe;

EditBox\* eb; // EditBox pour le pseudo du joueur

int mode; // Modes d'affichage 0. Jouer Partie 1. Accueil 2. Gestionnaire Joueurs 3. Gestionnaire Parties 4. AjouterJoueur 5. UpdateJoueur

int selection; // Int qui contient l'indice de la partie ou du joueur selectionné -1 si rien de selectionné

string pseudo; // Utilisé pour ajouter un joueur ou modifier un joueur

int xPartie; // Utilisé pendant une partie

int yPartie; // afin de bouger un pion

int xSelectPartie; // Utilisé pour savoir

int ySelectPartie; // le pion qui se joue

ImgPions imgNoir; // Liste des images des pièces Noirs

ImgPions imgBlanc; // Liste des images des pièces Blanches

SDL\_Surface\* croix;

int checkEventMenu(int x, int y); // Permet de naviguer dans les différents menus, si mode == 0 alors on verifie que la barre laterale

int checkEventListe(int x, int y); // Change l'état de selection en l'id de la partie/ du joueur ou -1 si ailleurs

int checkEventEditBox(); // Gère ( a peu près) l'edition

void playPartie(Partie\*& mPartie); // Gère une partie de A à Z

void dPartie(Partie \*& mPartie); // Affiche une partie

void dPlateau(); // Affiche la partie tableau

void dNavBar(); // Affiche la barre de navigation

public:

UserInterface(Joueur\*\*\*, Partie\*\*\*); // Liste des joueurs, liste des parties

void start(); // Lance la gestion des events

int getMode() { return mode; }

int getSelect() { return selection; }

string getPseudo() { return pseudo; }

~UserInterface();

};

#endif

### UserInterface.cpp

#include "UserInterface.h"

UserInterface::UserInterface(Joueur\*\*\* listeJoueur, Partie\*\*\* listePartie)

{

this->listeJoueur = listeJoueur; // On enregistre les listes des joueurs et des parties

this->listePartie = listePartie;

mode = 1; // Page d'accueil

selection = -1; // Pas de selection

/\* Initialisation de la SDL \*/

SDL\_Init(SDL\_INIT\_VIDEO);

if (TTF\_Init() == -1)

{

fprintf(stderr, "Erreur d'initialisation de TTF\_Init : %s\n", TTF\_GetError());

exit(EXIT\_FAILURE);

}

police = TTF\_OpenFont("fonts/Roboto-Regular.ttf", 60); // Police/Fonts du texte

ecran = SDL\_SetVideoMode(TX, TY, 32, SDL\_HWSURFACE);

SDL\_WM\_SetCaption("ChessQuito | Projet C++ | Fernandes Marc-Antoine", NULL);

/\* On charge les images et on redimenssionne à la taille de la case\*/

imgNoir.tour = IMG\_Load("res/n\_tour.png");

imgNoir.roi = IMG\_Load("res/n\_roi.png");

imgNoir.fou = IMG\_Load("res/n\_fou.png");

imgNoir.reine = IMG\_Load("res/n\_reine.png");

imgNoir.cavalier = IMG\_Load("res/n\_cavalier.png");

imgNoir.pion = IMG\_Load("res/n\_pion.png");

imgBlanc.tour = IMG\_Load("res/b\_tour.png");

imgBlanc.roi = IMG\_Load("res/b\_roi.png");

imgBlanc.fou = IMG\_Load("res/b\_fou.png");

imgBlanc.reine = IMG\_Load("res/b\_reine.png");

imgBlanc.cavalier = IMG\_Load("res/b\_cavalier.png");

imgBlanc.pion = IMG\_Load("res/b\_pion.png");

croix = IMG\_Load("res/croix.bmp");

SDL\_SetColorKey(croix, SDL\_SRCCOLORKEY, SDL\_MapRGB(croix->format, 255, 255, 255));

SDL\_SetColorKey(imgNoir.tour, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.tour->format, 255, 0, 0));

SDL\_SetColorKey(imgNoir.roi, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.roi->format, 255, 0, 0));

SDL\_SetColorKey(imgNoir.fou, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.fou->format, 255, 0, 0));

SDL\_SetColorKey(imgNoir.reine, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.reine->format, 255, 0, 0));

SDL\_SetColorKey(imgNoir.cavalier, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.cavalier->format, 255, 0, 0));

SDL\_SetColorKey(imgNoir.pion, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgNoir.pion->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.tour, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.tour->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.roi, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.roi->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.fou, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.fou->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.reine, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.reine->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.cavalier, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.cavalier->format, 255, 0, 0));

SDL\_SetColorKey(imgBlanc.pion, SDL\_SRCCOLORKEY, SDL\_MapRGB(imgBlanc.pion->format, 255, 0, 0));

resizeImage(imgNoir.tour, CASE\_Y, CASE\_Y, false);

resizeImage(imgNoir.roi, CASE\_Y, CASE\_Y, false);

resizeImage(imgNoir.fou, CASE\_Y, CASE\_Y, false);

resizeImage(imgNoir.reine, CASE\_Y, CASE\_Y, false);

resizeImage(imgNoir.cavalier, CASE\_Y, CASE\_Y, false);

resizeImage(imgNoir.pion, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.tour, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.roi, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.fou, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.reine, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.cavalier, CASE\_Y, CASE\_Y, false);

resizeImage(imgBlanc.pion, CASE\_Y, CASE\_Y, false);

/\* On crée les boutons necessaires et on met les autres à NULL \*/

btnColor = SDL\_MapRGB(ecran->format, 129, 199, 132); // Couleur du fond d'un bouton (vert)

//btnFontColor = { 0,0,0 }; // Couleur d'écriture d'un bouton (noir)

btnFontColor.r = 0;

btnFontColor.g = 0;

btnFontColor.b = 0;

btnSortir = new Bouton(ecran, police, "SORTIR", WIDTH + 10, TY - 75, TX - WIDTH - 20, 70, btnColor, btnFontColor);

btnGestJoueurs = new Bouton(ecran, police, "Gestionnaire Joueurs", WIDTH + 10, 100, TX - WIDTH - 20, 70, btnColor, btnFontColor);

btnGestParties = new Bouton(ecran, police, "Gestionnaire Parties", WIDTH + 10, 200, TX - WIDTH - 20, 70, btnColor, btnFontColor);

// On initialise les boutons à leur première utilisation

btnAddJoueur = NULL;

btnUpdateJoueur = NULL;

btnDeleteJoueur = NULL;

btnValider = NULL;

btnPlayPartie = NULL;

btnSetJoueurPartie = NULL;

btnNewPartie = NULL;

btnDeletePartie = NULL;

btnListe = NULL;

/\* On initialise l'EditBox (Noir sur fond Blanc) \*/

Uint32 bgColor = SDL\_MapRGB(ecran->format, 255, 255, 255);

SDL\_Color fontColor = { 0, 0, 0 };

eb = new EditBox(ecran, police, 300, 300, 250, 45, bgColor, fontColor);

/\* On positionne la barre de navigation et le plateau \*/

navBar.h = TY;

navBar.w = TX - WIDTH;

navBar.x = WIDTH;

navBar.y = 0;

plateau.h = TY;

plateau.w = WIDTH;

plateau.x = 0;

plateau.y = 0;

dNavBar();

dPlateau();

SDL\_Flip(ecran);

}

void UserInterface::start()

{

/\* Démarre l'interface \*/

bool continuer = true;

SDL\_Event event;

while (continuer) {

SDL\_WaitEvent(&event);

switch (event.type) {

/\* Event de sorti \*/

case SDL\_QUIT:

continuer = 0;

break;

case SDL\_KEYDOWN:

if (event.key.keysym.sym == SDLK\_ESCAPE)

continuer = false;

break;

/\* Event du menu \*/

case SDL\_MOUSEBUTTONDOWN:

int action = checkEventMenu(event.button.x, event.button.y); // On recupère si possible l'action

if (action == 0) // Si SORTIR

continuer = false;

else if (action == -1) { // Pas dans le menu

if (mode == 2 || mode == 3) { // Liste joueurs + parties

checkEventListe(event.button.x, event.button.y);

}

else if (mode == 4 || mode == 5) { // Edit Box

int jsp = checkEventEditBox();

if (jsp == -1)

continuer = false;

else {

mode = 2;

dPlateau();

dNavBar();

}

}

}

break;

}

}

}

/\* Affichage menus \*/

void UserInterface::dPlateau()

{

SDL\_FillRect(ecran, &plateau, SDL\_MapRGB(ecran->format, 207, 216, 220)); // On met l'arriere plan

if (mode == 1) { // Accueil

SDL\_Surface\* tmp1;

SDL\_Surface\* tmp2;

SDL\_Surface\* tmp3;

SDL\_Color fontColor = { 0, 0, 0 };

tmp1 = TTF\_RenderText\_Blended(police, "Bienvenue", fontColor);

tmp2 = TTF\_RenderText\_Blended(police, "Sur le jeu", fontColor);

tmp3 = TTF\_RenderText\_Blended(police, "ChessQuito", fontColor);

SDL\_Rect txtTmp;

txtTmp.x = 100;

txtTmp.y = 100;

SDL\_BlitSurface(tmp1, NULL, ecran, &txtTmp);

txtTmp.x += 100;

txtTmp.y += 100;

SDL\_BlitSurface(tmp2, NULL, ecran, &txtTmp);

txtTmp.x += 100;

txtTmp.y += 100;

SDL\_BlitSurface(tmp3, NULL, ecran, &txtTmp);

SDL\_FreeSurface(tmp1);

SDL\_FreeSurface(tmp2);

SDL\_FreeSurface(tmp3);

}

else if (mode == 2) {

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Accueil > Gestionnaire des Joueurs", btnFontColor);

resizeImage(tmp, WIDTH - 100, WIDTH - 100, true);

SDL\_Rect tmpRect;

tmpRect.x = (WIDTH - tmp->w) / 2;

tmpRect.y = 20;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

Uint32 bgColor = SDL\_MapRGB(ecran->format, 255, 255, 255);

SDL\_Rect listeRect;

listeRect.x = 50;

listeRect.y = 100;

if (btnListe != NULL) {

for (int i = 0; btnListe[i] != NULL; i++)

delete btnListe[i];

delete btnListe;

}

int nb;

for (nb = 0; (\*listeJoueur)[nb] != NULL; nb++);

btnListe = new Bouton\*[nb + 1];

btnListe[nb] = NULL;

for (int i = 0; btnListe[i] != NULL; i++) {

if (i == selection) {

Uint32 bgColorbis = SDL\_MapRGB(ecran->format, 200, 200, 200);

btnListe[i] = new Bouton(ecran, police, (\*listeJoueur)[i]->getNom(), listeRect.x, listeRect.y, WIDTH - 100, 26, bgColorbis, btnFontColor);

}

else {

btnListe[i] = new Bouton(ecran, police, (\*listeJoueur)[i]->getNom(), listeRect.x, listeRect.y, WIDTH - 100, 26, bgColor, btnFontColor);

}

btnListe[i]->afficherBtn();

listeRect.y += 28;

}

}

else if (mode == 3) {

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Accueil > Gestionnaire des Parties", btnFontColor);

resizeImage(tmp, WIDTH - 100, WIDTH - 100, true);

SDL\_Rect tmpRect;

tmpRect.x = (WIDTH - tmp->w) / 2;

tmpRect.y = 20;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

Uint32 bgColor = SDL\_MapRGB(ecran->format, 255, 255, 255);

SDL\_Rect listeRect;

listeRect.x = 50;

listeRect.y = 100;

if (btnListe != NULL) {

for (int i = 0; btnListe[i] != NULL; i++)

delete btnListe[i];

delete btnListe;

}

int nb;

for (nb = 0; (\*listePartie)[nb] != NULL; nb++);

btnListe = new Bouton\*[nb + 1];

btnListe[nb] = NULL;

for (int i = 0; btnListe[i] != NULL; i++) {

string txt = to\_string(i) + ". " + (\*listePartie)[i]->getDate();

if ((\*listePartie)[i]->getJ1() != NULL) {

txt += " Avec " + (\*listePartie)[i]->getJ1()->getNom();

if ((\*listePartie)[i]->getJ2() != NULL)

txt += " Et " + (\*listePartie)[i]->getJ2()->getNom();

}

else if((\*listePartie)[i]->getJ2() != NULL)

txt += " Avec " + (\*listePartie)[i]->getJ2()->getNom();

if (i == selection) {

Uint32 bgColorbis = SDL\_MapRGB(ecran->format, 200, 200, 200);

btnListe[i] = new Bouton(ecran, police, txt, listeRect.x, listeRect.y, WIDTH - 100, 26, bgColorbis, btnFontColor);

}

else {

btnListe[i] = new Bouton(ecran, police, txt, listeRect.x, listeRect.y, WIDTH - 100, 26, bgColor, btnFontColor);

}

btnListe[i]->afficherBtn();

listeRect.y += 28;

}

}

else if (mode == 4) {

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Accueil > Gestionnaire des Joueurs > Nouveau joueur", btnFontColor);

resizeImage(tmp, WIDTH - 100, WIDTH - 100, true);

SDL\_Rect tmpRect;

tmpRect.x = (WIDTH - tmp->w) / 2;

tmpRect.y = 20;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

eb->setText("Defaut");

eb->drawBox();

}

else if (mode == 5) {

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Accueil > Gestionnaire des Joueurs > Modifier joueur", btnFontColor);

resizeImage(tmp, WIDTH - 100, WIDTH - 100, true);

SDL\_Rect tmpRect;

tmpRect.x = (WIDTH - tmp->w) / 2;

tmpRect.y = 20;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

eb->setText((\*listeJoueur)[selection]->getNom());

eb->drawBox();

}

SDL\_Flip(ecran);

}

void UserInterface::dNavBar()

{

SDL\_FillRect(ecran, &navBar, SDL\_MapRGB(ecran->format, 144, 164, 174)); // On met la navBar

if (mode == 0) {

}

else if (mode == 1) {

btnSortir->afficherBtn();

btnGestJoueurs->afficherBtn();

btnGestParties->afficherBtn();

}

else if (mode == 2) {

btnSortir->afficherBtn();

if(btnAddJoueur == NULL)

btnAddJoueur = new Bouton(ecran, police, "Ajouter un joueur", WIDTH + 10, 100, TX - WIDTH - 20, 70, btnColor, btnFontColor);

if(btnUpdateJoueur == NULL)

btnUpdateJoueur = new Bouton(ecran, police, "Modifier le joueur selectionné", WIDTH + 10, 200, TX - WIDTH - 20, 70, btnColor, btnFontColor);

if(btnDeleteJoueur == NULL)

btnDeleteJoueur = new Bouton(ecran, police, "Supprimer le joueur selectionné", WIDTH + 10, 300, TX - WIDTH - 20, 70, btnColor, btnFontColor);

btnAddJoueur->afficherBtn();

btnUpdateJoueur->afficherBtn();

btnDeleteJoueur->afficherBtn();

}

else if (mode == 3) {

btnSortir->afficherBtn();

if(btnNewPartie == NULL)

btnNewPartie = new Bouton(ecran, police, "Créer une nouvelle partie", WIDTH + 10, 100, TX - WIDTH - 20, 70, btnColor, btnFontColor);

if(btnPlayPartie == NULL)

btnPlayPartie = new Bouton(ecran, police, "Jouer à la partie séléctionnée", WIDTH + 10, 200, TX - WIDTH - 20, 70, btnColor, btnFontColor);

if(btnDeletePartie == NULL)

btnDeletePartie = new Bouton(ecran, police, "Supprimer la partie selectionné", WIDTH + 10, 300, TX - WIDTH - 20, 70, btnColor, btnFontColor);

btnNewPartie->afficherBtn();

btnPlayPartie->afficherBtn();

btnDeletePartie->afficherBtn();

}

else if (mode == 4 || mode == 5) {

btnSortir->afficherBtn();

if (btnValider == NULL)

btnValider = new Bouton(ecran, police, "Valider", WIDTH + 10, 500, TX - WIDTH - 20, 70, btnColor, btnFontColor);

btnValider->afficherBtn();

}

}

/\* PartiePlayer \*/

void UserInterface::playPartie(Partie\*& mPartie) {

if (mPartie->getTypePartie() == -1) { // Temporaire, règle 1 obligatoire

mPartie->setTypePartie(1);

}

if (mPartie->isPartieInit()) {

xPartie = 0;

}

else {

if (mPartie->getIsWhiteToPlay()) {

xPartie = -2;

}

else {

xPartie = -1;

}

}

yPartie = 0;

xSelectPartie = -5; // Valeurs par defaut

ySelectPartie = -5;

bool continuer = true;

dPartie(mPartie);

SDL\_Event event;

while (continuer) {

SDL\_WaitEvent(&event);

switch (event.type) {

case SDL\_QUIT:

return;

case SDL\_KEYDOWN:

if (event.key.keysym.sym == SDLK\_ESCAPE)

return;

if (event.key.keysym.sym == SDLK\_LEFT && yPartie > 0) {

yPartie--;

}

else if (event.key.keysym.sym == SDLK\_RIGHT && yPartie < TAILLE - 1) {

yPartie++;

}

else if (event.key.keysym.sym == SDLK\_UP && xPartie > 0) {

xPartie--;

}

else if (event.key.keysym.sym == SDLK\_DOWN && xPartie < TAILLE - 1 && xPartie >= 0) {

xPartie++;

}

else if (event.key.keysym.sym == SDLK\_RETURN) {

if (!mPartie->isPartieInit()) {

if (xSelectPartie == -5 || ySelectPartie == -5) {

if ((xPartie == -2 && mPartie->getPBlanc(yPartie)->getState() == 0) || (xPartie == -1 && mPartie->getPNoir(yPartie)->getState() == 0)) {

xSelectPartie = xPartie;

ySelectPartie = yPartie;

xPartie = 0;

yPartie = 0;

}

}

else if (xSelectPartie == -2) {

if (mPartie->placePiece(mPartie->getPBlanc(ySelectPartie), xPartie, yPartie)) {

xSelectPartie = -5;

ySelectPartie = -5;

if (mPartie->isPartieInit())

xPartie = 0;

else

xPartie = -1;

yPartie = 0;

}

}

else {

if (mPartie->placePiece(mPartie->getPNoir(ySelectPartie), xPartie, yPartie)) {

xSelectPartie = -5;

ySelectPartie = -5;

if (mPartie->isPartieInit())

xPartie = 0;

else

xPartie = -2;

yPartie = 0;

}

}

}

else {

if ((xSelectPartie == -5 || ySelectPartie == -5) && (\*mPartie)(xPartie, yPartie) != NULL) {

if((\*mPartie)(xPartie, yPartie)->getColor() == !mPartie->getIsWhiteToPlay()){

xSelectPartie = xPartie;

ySelectPartie = yPartie;

xPartie = 0;

yPartie = 0;

}

}

else if(xSelectPartie == -5 || ySelectPartie == -5) {} // Empeche de tester le if d'après

else if (mPartie->placePiece((\*mPartie)(xSelectPartie,ySelectPartie), xPartie, yPartie)) {

xSelectPartie = -5;

ySelectPartie = -5;

if (mPartie->isPartieInit())

xPartie = 0;

else

xPartie = -2;

yPartie = 0;

}

}

}

dPartie(mPartie);

if (mPartie->isPartieEnd()) {

cout << "Partie terminé ! " << endl;

int winner = mPartie->getGagnant();

cout << "Le gagnant est le joueur :" ;

if(winner == 0){

cout << mPartie->getJ1()->getNom() << endl;

}

else if(winner == 1){

cout << mPartie->getJ2()->getNom() << endl;

}

else{

cout << "Egalite" << endl;

}

deletePartie(listePartie, mPartie);

continuer = false;

}

break;

case SDL\_MOUSEBUTTONDOWN:

if (btnSetJoueurPartie != NULL) {

if (btnSetJoueurPartie->isClicked(event.button.x, event.button.y)) {

cout << "Rentrez le pseudo svp :" << endl;

string tmp;

cin >> tmp;

for (int i = 0; (\*listeJoueur)[i] != NULL; i++) {

if (tmp == (\*listeJoueur)[i]->getNom()) {

mPartie->addJoueur((\*listeJoueur)[i]);

break;

}

}

if ((\*listePartie)[selection]->getJ1() != NULL && (\*listePartie)[selection]->getJ2() != NULL) { // On supprime le bouton afin d'arreter la detection

delete btnSetJoueurPartie;

btnSetJoueurPartie = NULL;

}

dPartie(mPartie);

}

}

else if (btnSortir->isClicked(event.button.x, event.button.y)) {

continuer = 0;

}

break;

}

}

}

void UserInterface::dPartie(Partie\*& mPartie) {

SDL\_FillRect(ecran, &plateau, SDL\_MapRGB(ecran->format, 207, 216, 220)); // On met l'arriere plan

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, ("Accueil > Gestionnaire des Parties > Jouer partie du " + mPartie->getDate()).c\_str(), btnFontColor);

resizeImage(tmp, WIDTH - 100, WIDTH - 100, true);

SDL\_Rect tmpRect;

tmpRect.x = (WIDTH - tmp->w) / 2;

tmpRect.y = 20;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

if ((\*listePartie)[selection]->getJ1() == NULL || (\*listePartie)[selection]->getJ2() == NULL) {

if(btnSetJoueurPartie == NULL)

btnSetJoueurPartie = new Bouton(ecran, police, "Ajouter un joueur à la partie (En maintenance ==> console)",150, 450, 600, 100, btnColor, btnFontColor);

btnSetJoueurPartie->afficherBtn();

}

else {

/\* On affiche les pions des joueurs \*/

SDL\_Rect rectBlanc;

SDL\_Rect rectNoir;

rectBlanc.h = CASE\_Y + 8;

rectBlanc.w = 4 \* CASE\_X + 8;

rectBlanc.x = 246;

rectBlanc.y = 120;

rectNoir.h = CASE\_Y + 8;

rectNoir.w = 4 \* CASE\_X + 8;

rectNoir.x = 246;

rectNoir.y = TY - 20 - CASE\_Y;

SDL\_FillRect(ecran, &rectBlanc, SDL\_MapRGB(ecran->format, 255, 255, 255)); // On met l'arriere plan

SDL\_FillRect(ecran, &rectNoir, SDL\_MapRGB(ecran->format, 0, 0, 0)); // On met l'arriere plan

rectBlanc.x += 4;

rectNoir.x += 4;

rectBlanc.y += 4;

rectNoir.y += 4;

rectBlanc.h -= 8;

rectNoir.h -= 8;

rectBlanc.w = CASE\_X;

rectNoir.w = CASE\_X;

for (int i = 0; i < 4; i++) {

/\* On choisi la couleur en fonction de ce qu'on veut (select, paire, etc...) \*/

Uint32 color;

if (xPartie == -2 && i == yPartie) {

color = SDL\_MapRGB(ecran->format, 255, 0, 0);

}

else if (xSelectPartie == -2 && i == ySelectPartie) {

color = SDL\_MapRGB(ecran->format, 0, 255, 0);

}

else if (i % 2 == 0) {

color = SDL\_MapRGB(ecran->format, 246, 228, 151);

}

else {

color = SDL\_MapRGB(ecran->format, 189, 141, 70);

}

SDL\_FillRect(ecran, &rectBlanc, color);

if (xPartie == -1 && i == yPartie) {

color = SDL\_MapRGB(ecran->format, 255, 0, 0);

}

else if (xSelectPartie == -1 && i == ySelectPartie) {

color = SDL\_MapRGB(ecran->format, 0, 255, 0);

}

else if (i % 2 == 0) {

color = SDL\_MapRGB(ecran->format, 246, 228, 151);

}

else {

color = SDL\_MapRGB(ecran->format, 189, 141, 70);

}

SDL\_FillRect(ecran, &rectNoir, color);

if (mPartie->getPBlanc(i) == NULL) {

}

else if (mPartie->getPBlanc(i)->getName() == "Tour") {

if(mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.tour, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.tour, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.tour, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPBlanc(i)->getName() == "Roi") {

if (mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.roi, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.roi, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.roi, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPBlanc(i)->getName() == "Fou") {

if (mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.fou, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.fou, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.fou, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPBlanc(i)->getName() == "Reine") {

if (mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.reine, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.reine, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.reine, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPBlanc(i)->getName() == "Cavalier") {

if (mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.cavalier, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.cavalier, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.cavalier, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPBlanc(i)->getName() == "Pion") {

if (mPartie->getPBlanc(i)->getState() == 1)

SDL\_SetAlpha(imgBlanc.pion, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgBlanc.pion, NULL, ecran, &rectBlanc);

SDL\_SetAlpha(imgBlanc.pion, SDL\_SRCALPHA, 255);

}

if (mPartie->getPNoir(i) == NULL) {

}

else if (mPartie->getPNoir(i)->getName() == "Tour") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.tour, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.tour, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgNoir.tour, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPNoir(i)->getName() == "Roi") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.roi, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.roi, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgBlanc.roi, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPNoir(i)->getName() == "Fou") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.fou, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.fou, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgNoir.fou, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPNoir(i)->getName() == "Reine") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.reine, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.reine, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgNoir.reine, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPNoir(i)->getName() == "Cavalier") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.cavalier, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.cavalier, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgNoir.cavalier, SDL\_SRCALPHA, 255);

}

else if (mPartie->getPNoir(i)->getName() == "Pion") {

if (mPartie->getPNoir(i)->getState() == 1)

SDL\_SetAlpha(imgNoir.pion, SDL\_SRCALPHA, 128);

SDL\_BlitSurface(imgNoir.pion, NULL, ecran, &rectNoir);

SDL\_SetAlpha(imgNoir.pion, SDL\_SRCALPHA, 255);

}

rectBlanc.w = CASE\_X; // Car changé par le BlitSurface...

rectNoir.w = CASE\_X;

if (mPartie->getPBlanc(i)->getState() == 2) {

SDL\_BlitSurface(croix, NULL, ecran, &rectBlanc);

}

if (mPartie->getPNoir(i)->getState() == 2) {

SDL\_BlitSurface(croix, NULL, ecran, &rectNoir);

}

rectBlanc.x += CASE\_X;

rectNoir.x += CASE\_X;

}

/\* On colle le plateau \*/

SDL\_Rect contour;

contour.h = CASE\_Y \* TAILLE + 24;

contour.w = CASE\_X \* TAILLE + 24;

contour.x = 238;

contour.y = 268;

if(mPartie->getIsWhiteToPlay())

SDL\_FillRect(ecran, &contour, SDL\_MapRGB(ecran->format, 255, 255, 255)); // On met l'arriere plan

else

SDL\_FillRect(ecran, &contour, SDL\_MapRGB(ecran->format, 0, 0, 0)); // On met l'arriere plan

contour.h = CASE\_Y \* TAILLE + 8;

contour.w = CASE\_X \* TAILLE + 8;

contour.x = 246;

contour.y = 276;

SDL\_FillRect(ecran, &contour, SDL\_MapRGB(ecran->format, 144, 164, 174)); // On met l'arriere plan

SDL\_Rect caseRect;

caseRect.h = CASE\_Y;

caseRect.w = CASE\_X;

caseRect.x = 250;

caseRect.y = 280;

for (int i = 0; i < TAILLE; i++) {

caseRect.x = 250;

for (int j = 0; j < TAILLE; j++) {

/\* On choisi la couleur en fonction de ce qu'on veut (select, paire, etc...) \*/

Uint32 color;

if (i == xPartie && j == yPartie) {

color = SDL\_MapRGB(ecran->format, 255, 0, 0);

}

else if (i == xSelectPartie && j == ySelectPartie) {

color = SDL\_MapRGB(ecran->format, 0, 255, 0);

}

else if ((j + i) % 2 == 0) {

color = SDL\_MapRGB(ecran->format, 246, 228, 151);

}

else {

color = SDL\_MapRGB(ecran->format, 189, 141, 70);

}

SDL\_FillRect(ecran, &caseRect, color); // On met la case

SDL\_Rect posPiece;

posPiece.y = caseRect.y;

/\* On affiche la pièce correspondante \*/

if ((\*mPartie)(i, j) == NULL) {

}

else if ((\*mPartie)(i, j)->getName() == "Tour") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.tour->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.tour, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.tour, NULL, ecran, &posPiece);

}

else if ((\*mPartie)(i, j)->getName() == "Roi") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.roi->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.roi, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.roi, NULL, ecran, &posPiece);

}

else if ((\*mPartie)(i, j)->getName() == "Fou") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.fou->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.fou, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.fou, NULL, ecran, &posPiece);

}

else if ((\*mPartie)(i, j)->getName() == "Reine") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.reine->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.reine, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.reine, NULL, ecran, &posPiece);

}

else if ((\*mPartie)(i, j)->getName() == "Cavalier") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.cavalier->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.cavalier, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.cavalier, NULL, ecran, &posPiece);

}

else if ((\*mPartie)(i, j)->getName() == "Pion") {

posPiece.x = caseRect.x + CASE\_X / 2 - imgBlanc.pion->w / 2;

if ((\*mPartie)(i, j)->getColor() == 0)

SDL\_BlitSurface(imgBlanc.pion, NULL, ecran, &posPiece);

else

SDL\_BlitSurface(imgNoir.pion, NULL, ecran, &posPiece);

}

caseRect.x += CASE\_X;

}

caseRect.y += CASE\_Y;

}

}

SDL\_Flip(ecran);

}

/\* CheckEvent \*/

int UserInterface::checkEventMenu(int x, int y)

{

if (x < WIDTH)

return -1;

if (mode == 1) {

if (btnSortir->isClicked(x, y))

return 0;

if (btnGestJoueurs->isClicked(x, y)) {

mode = 2;

dNavBar();

dPlateau();

return -1;

}

if (btnGestParties->isClicked(x, y)) {

mode = 3;

dNavBar();

dPlateau();

return -1;

}

}

else if (mode == 2) {

if (btnSortir->isClicked(x, y)) {

mode = 1;

dNavBar();

dPlateau();

return -1;

}

if (btnAddJoueur->isClicked(x, y)) {

mode = 4;

dPlateau();

dNavBar();

return 5;

}

if (btnUpdateJoueur->isClicked(x, y) && selection != -1) {

mode = 5;

dPlateau();

dNavBar();

return 4;

}

if (btnDeleteJoueur->isClicked(x, y) && selection != -1) {

deleteJoueur(listeJoueur, (\*listeJoueur)[selection]);

selection = -1;

dPlateau();

return 6;

}

}

else if (mode == 3) {

if (btnSortir->isClicked(x, y)) {

mode = 1;

dNavBar();

dPlateau();

return -1;

}

if (btnNewPartie->isClicked(x, y)) {

newPartie(listePartie);

dPlateau();

return 2;

}

if (btnPlayPartie->isClicked(x, y) && selection != -1) {

playPartie((\*listePartie)[selection]);

dPlateau();

dNavBar();

return 7;

}

if (btnDeletePartie->isClicked(x, y) && selection != -1) {

deletePartie(listePartie, (\*listePartie)[selection]);

selection = -1;

dPlateau();

return 1;

}

}

else if (mode == 4 || mode == 5) {

if (btnSortir->isClicked(x, y)) {

mode = 2;

dNavBar();

dPlateau();

return -1;

}

if (btnValider->isClicked(x, y)) {

return 8;

}

}

return -1;

}

int UserInterface::checkEventListe(int x, int y)

{

if (mode != 2 && mode != 3)

return -1;

selection = - 1;

for (int i = 0; btnListe[i] != NULL; i++) {

if (btnListe[i]->isClicked(x, y)) {

selection = i;

break;

}

}

if (selection != -1)

dPlateau();

return 0;

}

int UserInterface::checkEventEditBox()

{

bool isEditionFinish = false;

while (!isEditionFinish) {

int res = eb->start();

if (res == -2) { // Quitter le jeu

return -1;

}

SDL\_Event event;

SDL\_WaitEvent(&event);

if (btnSortir->isClicked(event.button.x, event.button.y)) {

return 1;

}

if ((btnValider->isClicked(event.button.x, event.button.y) || res == 0) && eb->getText().length() > 0) {

if (mode == 4) {

if (!ajouterJoueur(eb->getText(), listeJoueur)) {

dPlateau();

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Le nom est déjà pris !", btnFontColor);

resizeImage(tmp, 250, 250, true);

SDL\_Rect tmpRect;

tmpRect.x = 300;

tmpRect.y = 360;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

}

else

isEditionFinish = true;

}

else {

if (!updateJoueur(eb->getText(), listeJoueur, selection)) {

dPlateau();

SDL\_Surface\* tmp;

tmp = TTF\_RenderText\_Blended(police, "Le nom est déjà pris !", btnFontColor);

resizeImage(tmp, 250, 250, true);

SDL\_Rect tmpRect;

tmpRect.x = 300;

tmpRect.y = 360;

SDL\_BlitSurface(tmp, NULL, ecran, &tmpRect);

SDL\_FreeSurface(tmp);

}

else

isEditionFinish = true;

}

}

}

return 0;

}

/\* Destructeur \*/

UserInterface::~UserInterface()

{

/\* On delete les boutons \*/

if(btnSortir != NULL)

delete btnSortir;

if (btnGestJoueurs != NULL)

delete btnGestJoueurs;

if (btnGestParties != NULL)

delete btnGestParties;

if (btnAddJoueur != NULL)

delete btnAddJoueur;

if (btnUpdateJoueur != NULL)

delete btnUpdateJoueur;

if (btnDeleteJoueur != NULL)

delete btnDeleteJoueur;

if (btnValider != NULL)

delete btnValider;

if (btnPlayPartie != NULL)

delete btnPlayPartie;

if (btnNewPartie != NULL)

delete btnNewPartie;

if (btnDeletePartie != NULL)

delete btnDeletePartie;

if (btnListe != NULL) {

for (int i = 0; btnListe[i] != NULL; i++)

delete btnListe[i];

delete btnListe;

}

/\* On efface les pièces \*/

SDL\_FreeSurface(imgNoir.tour);

SDL\_FreeSurface(imgNoir.roi);

SDL\_FreeSurface(imgNoir.fou);

SDL\_FreeSurface(imgNoir.reine);

SDL\_FreeSurface(imgNoir.cavalier);

SDL\_FreeSurface(imgNoir.pion);

SDL\_FreeSurface(imgBlanc.tour);

SDL\_FreeSurface(imgBlanc.roi);

SDL\_FreeSurface(imgBlanc.fou);

SDL\_FreeSurface(imgBlanc.reine);

SDL\_FreeSurface(imgBlanc.cavalier);

SDL\_FreeSurface(imgBlanc.pion);

SDL\_FreeSurface(croix);

/\* On delete l'EditBox \*/

delete eb;

/\* On ferme les modules \*/

TTF\_CloseFont(police);

TTF\_Quit();

SDL\_Quit();

}

### Main.cpp

/\*

\* ChessQuito

\*/

/\* Includes STANDARD \*/

#include <iostream>

#include <cstdlib>

#include <stdio.h>

#include <Windows.h>

#include <fstream>

/\* Includes ChessQuito \*/

#include "Joueur.h"

#include "Partie.h"

#include "UserInterface.h"

using namespace std;

/\* Liste fonctions \*/

bool ajouterJoueur(string, Joueur\*\*\*&);

bool updateJoueur(string, Joueur\*\*\*&, int);

void deleteJoueur(Joueur\*\*\*&, Joueur\*);

void newPartie(Partie\*\*\*&);

void deletePartie(Partie\*\*\*&, Partie\*);

void chargerJeu(Partie\*\*\*&, Joueur\*\*\*&);

void saveParties(Partie\*\*\*&);

void saveJoueurs(Joueur\*\*\*&);

//////////////////

// MAIN //

//////////////////

int main(int argc, char \*argv[]) {

/\* On charge les sauvegardes \*/

Joueur\*\*\* listeJoueur = NULL;

Partie\*\*\* listePartie = NULL;

chargerJeu(listePartie, listeJoueur);

/\* Initialisation de l'interface Utilisateur \*/

UserInterface ui(listeJoueur, listePartie);

ui.start();

/\* On enregistre les joueurs + les parties \*/

saveJoueurs(listeJoueur);

saveParties(listePartie);

/\* On supprime les listes de la mémoire \*/

for(int i = 0; (\*listePartie)[i] != NULL;i++){

delete (\*listePartie)[i];

}

delete [](\*listePartie);

for (int i = 0; (\*listeJoueur)[i] != NULL; i++) {

delete (\*listeJoueur)[i];

}

delete[](\*listeJoueur);

return EXIT\_SUCCESS;

}

////////////////////////

// CHESSQUITO //

////////////////////////

/\* Surcharges cout \*/

ostream& operator<<(ostream &flux, Partie const& mPartie)

{

mPartie.affichePlateau(flux);

return flux;

}

/\* Gestion (ajout|suppression) des (joueurs|parties) \*/

bool ajouterJoueur(string nom, Joueur\*\*\*& listeJoueur) {

int i = 0;

for (; (\*listeJoueur)[i] != NULL; i++)

if (nom == (\*listeJoueur)[i]->getNom()) {

return false;

}

/\* On commence agrandir le tableau de pointeur de joueurs \*/

Joueur\*\* tabTmp = new Joueur\*[i + 2];

for (int j = 0; j < i; j++) {

tabTmp[j] = (\*listeJoueur)[j];

}

tabTmp[i] = new Joueur(nom);

tabTmp[i + 1] = NULL; // On met le dernier à NULL afin de pouvoir avoir un etat d'arret lors des tests sur la liste

delete[](\*listeJoueur); // On supprime l'ancien tableau

(\*listeJoueur) = tabTmp; // On assigne la nouvelle addresse du tableau

return true;

}

bool updateJoueur(string nom, Joueur\*\*\*& listeJoueur, int i) {

for (int j = 0; (\*listeJoueur)[j] != NULL; j++)

if (nom == (\*listeJoueur)[j]->getNom()) {

return false;

}

(\*listeJoueur)[i]->setNom(nom);

return true;

}

void deleteJoueur(Joueur\*\*\*& listeJoueur, Joueur\* mJoueur) {

int i = 0;

for (; (\*listeJoueur)[i] != NULL; i++);

int id = 0;

for (; (\*listeJoueur)[id] != mJoueur; id++);

/\* On reduit le tableau de pointeur de joueurs \*/

Joueur\*\* tabTmp = new Joueur\*[i];

for (int j = 0, k = 0; j < i; j++) {

if (id != j) {

tabTmp[k] = (\*listeJoueur)[j];

k++;

}

}

delete mJoueur;

tabTmp[i - 1] = NULL; // On met le dernier à NULL afin de pouvoir avoir un etat d'arret lors des tests sur la liste

delete[](\*listeJoueur); // On supprime l'ancien tableau

(\*listeJoueur) = tabTmp; // On assigne la nouvelle addresse du tableau

}

void newPartie(Partie\*\*\*& listePartie) {

int i = 0;

for (; (\*listePartie)[i] != NULL; i++);

/\* On commence agrandir le tableau de pointeur de partie \*/

Partie\*\* tabTmp = new Partie\*[i + 2];

for (int j = 0; j < i; j++) {

tabTmp[j] = (\*listePartie)[j];

}

tabTmp[i] = new Partie();

tabTmp[i + 1] = NULL; // On met le dernier à NULL afin de pouvoir avoir un etat d'arret lors des tests sur la liste

delete[](\*listePartie); // On supprime l'ancien tableau

(\*listePartie) = tabTmp; // On change l'addresse du tableau pointé par listePartie

}

void deletePartie(Partie\*\*\*& listePartie, Partie\* mPartie) {

int i = 0;

for (; (\*listePartie)[i] != NULL; i++);

int id = 0;

for (; (\*listePartie)[id] != mPartie; id++);

/\* On reduit le tableau de pointeur de joueurs \*/

Partie\*\* tabTmp = new Partie\*[i];

for (int j = 0, k = 0; j < i; j++) {

if (id != j) {

tabTmp[k] = (\*listePartie)[j];

k++;

}

}

delete mPartie;

tabTmp[i - 1] = NULL; // On met le dernier à NULL afin de pouvoir avoir un etat d'arret lors des tests sur la liste

delete[](\*listePartie); // On supprime l'ancien tableau

(\*listePartie) = tabTmp; // On assigne la nouvelle addresse du tableau

}

/\* Fonctions de chargement des joueurs et parties \*/

void chargerJeu(Partie\*\*\*& listePartie, Joueur\*\*\*& listeJoueur) {

cout << "Chargement des Joueurs .";

/\* On charge les joueurs \*/

ifstream fichier("save/Joueurs.txt", ios::in); // on ouvre en lecture

if (fichier) // si l'ouverture a fonctionné

{

string contenu; // déclaration d'une chaîne qui contiendra la ligne lue

int i = 0;

cout << ".";

while (!fichier.eof()) {

fichier.ignore(1000, '\n');

i++;

}

listeJoueur = new Joueur\*\*;

(\*listeJoueur) = new Joueur\*[i];

(\*listeJoueur)[i - 1] = NULL;

fichier.seekg(0, std::ios::beg);

for (int j = 0; j < i - 1; j++) {

cout << ".";

getline(fichier, contenu, '\n');

(\*listeJoueur)[j] = new Joueur(contenu);

}

cout << endl;

fichier.close();

}

else {

cout << "Impossible de charger les joueurs !" << endl;

listeJoueur = new Joueur\*\*;

(\*listeJoueur) = new Joueur\*[1];

(\*listeJoueur)[0] = NULL;

}

cout << "Chargement des Parties .";

/\* On charge maintenant les parties \*/

ifstream fichier2("save/Parties.txt", ios::in); // on ouvre en lecture

if (fichier2) // si l'ouverture a fonctionné

{

string contenu; // déclaration d'une chaîne qui contiendra la ligne lue

cout << ".";

int i = 0;

while (!fichier2.eof()) {

fichier2.ignore(1000, '\n');

i++;

}

listePartie = new Partie\*\*;

(\*listePartie) = new Partie\*[i];

(\*listePartie)[i - 1] = NULL;

fichier2.seekg(0, std::ios::beg);

for (int j = 0; j < i - 1; j++) {

cout << ".";

/\* On charge chaque fichier \*/

string fileName;

getline(fichier2, contenu, '\n');

fileName = "save/parties/" + contenu + ".txt";

ifstream tmp(fileName, ios::in); // on ouvre en lecture

/\* On parcours les différentes propriétées du fichier \*/

// Date

getline(tmp, contenu, '\n');

(\*listePartie)[j] = new Partie(contenu);

// Joueur 1

getline(tmp, contenu, '\n');

for (int k = 0; (\*listeJoueur)[k] != NULL; k++) {

if ((\*listeJoueur)[k]->getNom() == contenu) {

(\*listePartie)[j]->addJoueur((\*listeJoueur)[k]);

break;

}

}

// Joueur 2

getline(tmp, contenu, '\n');

for (int k = 0; (\*listeJoueur)[k] != NULL; k++) {

if ((\*listeJoueur)[k]->getNom() == contenu) {

(\*listePartie)[j]->addJoueur((\*listeJoueur)[k]);

break;

}

}

// Type de partie

getline(tmp, contenu, '\n');

(\*listePartie)[j]->setTypePartie(atoi(contenu.c\_str()), true);

// IsWhiteToPlay

getline(tmp, contenu, '\n');

(\*listePartie)[j]->setIsWhiteToPlay(atoi(contenu.c\_str()));

// Tableaux d'initialisation

for (int k = 0; k < 4; k++) {

getline(tmp, contenu, '\_'); // Piece par Piece

if (contenu == "NULL") {

tmp.ignore(5, ' ');

(\*listePartie)[j]->setPBlanc(k, NULL);

}

else {

int color;

int state;

tmp >> color;

tmp.ignore(1); // UNDERSCORE

tmp >> state;

tmp.ignore(1); // SPACE

if (contenu == "Tour") {

(\*listePartie)[j]->setPBlanc(k, new Tour(color, state));

}

else if (contenu == "Fou") {

(\*listePartie)[j]->setPBlanc(k, new Fou(color, state));

}

else if (contenu == "Roi") {

(\*listePartie)[j]->setPBlanc(k, new Roi(color, state));

}

else if (contenu == "Reine") {

(\*listePartie)[j]->setPBlanc(k, new Reine(color, state));

}

else if (contenu == "Cavalier") {

(\*listePartie)[j]->setPBlanc(k, new Cavalier(color, state));

}

else if (contenu == "Pion") {

(\*listePartie)[j]->setPBlanc(k, new Pion(color, state));

}

}

}

tmp.ignore(2, '\n');

for (int k = 0; k < 4; k++) {

getline(tmp, contenu, '\_'); // Piece par Piece

if (contenu == "NULL") {

tmp.ignore(5, ' ');

(\*listePartie)[j]->setPNoir(k, NULL);

}

else {

int color;

int state;

tmp >> color;

tmp.ignore(1); // UNDERSCORE

tmp >> state;

tmp.ignore(1); // SPACE

if (contenu == "Tour") {

(\*listePartie)[j]->setPNoir(k, new Tour(color, state));

}

else if (contenu == "Fou") {

(\*listePartie)[j]->setPNoir(k, new Fou(color, state));

}

else if (contenu == "Roi") {

(\*listePartie)[j]->setPNoir(k, new Roi(color, state));

}

else if (contenu == "Reine") {

(\*listePartie)[j]->setPNoir(k, new Reine(color, state));

}

else if (contenu == "Cavalier") {

(\*listePartie)[j]->setPNoir(k, new Cavalier(color, state));

}

else if (contenu == "Pion") {

(\*listePartie)[j]->setPNoir(k, new Pion(color, state));

}

}

}

tmp.ignore(2, '\n');

// Chargement du plateau

for (int l = 0; l < TAILLE; l++) {

for (int k = 0; k < TAILLE; k++) {

getline(tmp, contenu, '\_'); // Piece par Piece

if (contenu == "NULL") {

tmp.ignore(5, ' ');

(\*(\*listePartie)[j])(l, k) = NULL;

}

else {

int color;

int state;

tmp >> color;

tmp.ignore(1); // UNDERSCORE

tmp >> state;

tmp.ignore(1); // SPACE

if (contenu == "Tour") {

(\*(\*listePartie)[j])(l, k) = new Tour(color, state);

}

else if (contenu == "Fou") {

(\*(\*listePartie)[j])(l, k) = new Fou(color, state);

}

else if (contenu == "Roi") {

(\*(\*listePartie)[j])(l, k) = new Roi(color, state);

}

else if (contenu == "Reine") {

(\*(\*listePartie)[j])(l, k) = new Reine(color, state);

}

else if (contenu == "Cavalier") {

(\*(\*listePartie)[j])(l, k) = new Cavalier(color, state);

}

else if (contenu == "Pion") {

(\*(\*listePartie)[j])(l, k) = new Pion(color, state);

}

}

}

tmp.ignore(2, '\n');

}

// Fin de la boucle

tmp.close();

}

}

else {

cout << "Impossible de charger la sauvegarde !" << endl;

listePartie = new Partie\*\*;

(\*listePartie) = new Partie\*[1];

(\*listePartie)[0] = NULL;

}

}

void saveParties(Partie\*\*\*& listePartie) {

/\* On commence par creer un registre des parties \*/

ofstream fichier("save/Parties.txt", ios::out | ios::trunc); //déclaration du flux et ouverture du fichier

if (fichier) // si l'ouverture a réussi

{

for (int i = 0; (\*listePartie)[i] != NULL; i++) {

fichier << (\*listePartie)[i]->getDate() << endl;

}

fichier.close(); // on referme le fichier

}

else { // sinon

cout << "Erreur durant l'enregistrement !" << endl;

return;

}

for (int i = 0; (\*listePartie)[i] != NULL; i++) {

string fileName = "save/parties/" + (\*listePartie)[i]->getDate() + ".txt";

ofstream fichier(fileName, ios::out | ios::trunc); //déclaration du flux et ouverture du fichier

if (fichier) // si l'ouverture a réussi

{

/\* On commence par enregistrer les différentes propriétées de la partie \*/

fichier << (\*listePartie)[i]->getDate() << endl;

if ((\*listePartie)[i]->getJ1() == NULL)

fichier << "\_é!#charSpeciauxà@\_" << endl;

else

fichier << (\*listePartie)[i]->getJ1()->getNom() << endl;

if ((\*listePartie)[i]->getJ2() == NULL)

fichier << "\_é!#charSpeciauxà@\_" << endl;

else

fichier << (\*listePartie)[i]->getJ2()->getNom() << endl;

fichier << (\*listePartie)[i]->getTypePartie() << endl

<< (\*listePartie)[i]->getIsWhiteToPlay() << endl;

/\* On enregistre les deux tableaux de pièce\*/

for (int j = 0; j < 4; j++) {

if ((\*listePartie)[i]->getPBlanc(j) != NULL)

fichier << (\*listePartie)[i]->getPBlanc(j)->getName() << "\_" << (\*listePartie)[i]->getPBlanc(j)->getColor() << "\_" << (\*listePartie)[i]->getPBlanc(j)->getState() << " ";

else

fichier << "NULL\_0\_0 ";

}

fichier << endl;

for (int j = 0; j < 4; j++) {

if ((\*listePartie)[i]->getPNoir(j) != NULL)

fichier << (\*listePartie)[i]->getPNoir(j)->getName() << "\_" << (\*listePartie)[i]->getPNoir(j)->getColor() << "\_" << (\*listePartie)[i]->getPNoir(j)->getState() << " ";

else

fichier << "NULL\_0\_0 ";

}

fichier << endl;

/\* On enregistre le plateau \*/

for (int j = 0; j < TAILLE; j++) {

for (int k = 0; k < TAILLE; k++) {

if ((\*(\*listePartie)[i])(j, k) != NULL)

fichier << (\*(\*listePartie)[i])(j, k)->getName() << "\_" << (\*(\*listePartie)[i])(j, k)->getColor() << "\_" << (\*(\*listePartie)[i])(j, k)->getState() << " ";

else

fichier << "NULL\_0\_0 ";

}

fichier << endl;

}

fichier.close(); // on referme le fichier

}

else { // sinon

cout << "Erreur durant l'enregistrement !" << endl;

return;

}

}

cout << "Fin de l'enregistrement ! " << endl;

}

void saveJoueurs(Joueur\*\*\*& listeJoueur) {

ofstream fichier("save/Joueurs.txt", ios::out | ios::trunc); //déclaration du flux et ouverture du fichier

if (fichier) // si l'ouverture a réussi

{

for (int i = 0; (\*listeJoueur)[i] != NULL; i++) {

fichier << (\*listeJoueur)[i]->getNom() << endl;

}

fichier.close(); // on referme le fichier

}

else { // sinon

cout << "Erreur durant l'enregistrement !" << endl;

return;

}

}

///////////////////

// SDL //

///////////////////

/\* Redimmensionne l'image \*/

void resizeImage(SDL\_Surface\*& img, const double newwidth, const double newheight, bool x)

{

// Zoom function uses doubles for rates of scaling, rather than

// exact size values. This is how we get around that:

double zoomx = newwidth / (float)img->w;

double zoomy = newheight / (float)img->h;

SDL\_Surface\* sized = NULL;

// This function assumes no smoothing, so that any colorkeys wont bleed.

if (x)

sized = zoomSurface(img, zoomx, zoomx, SMOOTHING\_OFF);

else

sized = zoomSurface(img, zoomy, zoomy, SMOOTHING\_OFF);

SDL\_FreeSurface(img);

img = sized;

}