Automatización de Scripts en Python

Los **scripts** en Python **son archivos .py que nos permiten realizar tareas repetitivas de forma automática**, ahorrándonos así mucho tiempo.

Nos permite **automatizar una amplia variedad de tareas**, desde procesamiento de datos y manipulación de archivos hasta interacciones con servicios web y más.

Formas de ejecutar los Scripts

Podemos ejecutar las automatizaciones de forma **manual** o de forma **programada**.

**Módulo OS**

El módulo **os** es **esencial para tareas de automatización que requieren interacción con el sistema operativo**.

Nos permite **manipular archivos y directorios**, **ejecutar comandos del sistema** y **gestionar aspectos relacionados con el entorno del sistema operativo** desde tus scripts de Python.

1. **Manipulación de directorios y archivos**: Puedes crear, eliminar, mover y renombrar directorios y archivos utilizando funciones del módulo **os** como **os.mkdir()**, **os.rmdir()**, **os.rename()**, **os.remove()**, **os.listdir()**, entre otros.
2. **Navegación en el sistema de archivos**: El módulo **os** permite obtener información sobre rutas de archivos, como la verificación de si un archivo o directorio existe (**os.path.exists()**), la obtención del directorio actual (**os.getcwd()**), y la construcción de rutas de archivos de manera plataforma independiente (**os.path.join()**).
3. **Ejecución de comandos del sistema**: Puedes ejecutar comandos del sistema operativo desde un script de Python utilizando la función **os.system()**. Esto te permite automatizar tareas que normalmente se realizarían desde la línea de comandos.
4. **Variables de entorno**: Puedes acceder y manipular variables de entorno del sistema operativo a través de **os.environ**. Esto es útil cuando necesitas configurar variables de entorno específicas para tu script.
5. **Cambiar el directorio de trabajo**: Utilizando **os.chdir()**, puedes cambiar el directorio de trabajo actual de tu script, lo que es útil para navegar entre diferentes carpetas en tu sistema de archivos.
6. **Gestión de permisos y propietarios de archivos**: Puedes usar funciones del módulo **os** para establecer o verificar los permisos y el propietario de archivos y directorios, aunque ten en cuenta que la capacidad de hacerlo puede depender de los permisos del usuario que ejecuta el script.
7. **Otras operaciones de sistema**: **os** también proporciona funciones para obtener información sobre el sistema operativo en el que se ejecuta el script, como el nombre del sistema (**os.name**), el acceso a las funciones específicas del sistema operativo (por ejemplo, **os.uname()** en sistemas Unix), y más.

import os

#-----1) acceder al nombre de la ruta del script en el que estamos-----

print("Nombre del directorio actual: ")

print(os.getcwd()) #nos devuelve la ruta en forma de string

#-----2) listar los archivos y carpetas que están dentro de la carpeta (directorio) en la que estamos-----

print("")

print("Lista de los archivos del directorio actual:")

print(os.listdir()) #obtener los archivos del directorio actual

print("Lista de los archivos del directorio especificado:")

print(os.listdir('carpeta\_para\_pruebas')) #obtener los archivos de un directorio en específico

#-----3) concatenar rutas (paths)-----

#como primer parámetro pasamos la ruta actual y luego lo que deseamos concatenarle

print("")

print("Concatenación entre la ruta actual y la carpeta\_para\_pruebas:")

print(os.path.join(os.getcwd(), 'carpeta\_para\_pruebas')) #NO es una creación de carpetas, sencillamente es una concatenación de strings

#-----4) crear archivos y carpetas-----

print("")

print("make directories (mkdir) utilizado para crear una carpeta")

#os.mkdir('carpetas\_creadas') #si ya existe una carpeta con el mismo nombre nos generará un error

#crear carpetas dentro de carpetas (en el primer parámetro ponemos la carpeta donde crearemos la nueva y en el segundo pondremos la carpeta que crearemos dentro de la anterior)

print("")

print("makedirs utilizado para crear carpetas dentro de otras carpetas")

#os.makedirs(os.path.join('carpetas\_creadas', 'carpeta\_mkdir'))

#os.makedirs(os.path.join('carpetas\_creadas', 'carpeta\_makedirs'))

#-----5) renombrar archivos o carpetas-----

print("")

print("os.rename() utilizado para renombrar a la carpeta\_pruebas")

#os.rename('carpeta\_pruebas', 'carpeta\_para\_pruebas')

#otra forma de renombrar es buscando coincidencias dentro de un bucle for que contenga todos los archivos y carpetas del directorio

#en este ejemplo renombraremos todos los archivos y carpetas del directorio actual que terminen en .csv

#for archivo in os.listdir() :

#    if archivo.endswith('.csv') :

#        os.rename(archivo, f'rename\_de\_{archivo}')

#-----6) comprobar si un archivo o carpeta existe en el directorio actual-----

print("")

print("os.path.exists() utilizado para verificar la existencia en el directorio actual")

print(os.path.exists('carpeta\_makedirs')) #en este caso será falso ya que esta carpeta no está en este directorio, sino que es una subcarpeta

#-----7) Metadata (data que describe a otra data)-----

#una de las funcionalidades es la de obtener la ruta absoluta de un archivo o carpeta:

print("")

print("La ruta absoluta de la carpeta\_pruebas es: ")

print(os.path.abspath('carpeta\_pruebas'))

#además de esta hay varias funcionalidades mas

**openpyxl**

Una de las bibliotecas más populares para **automatizar tareas repetitivas con hojas de cálculo de Excel utilizando Python** es **openpyxl**.

1. Instala la biblioteca **openpyxl** si aún no lo has hecho. Puedes hacerlo utilizando **pip**:

pip install openpyxl

1. Importa la biblioteca **openpyxl** en tu script Python:

import openpyxl

1. Abre un archivo Excel existente o crea uno nuevo. Por ejemplo, para abrir un archivo existente:

archivo\_excel = openpyxl.load\_workbook('nombre\_del\_archivo.xlsx')

1. Accede a la hoja de cálculo en la que deseas trabajar:

hoja = archivo\_excel['Nombre de la Hoja']

1. Realiza operaciones en la hoja de cálculo. Puedes leer y escribir datos, dar formato, copiar, eliminar, etc. Aquí hay algunos ejemplos:
   * Leer datos de una celda:

valor = hoja['A1'].value

* + Escribir datos en una celda:

hoja['B2'] = "Nuevo Valor"

* + Iterar a través de filas y columnas:

for fila in hoja.iter\_rows(min\_row=2, max\_row=hoja.max\_row, min\_col=1, max\_col=hoja.max\_column): for celda in fila: print(celda.value)

1. Guarda los cambios en el archivo Excel:

archivo\_excel.save('nombre\_del\_archivo.xlsx')

1. Cierra el archivo Excel:

archivo\_excel.close()

1. Automatiza tareas específicas según tus necesidades. Puedes combinar estas operaciones para realizar tareas más complejas, como filtrar datos, calcular estadísticas, crear gráficos, etc.

Este es solo un ejemplo básico de cómo automatizar tareas en Excel con Python. La biblioteca **openpyxl** es muy versátil y te permite realizar una amplia gama de tareas. Sin embargo, también hay otras bibliotecas como **pandas** y **xlwings** que ofrecen funcionalidades adicionales para trabajar con datos de Excel de manera eficiente. La elección de la biblioteca depende de tus necesidades específicas.

**Automatización de reportes de Excel con Python**

**Pasos para automatizar archivos Excel utilizando pandas y openpyxl**

En resumen, utilizamos **pandas para la lectura y manejo de archivos Excel, creación de tablas pivote y exportación de las mismas a archivos Excel**.

En cambio usamos **openpyxl para hacer reportes en Excel**.

**Importamos las librerías pandas y openpyxl**

import pandas as pd

import openpyxl

**Leer archivos Excel (pandas)**

#leemos el archivo excel (o df, lo que prefiramos) y lo asignamos a una variable

archivo\_excel = pd.read\_excel('supermarket\_sales.xlsx')

**Crear tablas pivote con la función pivot\_table (pandas)**

Este término se utiliza comúnmente en el contexto de análisis de datos para describir una **tabla que se ha reorganizado para facilitar el resumen, la agregación o el análisis de datos de una manera más conveniente**.

La función **pivot\_table** permite reorganizar un DataFrame para resumir datos en función de los valores de una o más columnas. Esto facilita el análisis y la visualización de datos de una manera más estructurada y conveniente. Los argumentos clave, como **values**, **index**, **columns** y **aggfunc**, se utilizan para controlar cómo se realiza la agregación y la organización de los datos en la tabla pivote.

**df:** Esto es el DataFrame de pandas en el que se encuentra el conjunto de datos que deseas pivotar.

1. **values**: Esta es la columna que se utilizará para calcular los valores de la tabla pivote.
2. **index**: Esta es la columna que se utilizará como el índice (filas) de la tabla pivote. Cada valor único en esta columna se convierte en una fila en la tabla pivote.
3. **columns**: Esta es la columna que se utilizará para crear las columnas de la tabla pivote. Cada valor único en esta columna se convierte en una columna en la tabla pivote.
4. **aggfunc**: Esta es la función de agregación que se aplicará a los valores de las celdas cuando hay duplicados en la intersección de una fila y una columna en la tabla pivote.

**Algunas de las funciones comunes del parámetro aggfunc para los conjuntos de datos son:**

**'sum'** suma los valores.

**'mean'** calcula el promedio.

**'max'** encuentra el valor máximo.

**'min'** encuentra el valor mínimo.

**'count'** Cuenta el número de valores no nulos.

**'size'** Similar a count, pero incluye valores nulos en el conteo. Cuenta el número total de valores (nulos y no nulos).

**'first'** Devuelve el primer valor no nulo en la columna. Es útil cuando deseas conservar el primer valor en caso de duplicados.

**'last'** Devuelve el último valor no nulo en la columna. Se utiliza para conservar el último valor en caso de duplicados.

#creamos una tabla pivote en la que ordenaremos el total gastado en cada linea de productos separados por género

tabla\_pivote = archivo\_excel.pivot\_table(index='Gender', columns='Product line', values='Total', aggfunc='sum').round(0)

#round(0) es para redondear los decimales

print(tabla\_pivote)

**Exportar tablas pivote a archivos Excel (pandas)**

#exportamos la tabla pivote como archivo Excel y le ponemos el nombre que tendrá el archivo Excel (con su terminación .xlsx)

tabla\_pivote.to\_excel('total\_por\_género.xlsx', startrow=0, sheet\_name='Reporte por género')

#startrow es el parámetro que controla en que fila (row) del Excel comenzará a mostrarse la tabla\_pivote

#sheet\_name es el nombre que le pondremos a la pestaña de excel

#Tanto startrow como sheet\_name son parámetros opcionales

![Captura de pantalla 2023-10-21 210239.png](data:image/png;base64,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)En este ejemplo el archivo Excel resultante es:

**Con esto terminamos con la librería pandas, ahora toca trabajar con openpyxl en la creación de reportes en Excel**.

**Hacer reportes en Excel utilizando openpyxl**

**Crear filas y columnas de referencia (openpyxl)**

Para leer un archivo Excel con openpyxl usaremos load\_wordbook.

from openpyxl import load\_workbook

Cargamos el excel de la tabla pivote e ingresamos la pestaña con la que trabajaremos (sheet\_name)

#leemos el Excel de la tabla pivote con load\_workbook (en general le daremos el valor de lectura a una variable wb(WorkBook))

wb = load\_workbook('total\_por\_género.xlsx')

#usamos una variable pestaña y ponemos el nombre de la pestaña o ventana que usaremos del archivo que estamos leyendo (el que pusimos de sheet\_name al exportar la tabla pivote a Excel)

pestaña = wb['Reporte por género']

Para automatizar cualquier excel, debemos hacer que el programa detecte la cantidad de filas y columnas activas del mismo, y eso permite que funcione de igual forma sin importar que luego el archivo cambie su tamaño, ya que lo detectará automáticamente.

#ahora debemos saber que filas y columnas están activas en el excel que estamos utilizando para tener las referencias

#para eso debemos conocer las filas máximas y mínimas y las columnas máximas y mínimas que se están utilizando

min\_col = wb.active.min\_column

max\_col = wb.active.max\_column

min\_fila = wb.active.min\_row

max\_fila = wb.active.max\_row

**Crear gráficos de Excel mediante Python (openpyxl)**

Debemos importar: from openpyxl.chart import BarChart, Reference

Definimos la data y las categorías del **wb** que usaremos para el gráfico (especificando la pestaña y los valores mínimos y máximos de las filas y columnas, modificándolas dependiendo de si lo hacemos con la data o categorías)

*#queremos que la data tome también los headers o encabezados de la tabla\_pivote de excel, por ende le agregamos 1 a la min\_columna calculada previamente*

data = Reference(pestaña, min\_col=min\_columna+1, max\_col=max\_columna, min\_row=min\_fila, max\_row=max\_fila)

*#queremos que las categorías tomen también los valores de las categorías de la tabla\_pivote de excel, (por ende le agregamos 1 a la min\_fila calculada previamente y también hacemos que la min\_col y la max\_col tengan el mismo valor de min\_columna, ya que solo queremos que tome la columna de las categorías, que es la primera)*

categorias = Reference(pestaña, min\_col=min\_columna, max\_col=min\_columna, min\_row=min\_fila+1, max\_row=max\_fila)

Creamos el gráfico

*#creación del gráfico*

barchart = BarChart()

Cargamos la data y las categorías dentro del gráfico y le ponemos un título y un estilo al mismo

*#agregamos la data (el parámetro titles\_from\_data = True sirve para indicarle al programa que también debe tomar los headers o encabezados)*

barchart.add\_data(data, titles\_from\_data=True)

*#agregamos las categorías*

barchart.set\_categories(categorias)

*#podemos agregarle un título y un estilo al gráfico*

barchart.title = 'Total de ventas por género'

barchart.style = 2

Agregamos el gráfico a la pestaña de excel con la que estamos trabajando en la posición que deseemos

*#agregamos el gráfico barchart a la pestaña de excel con la que estamos trabajando, en este caso la posición K1 (el parámetro sirve para indicar en qué celda de la pestaña pondremos el gráfico)*

pestaña.add\_chart(barchart, 'K1')

Por último, guardamos el archivo (esto SIEMPRE VA ÚLTIMO DE TODO, si agregamos mas funcionalidades al código debemos ponerlas antes del guardado del wb)

*#por último, guardamos el archivo wb (el archivo excel creado a partir de la tabla\_pivote)*

wb.save('total\_por\_género.xlsx')

**Aplicar fórmulas de Excel mediante Python (openpyxl)**

**Podemos realizar las mismas acciones y cálculos que hacemos en excel en Python para poder automatizar los reportes**.

**Estructura de una fórmula común en Excel**

**Pestaña[‘ColumnaFila’] = ‘=Formula(ColumnaFila\_inferior : ColumnaFila\_superior)’**

**Si queremos realizar una suma de columnas o filas y mostrarla en una posición específica del wb ponemos:**

*#en la posición B4 se mostrará la suma de la posición B2 hasta la B3*

pestaña['B4'] = '=SUM(B2:B3)'

pestaña['B4'].style = 'Currency' *#este estilo hace que se muestre en formato moneda*

**En este caso realizaremos la suma de los totales de cada columna del wb**.

Importamos string

*#importamos string para utilizar string.ascii\_uppercase*

import string

Debemos conocer cuáles son las columnas que debemos usar para nuestro objetivo

*#en este caso sumaremos los totales de cada columna de la pestaña de excel que venimos usando, para eso usaremos un bucle for*

*#pero antes del for debemos conocer cuáles son las columnas que usaremos, y según vemos en el archivo excel del wb debemos usar de la columna B hasta la G, por eso debemos realizar dos pasos antes del for*

*#primero usaremos una variable abecedario para que contenga todos las letras en MAYÚSCULAS (ya que los índices de Excel son en mayúsculas)*

abecedario = list(string.ascii\_uppercase)

*#luego nos quedaremos solo con las letras que necesitamos (para eso usamos el slicing o segmentación)*

*#en este caso solo debemos usar de la A hasta la G (max\_columna)*

abecedario\_excel = abecedario[0:max\_columna]

Sumamos los totales de cada columna con un For

*#utilizamos un bucle for para sumar los totales de cada columna*

for i in abecedario\_excel :

*# i debe ser distinto de 'A' ya que ahí se encuentran los géneros, y no queremos sumar eso*

    if i != 'A' :

*#---sumamos cada total de las columnas especificadas y ponemos el resultado en la posición correspondiente---*

*#al hacer que se guarde en la columna i y en la fila max\_fila+1 nos aseguramos que el programa seguirá funcionando correctamente por más que el excel sea modificado*

*#al hacer que se realice la suma entre la columna i y la fila min\_fila+1 y la columna i y la fila max\_fila nos aseguramos que el programa seguirá realizando las sumas correctamente por más que el excel sea modificado*

        pestaña[f'{i}{max\_fila+1}'] = f'=SUM({i}{min\_fila+1}:{i}{max\_fila})'

        pestaña[f'{i}{max\_fila+1}'].style = 'Currency' *#este estilo hace que se muestre en formato moneda*

Agregamos el nombre ‘Total’ en la fila donde se muestran los resultados de las sumas de cada columna

*#agregamos el nombre 'Total' (para mostrar que en esa fila se mostrarán los totales de todas las sumas anteriores) en la primera columna de la fila max\_fila+1 para asegurarnos el correcto funcionamiento sin importar si el excel es modificado*

pestaña[f'{abecedario\_excel[0]}{max\_fila+1}'] = 'Total'

**Con esto, GENERAMOS UNA AUTOMATIZACIÓN QUE SEGUIRÁ FUNCIONANDO CORRECTAMENTE SIN IMPORTAR SI EL WB ES MODIFICADO.**

**Dar formato a los reportes de Excel (openpyxl)**

Por último le damos un poco de formato al excel al poner un par de títulos o textos descriptivos.

Importamos Font

*#importamos Font para darle formato final al excel del wb*

from openpyxl.styles import Font

Ponemos títulos o textos descriptivos y sus fuentes

*#Por último le damos un poco de formato y estilo al excel al poner un par de títulos o textos descriptivos.*

*#-----textos-----*

pestaña['A1'] = 'Reporte automatizado'

pestaña['A2'] = '2023'

*#-----fuentes de los textos-----*

*#de parámetros ponemos el nombre de la fuente, si será negrita o no, y el tamaño*

pestaña['A1'].font = Font('Arial', bold=True, size=20)

pestaña['A2'].font = Font('Arial', bold=False, size=12)

**Automatizar los reportes con una función en Python**

Creamos otro script de Python y pegamos todo el código dentro de una función de Python.

Además lo modificamos para que pueda automatizar todos los archivos Excel que tengan el nombre “Ventas\_mes.xlsx”

"""ESTE PROGRAMA AUTOMATIZA LOS REPORTES DE LAS VENTAS DE CADA MES. ES OBLIGATORIO QUE EL ARCHIVO DE INGRESO (INPUT) TENGA EL FORMATO Ventas\_mes.xlsx PARA EL CORRECTO FUNCIONAMIENTO DEL PROGRAMA.

EL MISMO DEVUELVE COMO SALIDA (OUTPUT) UN ARCHIVO CON EL FORMATO Reporte\_mes.xlsx CON SU RESPECTIVO GRÁFICO"""

import pandas as pd *#usamos pandas para la lectura y manejo de archivos Excel, creación de tablas pivote y exportación de las mismas a archivos Excel.*

from openpyxl import load\_workbook *#usamos openpyxl para hacer reportes en Excel (usamos load\_workbook para leer los archivos Excel con openpyxl)*

from openpyxl.chart import BarChart, Reference

*#importamos string para utilizar string.ascii\_uppercase*

import string

*#importamos Font para darle formato final al excel del wb*

from openpyxl.styles import Font

*#creamos la función que nos permitirá automatizar los reportes del Excel*

def automatizar\_excel(nombre\_archivo) :

    """Input Ventas\_mes.xlsx / Output reporte\_mes.xlsx"""

*#leemos el archivo excel (o df, lo que prefiramos) y lo asignamos a una variable*

    archivo\_excel = pd.read\_excel(nombre\_archivo) *#modificamos el nombre original por esta variable para que se pueda usar ante cualquier archivo y funcione la automatización*

*#creamos una tabla pivote en la que ordenaremos el total gastado en cada linea de productos separados por género*

    tabla\_pivote = archivo\_excel.pivot\_table(index='Gender', columns='Product line', values='Total', aggfunc='sum').round(0)

*#round(0) es para redondear los decimales*

*#tomamos como variable el mes y la extensión del archivo para poder hacer el reporte de cada mes que ingrese*

*#tomará lo que está luego del \_*

    mes\_extension = nombre\_archivo.split('\_')[1]

*#exportamos la tabla pivote como archivo Excel y le ponemos el nombre que tendrá el archivo Excel (con su terminación .xlsx) y su mes\_extension*

    tabla\_pivote.to\_excel(f'Reporte\_{mes\_extension}', startrow=3, sheet\_name='Reporte por género')

*#startrow es el parámetro que controla en que fila (row) del Excel comenzará a mostrarse la tabla\_pivote*

*#sheet\_name es el nombre que le pondremos a la pestaña o ventana de excel*

*#------------------------------Creación de reportes de Excel con openpyxl------------------------------*

*#leemos el Excel de la tabla pivote con load\_workbook (en general le daremos el valor de lectura a una variable wb(WorkBook))*

    wb = load\_workbook(f'Reporte\_{mes\_extension}')

*#usamos una variable pestaña y ponemos el nombre de la pestaña o ventana que usaremos del archivo que estamos leyendo (el que pusimos de sheet\_name al exportar la tabla pivote a Excel)*

    pestaña = wb['Reporte por género']

*#ahora debemos saber que filas y columnas están activas en el excel que estamos utilizando para tener las referencias*

*#para eso debemos conocer las filas maximas y minimas y las columnas maximas y minimas que se estan utilizando*

    min\_columna = wb.active.min\_column

    max\_columna = wb.active.max\_column

    min\_fila = wb.active.min\_row

    max\_fila = wb.active.max\_row

*#CON ESTO PODEMOS AUTOMATIZAR CUALQUIER REPORTE, YA QUE AUTOMATICAMENTE EL PROGRAMA TOMARÁ LOS VALORES DE LAS FILAS Y COLUMNAS ACTIVAS, SIN IMPORTAR SI CAMBIAN LUEGO DE TAMAÑO*

*#especificamos que la data y categorias tomarán los valores de la pestaña con la que se está trabajando, y los valores mínimos y máximos de las filas y columnas que calculamos antes.*

*#queremos que la data tome también los headers o encabezados de la tabla\_pivote de excel, por ende le agregamos 1 a la min\_columna calculada previamente*

    data = Reference(pestaña, min\_col=min\_columna+1, max\_col=max\_columna, min\_row=min\_fila, max\_row=max\_fila)

*#queremos que las categorias tomen también los valores de las categorias de la tabla\_pivote de excel, (por ende le agregamos 1 a la min\_fila calculada previamente y también hacemos que la min\_col y la max\_col tengan el mismo valor de min\_columna, ya que solo queremos que tome la columna de las categorias, que es la primera)*

    categorias = Reference(pestaña, min\_col=min\_columna, max\_col=min\_columna, min\_row=min\_fila+1, max\_row=max\_fila)

*#-----ahora solo nos falta crear el gráfico y cargar las referencias dentro del mismo-----*

*#creación del gráfico*

    barchart = BarChart()

*#agregamos la data (el parámetro titles\_from\_data = True sirve para indicarle al programa que también debe tomar los headers o encabezados)*

    barchart.add\_data(data, titles\_from\_data=True)

*#agregamos las categorias*

    barchart.set\_categories(categorias)

*#podemos agregarle un título y un estilo al gráfico*

    barchart.title = 'Total de ventas por género'

    barchart.style = 2

*#agregamos el gráfico barchart a la pestaña de excel con la que estamos trabajando, en este caso la posición C10 (el parámetro sirve para indicar en qué celda de la pestaña pondremos el gráfico)*

    pestaña.add\_chart(barchart, 'C10')

*#----------aplicamos fórmulas de Excel para automatizar los reportes----------*

*#si quisiéramos sumar columnas o filas y poner el resultado en una posición específica debemos poner:*

*#en la posición B4 se mostrará la suma de la posición B5 hasta la B6*

*#pestaña['B7'] = '=SUM(B5:B6)'*

*#pestaña['B7'].style = 'Currency' #este estilo hace que se muestre en formato moneda*

*#en este caso sumaremos los totales de cada columna de la pestaña de excel que venimos usando, para eso usaremos un bucle for*

*#pero antes del for debemos conocer cuáles son las columnas que usaremos, y según vemos en el archivo excel del wb debemos usar de la columna B hasta la G, por eso debemos realizar dos pasos antes del for*

*#primero usaremos una variable abecedario para que contenga todos las letras en MAYÚSCULAS (ya que los índices de Excel son en mayúsculas)*

    abecedario = list(string.ascii\_uppercase)

*#luego nos quedaremos solo con las letras que necesitamos (para eso usamos el slicing o segmentación)*

*#en este caso solo debemos usar de la A hasta la G (max\_columna)*

    abecedario\_excel = abecedario[0:max\_columna]

*#utilizamos un bucle for para sumar los totales de cada columna*

    for i in abecedario\_excel :

*# i debe ser distinto de 'A' ya que ahí se encuentran los géneros, y no queremos sumar eso*

        if i != 'A' :

*#---sumamos cada total de las columnas especificadas y ponemos el resultado en la posición correspondiente---*

*#al hacer que se guarde en la columna i y en la fila max\_fila+1 nos aseguramos que el programa seguirá funcionando correctamente por más que el excel sea modificado*

*#al hacer que se realice la suma entre la columna i y la fila min\_fila+1 y la columna i y la fila max\_fila nos aseguramos que el programa seguirá realizando las sumas correctamente por más que el excel sea modificado*

            pestaña[f'{i}{max\_fila+1}'] = f'=SUM({i}{min\_fila+1}:{i}{max\_fila})'

            pestaña[f'{i}{max\_fila+1}'].style = 'Currency' *#este estilo hace que se muestre en formato moneda*

*#agregamos el nombre 'Total' (para mostrar que en esa fila se mostrarán los totales de todas las sumas anteriores) en la primera columna de la fila max\_fila+1 para asegurarnos el correcto funcionamiento sin importar si el excel es modificado*

    pestaña[f'{abecedario\_excel[0]}{max\_fila+1}'] = 'Total'

*#con esto, GENERAMOS UNA AUTOMATIZACIÓN QUE NO AFECTARÁ SU RENDIMIENTO SI EL EXCEL DEL WB ES MODIFICADO*

*#de esta forma, en nuestro wb veremos que la última columna se llamará Total y en esa fila estarán todos los totales de las sumas*

*#Por último le damos un poco de formato y estilo al excel al poner un par de títulos o textos descriptivos.*

*#-----textos-----*

    pestaña['A1'] = 'Reporte automatizado'

*#conseguimos el mes para usarlo (tomamos lo que está antes del punto en mes\_extension)*

    mes = mes\_extension.split('.')[0]

*#hacemos que el mes aparezca en la posicion A2*

    pestaña['A2'] = mes

*#-----fuentes de los textos-----*

*#de parámetros ponemos el nombre de la fuente, si será negrita o no, y el tamaño*

    pestaña['A1'].font = Font('Arial', bold=True, size=20)

    pestaña['A2'].font = Font('Arial', bold=False, size=12)

*#por último, guardamos el archivo wb (el archivo excel creado a partir de la tabla\_pivote)*

    wb.save(f'Reporte\_{mes\_extension}')

*#probamos la función con cualquier archivo excel que tenga el formato pedido (en este caso el formato de entrada debe ser Ventas\_mes.xlsx)*

*#automatizar reportes mensuales*

automatizar\_excel('Ventas\_enero.xlsx')

automatizar\_excel('Ventas\_febrero.xlsx')

De esta forma, este programa toma los archivos Excel llamados “Ventas\_mes.xlsx” y los transforma en tablas pivote de Excel llamadas “Reporte\_mes.xlsx” junto con su respectivo gráfico.

Es importante aclarar que si debemos leer otro formato de excel que no contenga las columnas utilizadas para formar la tabla pivote indicada, debemos modificar esa parte del código para tomar las columnas existentes.