**Fall 2020 FRE-GY 6883 Financial Computing Midterm Exam**

Last Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_First Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_NYUID:\_\_\_ \_\_\_ \_\_\_ \_\_\_\_\_\_\_\_\_\_

**Q1: Implements the overloaded Swap() functions to be used in the main() function to produce the expected results shown as the following. Your implementation must satisfy the main function invoking it.**

|  |
| --- |
| **Implement Swap () function** |
| #include <iostream>  using namespace std;  void Swap(int\* x, int\* y)  {  int temp;  temp = \*x;  \*x = \*y;  \*y = temp;  }  void Swap(double& x, double& y)  {  double temp = x;  x = y;  y = temp;  } |
| int main(void)  {  int iA = 1, iB = 2;  double dA = 10.12, dB = 20.23;  cout << "before swap: " << " iA= " << iA << " iB= " << iB << endl;  Swap(&iA, &iB);  cout << "after swap:" << " iA= " << iA << " iB= " << iB << endl;  cout << "before swap: " << " dA= " << dA << " dB= " << dB << endl;  Swap(dA, dB);  cout << "after swap:" << " dA= " << dA << " dB= " << dB << endl;    return 0;  }  /\*  before swap: iA= 1 iB= 2  after swap: iA= 2 iB= 1  before swap: dA= 10.12 dB= 20.23  after swap: dA= 20.23 dB= 10.12  \*/ |

**Q2-Q3 are based on the following classes and independent functions.**

|  |
| --- |
| **Q2: Complete the implementation of constructor and destructor for base class EurOption:** |
| BinModel.h |
| class BinModel  {  private:  double S0;  double U;  double D;  double R;  public:  BinModel() : S0(0), U(0), D(0), R(0) {}  BinModel(double S0\_, double U\_, double D\_, double R\_) : S0(S0\_), U(U\_), D(D\_), R(R\_) {}  BinModel(const BinModel & binModel) : S0(binModel.S0), U(binModel.U), D(binModel.D), R(binModel.R) {}  ~BinModel() {}  double GetS0() const { return S0; }  double GetU() const { return U; }  double GetD() const { return D; }  double GetR() const { return R; }  double RiskNeutProb() const;  double CalculateAssetPrice(int n, int i) const;  void UpdateBinModel(double S0\_, double U\_, double D\_, double R\_);  }; |
| BinModel.cpp |
| #include "BinModel.h"  #include <cmath>  double BinModel::RiskNeutProb() const  { return (R-D)/(U-D);  }  double BinModel::CalculateAssetPrice(int n, int i) const  { return S0\*pow(1+U, i)\*pow(1+D, n-i);  }  void BinModel::UpdateBinModel(double S0\_, double U\_, double D\_, double R\_)  { S0 = S0\_;  U = U\_;  D = D\_;  R = R\_;  } |
| Options.h |
| #include <vector>  #include "BinModel.h"  using namespace std;  class EurOption  {  protected:  int N;  char\* name;  public:  EurOption(int N\_, char const \*name\_);  virtual ~EurOption();  virtual void GetInputData() = 0;  virtual double Payoff(double z) = 0;  double PriceByCRR(BinModel Model);  char\* GetName() { return name; }  };  class Call : public EurOption  {  private:  double K;  public:  Call(int N\_, char const\* name\_);  ~Call() {}  void GetInputData();  double Payoff(double z);  };  class Put : public EurOption  {  private:  double K;  public:  Put(int N\_, char const\* name\_);  ~Put() {}  void GetInputData();  double Payoff(double z);  };  class BullSpread : public EurOption  {  private:  double K1, K2;  public:  BullSpread(int N\_, char const\* name\_);  ~BullSpread() {}  void GetInputData();  double Payoff(double z);  };  class BearSpread : public EurOption  {  private:  double K1, K2;  public:  BearSpread(int N\_, char const\* name\_);  ~BearSpread() {}  void GetInputData();  double Payoff(double z);  }; |
| Options.cpp |
| #include "Options.h"  #include "BinModel.h"  #include <iostream>  #include <cmath>  #include <string.h>  using namespace std;  **// Complete the implementation of constructor**  EurOption::EurOption(int N\_, char const \*name\_):N(N\_)  {name = new char[strlen(name\_) + 1];  strcpy(name, name\_);  }  **// Complete the implementation of destructor**  EurOption::~EurOption()  {  if (name != NULL)  delete[] name;  name = NULL;  }  double EurOption::PriceByCRR(BinModel Model)  {  double q = Model.RiskNeutProb();  vector<double> Price(N + 1);  for (int i = 0; i <= N; i++)  {  Price[i] = Payoff(Model.CalculateAssetPrice(N, i));  }  for (int n = N - 1; n >= 0; n--)  {  for (int i = 0; i <= n; i++)  Price[i] = (q \* Price[i + 1] + (1 - q) \* Price[i]) / (1 + Model.GetR());  }  return Price[0];  }  Call::Call(int N\_, char const\* name\_):EurOption(N\_, name\_),K(0)  {  }  void Call::GetInputData()  {  cout << "Enter strike price: ";  cin >> K;  }  double Call::Payoff(double z)  {  if (z > K) return z - K;  return 0.0;  }  Put::Put(int N\_, char const\* name\_):EurOption(N\_, name\_),K(0)  {  }  void Put::GetInputData()  {  cout << "Enter strike price: ";  cin >> K;  }  double Put::Payoff(double z)  {  if (z < K) return K - z;  return 0.0;  }  BullSpread::BullSpread(int N\_, char const\* name\_):EurOption(N\_, name\_),K1(0),K2(0)  {  }  void BullSpread::GetInputData()  {  cout << "Enter strike price 1: ";  cin >> K1;  cout << "Enter strike price 2: ";  cin >> K2;  }  double BullSpread::Payoff(double z)  {  if (K2 <= z) return K2 - K1;  else if (K1 < z) return z - K1;  return 0.0;  }  BearSpread::BearSpread(int N\_, char const\* name\_):EurOption(N\_, name\_),K1(0),K2(0)  {  }  void BearSpread::GetInputData()  {  cout << "Enter strike price 1: ";  cin >> K1;  cout << "Enter strike price 2: ";  cin >> K2;  cout << endl;  }  double BearSpread::Payoff(double z)  {  if (K2 <= z) return 0.0;  else if (K1 < z) return K2 - z;  return K2 - K1;  } |
| **Q3: Implement the independent function OptionCalculation() to be invoked by the main function and produce the expected result as the following.** |
| #include "BinModel.h"  #include "Options.h"  #include <iostream>  #include <cmath>  using namespace std;  **// Complete the implementation of independent function OptionCalculation**  **void OptionCalculation(T & Option, BinModel& Model)**  **{**  **Option.GetInputData();**  **cout<< "Option Price" << Option.PriceByCRR(Model) << endl;**  **}**  int main()  {  double S0 = 106.00, K = 100.00;  double U = 0.15125, D = -0.13138, R = 0.00545;  BinModel Model(S0, U, D, R);  int N = 8;  char name[10];  memset(name, '\0', 10);  strcpy(name, "Call");  Call Option1(N, name);  OptionCalculation<Call>(Option1, Model);  memset(name, '\0', 10);  strcpy(name, "Put");  Put Option2(N, name);  OptionCalculation<Put>(Option2, Model);  memset(name, '\0', 10);  BullSpread Option3(N, "BullSpread");  OptionCalculation<BullSpread>(Option3, Model);  memset(name, '\0', 10);  BearSpread Option4(N, "BearSpread");  OptionCalculation<BearSpread>(Option4, Model);  return 0;  }  /\*  Enter strike price: 100  Option Call price = 21.6811  Enter strike price: 100  Option Put price = 11.4261  Enter strike price 1: 100  Enter strike price 2: 110  Option BullSpread price = 4.71584  Enter strike price 1: 100  Enter strike price 2: 110  Option BearSpread price = 4.85866  \*/ |

**Q4-Q5 are based on the following implantation of DefInt class.**

|  |
| --- |
| **Q4: Complete the implementation of the public member functions for DefIntCalculation, which will be used in main() to calculate the numerical approximation based on Trapezoid and Simpson.** |
| #include <iostream>  using namespace std;  class DefInt  {  protected:  int N;  double a, b;  double (\*f)(double x);  public:  DefInt(int N\_, double a\_, double b\_, double (\*f\_)(double x)) :N(N\_), a(a\_), b(b\_), f(f\_) {}  virtual ~DefInt() {}  virtual double ByNumApproximation(void) = 0;  };  class Trapezoid : public DefInt  {  private:  double ByTrapezoid(void);  public:  Trapezoid(int N\_, double a\_, double b\_, double(\*f\_)(double x)) :DefInt(N\_, a\_, b\_, f\_) {}  ~Trapezoid() {}  double ByNumApproximation(void)  {  return ByTrapezoid();  }  };  class Simpson : public DefInt  {  private:  double BySimpson(void);  public:  Simpson(int N\_, double a\_, double b\_, double (\*f\_)(double x)) :DefInt(N\_, a\_, b\_, f\_) {}  ~Simpson() {}  double ByNumApproximation(void)  {  return BySimpson();  }  };  double Trapezoid::ByTrapezoid(void)  {  cout << "ByTrapezoid: ";  double h = (b - a) / N;  double Result = 0.5 \* f(a);  for (int n = 1; n < N; n++) Result += f(a + n \* h);  Result += 0.5 \* f(b);  return Result \* h;  }  double Simpson::BySimpson(void)  {  cout << "BySimpson: ";  double h = (b - a) / N;  double Result = f(a);  for (int n = 1; n < N; n++)  Result += 4 \* f(a + n \* h - 0.5 \* h) + 2 \* f(a + n \* h);  Result += 4 \* f(b - 0.5 \* h) + f(b);  return Result \* h / 6;  }  **// Complete the implementation of a constructor and the member function**  **// CalculateDefInt() of the following class DefIntCalculation.**  **// The constructor and the member function will be used in the main function.**  class DefIntCalculation  {  private:  DefInt\* ptr;  public:  **// Implement a constructor**  **DefIntCalculation(DefInt \* ptr\_)**  **{**  **ptr = ptr\_;**  **}**  **// Complete the implementation of the following member function**  **double CalculateDefInt (void)**  {  return ptr->ByNumApproximation();  }  }; |
| **Q5. Create objects for DefIntCalculation and use its member function CalculateDefInt to calculate numerical approximation for defInt1 and defInt2. You are not allowed to directly invoke the member function ByNumApproximation in main() function.** |
| double f(double x) { return x \* x \* x - x \* x + 1; }  int main()  {  double a = 1.0;  double b = 2.0;  int N = 1000;  Trapezoid defInt1(N, a, b, f);  Simpson defInt2(N, a, b, f);  return 0;  }  /\*  ByTrapezoid: 2.41667  BySimpson: 2.41667  \*/ |

**Q6-Q7 are based on the following implantation of AmOption class.**

|  |
| --- |
| **Q6: Complete the implementation of the member function PriceBySnell().** |
| BinModel02.h |
| #ifndef BinModel02\_h  #define BinModel02\_h  class BinModel  {  private:  double S0;  double U;  double D;  double R;  public:  BinModel(double S0\_, double U\_, double D\_, double R\_) : S0(S0\_), U(U\_), D(D\_), R(R\_) {}  double GetS0() const { return S0; }  double GetU() const { return U; }  double GetD() const { return D; }  double GetR() const { return R; }  double RiskNeutProb() const;  double S(int n, int i) const;  };  #endif |
| BinModel02.cpp |
| #include "BinModel02.h"  #include <iostream>  #include <cmath>  using namespace std;  double BinModel::RiskNeutProb() const  { return (R-D)/(U-D);  }  double BinModel::S(int n, int i) const  { return S0\*pow(1+U,i)\*pow(1+D,n-i);  } |
| Option08.h |
| #ifndef Options08\_h  #define Options08\_h  #include "BinModel02.h"  enum OptionType { European, American };  class Option  {protected:  int N;  OptionType type;  public:  void SetN(int N\_){N=N\_;}  int GetN(){return N;}  void SetType(OptionType type\_) { type = type\_; }  OptionType GetType() { return type; }  virtual ~Option() {}  virtual void GetInputData() = 0;  virtual double Payoff(double z)=0;  virtual double GetPrice(const BinModel & model) = 0;  };  class EurOption: public virtual Option  {public:  double PriceByCRR(const BinModel & Model);  };  class AmOption: public virtual Option  {public:  double PriceBySnell(const BinModel & Model);  };  class Call: public EurOption, public AmOption  {private:  double K;  public:  void SetK(double K\_){K=K\_;}  void GetInputData();  double Payoff(double z);  double GetPrice(const BinModel & Model);  };  class Put: public EurOption, public AmOption  {private:  double K;  public:  void SetK(double K\_){K=K\_;}  void GetInputData();  double Payoff(double z);  double GetPrice(const BinModel& Mode);  };  #endif |
| Option08.cpp |
| #include "Options08.h"  #include "BinModel02.h"  #include <iostream>  #include <cmath>  #include <vector>  using namespace std;  double EurOption::PriceByCRR(const BinModel & Model)  {  double q=Model.RiskNeutProb();  int N=GetN();  vector<double> Price(N+1);  for (int i=0; i<=N; i++)  {  Price[i]=Payoff(Model.S(N,i));  }  for (int n=N-1; n>=0; n--)  {  for (int i=0; i<=n; i++)  {  Price[i]=(q\*Price[i+1]+(1-q)\*Price[i])/(1+Model.GetR());  }  }  return Price[0];  }  **// Complete the member function PriceBySnell() for AmOption**  **double AmOption::PriceBySnell(const BinModel & Model)**  **{**  **}**  double Call::Payoff(double z)  {  if (z>K) return z-K;  return 0.0;  }  void Call::GetInputData()  {  cout << "Enter call option strike price: ";  cin >> K;  }  double Call::GetPrice(const BinModel & Model)  {  if (type == European)  return PriceByCRR(Model);  else  return PriceBySnell(Model);  }  double Put::Payoff(double z)  {  if (z<K) return K-z;  return 0.0;  }  void Put::GetInputData()  {  cout << "Enter put option strike price: ";  cin >> K;  }  double Put::GetPrice(const BinModel& Model)  {  if (type == European)  return PriceByCRR(Model);  else  return PriceBySnell(Model);  } |
| **Q7: Complete the logic inside the for loop to calculate the price for American Call and Put. You are requested to use the iterator for optionMap to complete the task. You are not allowed to use map key directly to access options. You are not allowed to create any object inside the for loop either.** |
| Main.cpp |
| #include "BinModel02.h"  #include "Options08.h"  #include <iostream>  #include <string>  #include <map>  using namespace std;  int main()  {  double S0 = 106.00, K = 100.00;  double U = 0.15125, D = -0.13138, R = 0.00545;  BinModel Model(S0, U, D, R);    int N = 8;  map<string, Option\*> optionMap;  optionMap["Call"] = new Call();  optionMap["Put"] = new Put();  map<string, Option\*>::iterator itr ;  // Complete implementation of the for loop to produce the following output  **for (itr = optionMap.begin(); itr != optionMap.end(); itr++)**  **{**  **itr->second->SetN(N);**  **itr->second->GetInputData();**  **itr->second->SetType(American);**  **itr->first;**  **cout << itr->second->GetPrice(Model) << endl;**  **}**  return 0;  }  /\*  Enter call option strike price: 100  American Call Option Price 21.6811  Enter put option strike price: 100  American Put Option Price 11.724  \*/ |

**Q8. Implement the following overloaded operator for Matrix class, to satisfy the main function.**

|  |
| --- |
| #include<iostream>  #include<stdlib.h>  #define MAX 3  using namespace std;  class Matrix  { private:  int Mat[MAX][MAX];  public:  Matrix() {  for(int i=0;i<MAX;i++)  for(int j=0;j<MAX;j++)  Mat[i][j]=0; }  Matrix(int a) {  for(int i=0;i<MAX;i++)  for(int j=0;j<MAX;j++)  Mat[i][j]=a++; }  ~Matrix() { }  // **Implement a member function for overloading the addition operator for Matrix**  **Matrix operator+ ( const Matrix & V)**  **{**  **Matrix m3;**  **for (int i = 0; i < MAX; i++)**  **for (int j = 0; j < MAX; j++)**  **m3.Mat[i][j] = Mat[i][j]+ V.Mat[i][j];**  **return m3;**  **}**  void Display() {  for(int i=0;i<MAX;i++)  { for(int j=0;j<MAX;j++)  cout << Mat[i][j] << " ";  cout << endl;  }  cout << endl; }  };  int main()  { Matrix m1(1), m2(2), m3;  **m3 = m1 + m2; // Using overloading addition operator for Matrix**  cout << "Matrix m1 is: " << endl;  m1.Display();  cout << "Matrix m2 is: " << endl;  m2.Display();  cout << "Matrix m1 + m2 is: " << endl;  m3.Display();  return 0;  }  /\*  Matrix m1 is:  1 2 3  4 5 6  7 8 9  Matrix m2 is:  2 3 4  5 6 7  8 9 10  Matrix m1 + m2 is:  3 5 7  9 11 13  15 17 19  \*/} |

**Q9. Complete the definition of member functions of the Intermediary class to connect the following Bond class and the class Function in Solver02 to satisfy all the function calls in the main function.**

|  |  |
| --- | --- |
| #include "Solver02.h"  #include <vector>  #include <cmath>  #include <iostream>  #include <iomanip>  using namespace std;  class Bond  { protected:  double F; //face value  double T; //maturity time  vector<double> C; //coupons  vector<double> t; //coupon times  public:  Bond(double F\_, double T\_, vector<double>& C\_, vector<double>& t\_) {F=F\_; T=T\_; C=C\_; t=t\_;}  double BondValue(double y) {  double P=0;  for (unsigned int n=0; n<C.size(); n++)  P+=C[n]\*exp(-y\*t[n]);  P+=F\*exp(-y\*T);  return P;  }  double BondDeriv(double y) {  double D=0;  for (unsigned int n=0; n<C.size(); n++)  D+=-C[n]\*t[n]\*exp(-y\*t[n]);  D+=-F\*T\*exp(-y\*T);  return D;  }  };  **class Intermediary : public Bond, public Function**  **{**  **public:**  **Intermediary(double F\_, double T\_, vector<double>& C\_, vector<double>& t\_);**  **double Value(double y);**  **double Deriv(double y);**  **};**  **// Complete the definition of the member functions for the above Intermediary class**  **Intermediary::Intermediary(double F\_, double T\_, vector<double>& C\_, vector<double>& t\_):Bond(F\_, T\_, C\_, t\_){}**  **double Intermediary::Value(double y)**  **{**  **return BondValue(y);**  **}**  **double Intermediary::Deriv(double y)**  **{**  **return BondDeriv(y);**  **}** | |
| int main()  {  double F=100.0; //face value  double T=3.0; //maturity time  vector<double> C; //coupons  C.push\_back(1.2); C.push\_back(1.2); C.push\_back(1.2);  vector<double> t; //coupon times  t.push\_back(1.0); t.push\_back(2.0); t.push\_back(3.0);  **Intermediary MyBond(F,T,C,t);**  double P=98.56;  double Acc=0.0001;  double y;  cout << setiosflags(ios::fixed) << setprecision(4);  cout << "F = " << F << endl;  cout << "T = " << T << endl;  cout << "coupons: " << endl;  for (unsigned int n=0; n<C.size(); n++)  cout << "C" << n << " = " << C[n] << " " <<endl;  cout << "tenors: " << endl;  for (unsigned int n=0; n<t.size(); n++)  cout << "T" << n << " = " << t[n] << " " <<endl;  cout << "P = " << P << endl << endl;  double LEnd=0.0;  double REnd=1.0;  **y=SolveByBisect(&MyBond,P,LEnd,REnd,Acc);**  cout << "Yield by bisection method: " << y << endl;  double Guess=0.2;  **y=SolveByNR(&MyBond,P,Guess,Acc);**  cout << "Yield by Newton-Raphson method: " << y << endl;  return 0;  } | | |
| Solver02.h |  | |
| #ifndef Solver02\_h  #define Solver02\_h  class Function  { public:  virtual double Value(double x)=0;  virtual double Deriv(double x)=0;  };  double SolveByBisect(Function\* Fct, double Tgt, double LEnd, double REnd, double Acc)  {  double left=LEnd, right=REnd, mid=(left+right)/2;  double y\_left=Fct->Value(left)-Tgt,  y\_mid=Fct->Value(mid)-Tgt;  while (mid-left>Acc)  {  if ((y\_left>0 && y\_mid>0)||(y\_left<0 && y\_mid<0))  { left=mid;  y\_left=y\_mid;  }  else right=mid;  mid=(left+right)/2;  y\_mid=Fct->Value(mid)-Tgt;  }  return mid;  } | double SolveByNR(Function\* Fct, double Tgt, double Guess, double Acc)  {  double x\_prev=Guess;  double x\_next=x\_prev  -(Fct->Value(x\_prev)-Tgt)/Fct->Deriv(x\_prev);  while (x\_next-x\_prev>Acc || x\_prev-x\_next>Acc)  {  x\_prev=x\_next;  x\_next=x\_prev  - (Fct->Value(x\_prev)-Tgt)/Fct->Deriv(x\_prev);  }  return x\_next;  } | |

**Q10. Complete the member functions PriceByBSFormula() and DeltaByBSFormula() of the GmtrAsianCall for the following program in order to calculate option price and delta for Arithmetic Asian Call based on Variance Reduction Monto Carlo procedure.**

The delta of the geometric Asian call could be calculated as:

**![](data:image/x-emf;base64,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)**

|  |
| --- |
| **MCModel.h** |
| #pragma once  #include <vector>  #include <cstdlib>  #include <ctime>  using namespace std;  typedef vector<double> SamplePath;  class MCModel  {  private:  double S0, r, sigma;  public:  MCModel():S0(0.0), r(0.0), sigma(0.0) {}  MCModel(double S0\_, double r\_, double sigma\_):S0(S0\_), r(r\_), sigma(sigma\_)  {  srand((unsigned)time(NULL));  }  void GenerateSamplePath(double T, int m, SamplePath& S) const;  double GetS0() const { return S0; }  double GetR() const { return r; }  double GetSigma() const { return sigma; }  void SetS0(double S0\_) { S0 = S0\_; }  void SetR(double r\_) { r = r\_; }  void SetSigma(double sigma\_) { sigma = sigma\_; }  }; |
| **MCModel.cpp** |
| #include "MCModel.h"  #include <cmath>  const double pi=4.0\*atan(1.0);  double Gauss()  {  double U1 = (rand()+1.0)/(RAND\_MAX+1.0);  double U2 = (rand()+1.0)/(RAND\_MAX+1.0);  return sqrt(-2.0\*log(U1)) \* cos(2.0\*pi\*U2);  }  void MCModel::GenerateSamplePath(double T, int m, SamplePath& S) const  {  double St = S0;  for(int k=0; k<m; k++)  {  S[k]= St\*exp((r-sigma\*sigma\*0.5)\*(T/m)+sigma\*sqrt(T/m)\*Gauss());  St=S[k];  }  } |
| **EurCall.h** |
| #ifndef EurCall\_h  #define EurCall\_h  class EurCall  {  public:  double T, K;  EurCall(double T\_, double K\_){T=T\_; K=K\_;}  double d\_plus(double S0, double sigma, double r);  double d\_minus(double S0, double sigma, double r);  double PriceByBSFormula(double S0, double sigma, double r);  double VegaByBSFormula(double S0, double sigma, double r);  double DeltaByBSFormula(double S0, double sigma, double r);  };  #endif |
| **PathDepOption.h** |
| #pragma once  #include "MCModel.h"  class PathDepOption  {  protected:  double Price, PricingError, delta;  int m;  double K;  double T;  public:  PathDepOption(double T\_, double K\_, int m\_):Price(0.0), PricingError(0.0), delta(0.0)  {  T = T\_;  K = K\_;  m = m\_;  }  virtual double Payoff(SamplePath& S) = 0;  double PriceByMC(const MCModel & Model, long N, double epsilon);  double PriceByVarRedMC(const MCModel & Model, long N, PathDepOption& CVOption, double epsilon);  virtual double PriceByBSFormula(const MCModel & Model) { return 0.0; }  virtual double DeltaByBSFormula(const MCModel & Model) { return 0.0; }  double GetT() { return T; }  double GetPrice() { return Price; }  double GetPricingError() { return PricingError; }  double GetDelta() { return delta; }  };  class DifferenceOfOptions: public PathDepOption  {  private:  PathDepOption\* Ptr1;  PathDepOption\* Ptr2;  public:  DifferenceOfOptions(double T\_, double K\_, int m\_, PathDepOption\* Ptr1\_, PathDepOption\* Ptr2\_) :  PathDepOption(T\_, K\_, m\_), Ptr1(Ptr1\_), Ptr2(Ptr2\_)  { }  double Payoff(SamplePath& S)  {  return Ptr1->Payoff(S)-Ptr2->Payoff(S);  }  };  class ArthmAsianCall: public PathDepOption  {  public:  ArthmAsianCall(double T\_, double K\_, int m\_) :PathDepOption(T\_, K\_, m\_) {}  double Payoff(SamplePath& S);  }; |
| **GmtrAsianCall.h** |
| #include "EurCall.h"  #include "PathDepOption.h"  #include "MCModel.h"  class GmtrAsianCall : public PathDepOption  {  private:  double a, b;  void Calculate\_a\_b(const MCModel& Model);  public:  GmtrAsianCall(double T\_, double K\_, int m\_) :PathDepOption(T\_, K\_, m\_), a(0.0), b(0.0) {}  double Payoff(SamplePath& S);  double PriceByBSFormula(const MCModel & Model);  double DeltaByBSFormula(const MCModel & Model);  }; |
| **EurCall.cpp** |
| #include "EurCall.h"  #include <cmath>  double N(double x)  {  double gamma = 0.2316419; double a1 = 0.319381530;  double a2 =-0.356563782; double a3 = 1.781477937;  double a4 =-1.821255978; double a5 = 1.330274429;  double pi = 4.0\*atan(1.0); double k = 1.0/(1.0+gamma\*x);  if (x>=0.0)  {  return 1.0-((((a5\*k+a4)\*k+a3)\*k+a2)\*k+a1)\*k\*exp(-x\*x/2.0)/sqrt(2.0\*pi);  }  else return 1.0-N(-x);  }  double EurCall::d\_plus(double S0, double sigma, double r)  {  return (log(S0/K)+(r+0.5\*pow(sigma,2.0))\*T)/(sigma\*sqrt(T));  }  double EurCall::d\_minus(double S0, double sigma, double r)  {  return d\_plus(S0,sigma,r)-sigma\*sqrt(T);  }  double EurCall::PriceByBSFormula(double S0, double sigma, double r)  {  return S0\*N(d\_plus(S0,sigma,r))-K\*exp(-r\*T)\*N(d\_minus(S0,sigma,r));  }  double EurCall::VegaByBSFormula(double S0, double sigma, double r)  {  double pi=4.0\*atan(1.0);  return S0\*exp(-d\_plus(S0,sigma,r)\*d\_plus(S0,sigma,r)/2)\*sqrt(T)/sqrt(2.0\*pi);  }  double EurCall::DeltaByBSFormula(double S0, double sigma, double r)  {  return N(d\_plus(S0,sigma,r));  } |
| **PathDepOption.cpp** |
| #include "PathDepOption.h"  #include "MCModel.h"  #include <cmath>  void Rescale(SamplePath& S, double epsilon)  {  int m=S.size();  for (int j=0; j<m; j++) S[j] = (1.0+epsilon)\*S[j];  }  double PathDepOption::PriceByMC(const MCModel & Model, long N, double epsilon)  {  double H=0.0, Hsq=0.0, Heps=0.0;  SamplePath S(m);  for(long i=0; i<N; i++)  {  Model.GenerateSamplePath(T,m,S);  H = (i\*H + Payoff(S))/(i+1.0);  Hsq = (i\*Hsq + pow(Payoff(S),2.0))/(i+1.0);  Rescale(S,epsilon);  Heps = (i\*Heps + Payoff(S))/(i+1.0);  }  Price = exp(-Model.GetR()\*T)\*H;  PricingError = exp(-Model.GetR()\*T)\*sqrt(Hsq-H\*H)/sqrt(N-1.0);  delta = exp(-Model.GetR()\*T)\*(Heps-H)/(Model.GetS0()\*epsilon);  return Price;  }  double PathDepOption::PriceByVarRedMC(const MCModel & Model, long N, PathDepOption& CVOption, double epsilon)  {  DifferenceOfOptions VarRedOpt(T,K,m,this,&CVOption);  Price = VarRedOpt.PriceByMC(Model,N,epsilon) + CVOption.PriceByBSFormula(Model);  delta = VarRedOpt.delta + CVOption.DeltaByBSFormula(Model);  PricingError = VarRedOpt.PricingError;  return Price;  }  double ArthmAsianCall::Payoff(SamplePath& S)  {  double Ave=0.0;  for (int k=0; k<m; k++) Ave=(k\*Ave+S[k])/(k+1.0);  if (Ave<K) return 0.0;  return Ave-K;  } |
| **main.cpp** |
| #include <iostream>  #include "PathDepOption.h"  #include "GmtrAsianCall.h"  using namespace std;  int main()  {  double S0=100.0, r=0.03, sigma=0.2;  MCModel Model(S0,r,sigma);  double T =1.0/12.0, K=100.0;  int m=30;  ArthmAsianCall Option(T,K,m);  GmtrAsianCall CVOption(T,K,m);  long N=30000;  double epsilon =0.001;  Option.PriceByVarRedMC(Model,N,CVOption,epsilon);  cout << "Arithmetic call price = " << Option.GetPrice() << endl  << "Error = " << Option.GetPricingError() << endl  << "delta = " << Option.GetDelta() << endl << endl;  Option.PriceByMC(Model,N,epsilon);  cout << "Price by direct MC = " << Option.GetPrice() << endl  << "Error = " << Option.GetPricingError() << endl  << "delta = " << Option.GetDelta() << endl;  return 0;  }  /\*  Arithmetic call price = 1.42595  Error = 0.000137061  delta = 0.520043  Price by direct MC = 1.42307  Error = 0.0120812  delta = 0.52239  \*/ |
| **GmtrAsianCall.cpp** |
| #include "GmtrAsianCall.h"  double GmtrAsianCall::Payoff(SamplePath& S)  {  double Prod = 1.0;  for (int i = 0; i < m; i++)  {  Prod = Prod \* S[i];  }  if (pow(Prod, 1.0 / m) < K) return 0.0;  return pow(Prod, 1.0 / m) - K;  }  void GmtrAsianCall::Calculate\_a\_b(const MCModel& Model)  {  a = exp(-Model.GetR() \* T) \* Model.GetS0() \* exp((m + 1.0) \* T / (2.0 \* m) \*  (Model.GetR() + Model.GetSigma() \* Model.GetSigma() \* ((2.0 \* m + 1.0) / (3.0 \* m) - 1.0) / 2.0));  b = Model.GetSigma() \* sqrt((m + 1.0) \* (2.0 \* m + 1.0) / (6.0 \* m \* m));  }  **// Complete the implementation of the member function, PriceByBSFormula**  double GmtrAsianCall::PriceByBSFormula(const MCModel& Model)  {  Calculate\_a\_b(Model);  **EurCall G(T, K);**  **Price = G.PriceByBSFormula(a, b, Model.GetR());**  **return Price;**  }  **// Complete the implementation of the member function, DeltaByBSFormula**  double GmtrAsianCall::DeltaByBSFormula(const MCModel& Model)  {  Calculate\_a\_b(Model);  EurCall G(T, K);  delta = G.DeltaByBSFormula(a, b, Model.GetR() \* a / Model.GetS0());  return delta;  } |