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# Installation

### Package installation

En primer lugar, deberá instalar el **paquete NuGet mediante el Administrador de paquetes de Visual Studio** o con los siguientes comandos:

#### Package Manager Console

Install-Package Z.Blazor.Diagrams

#### CLI

dotnet add package Z.Blazor.Diagrams

### Project setup

**Blazor.Diagrams necesita** algo de **JavaScript** y **CSS** para funcionar correctamente, agreguémoslos:

**<!-- in the head element -->**

**<link href="\_content/Z.Blazor.Diagrams/style.min.css" rel="stylesheet" />**

**<!-- if you want the default styling -->**

**<link href="\_content/Z.Blazor.Diagrams/default.styles.min.css" rel="stylesheet" />**

**<!-- in the body element -->**

**<script src="\_content/Z.Blazor.Diagrams/script.min.js"></script>**

#### Location (ubicación)

Si utilizamos la renderización del lado del Servidor (**Server Side Rendering**), debemos añadir el código anterior en el archivo **Pages/\_Host.cshtml**, si por el contrario es **Blazor** **WASM** su lugar es el archivo **wwwroot/index.html**.

### Diagram creation

### Diagram

Actualmente **Blazor.Diagrams** está muy orientado al código de objetos, lo que significa que toda la información (configuración) del diagrama debe ser proporcionada mediante código. Esto tiene algunos beneficios, como la fácil (des)serialización.

### Creating a diagram manager

Every diagram has a **Diagram**, go ahead and create one in the component where you want to show it:

Cada diagrama tiene una clase **Diagram**, defínalo y crer un objeto de este tipo dentro del componente donde desea mostrarlo:

**private Diagram Diagram { get; private set; }**

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**Diagram = new Diagram();**

**}**

### Changing options

Cada objeto **Diagram** dispone de una lista de opciones que podemos cambiar:

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**var options = new DiagramOptions**

**{**

**DeleteKey = "Delete", // What key deletes the selected nodes/links**

**DefaultNodeComponent = null, // Default component for nodes**

**AllowMultiSelection = true, // Whether to allow multi selection using CTRL**

**Links = new DiagramLinkOptions**

**{**

**// Options related to links**

**},**

**Zoom = new DiagramZoomOptions**

**{**

**Minimum = 0.5, // Minimum zoom value**

**Inverse = false, // Whether to inverse the direction of the zoom when using the wheel**

**// Other**

**}**

**};**

**Diagram = new Diagram(options);**

**}**

### Nodes

Para una mejor comprensión de este tutorial, agregaremos algunos **nodos** manualmente. Por lo general, estos se crearían a partir de los datos recibidos, por ejemplo, del **backend**

Tenga en cuenta que los **nodos** creados **tienen 4 puertos**, la alineación solo importa si está utilizando el estilo predeterminado, de lo contrario depende de usted decidir qué hacer con él.

**private void Setup()**

**{**

**var node1 = NewNode(50, 50);**

**var node2 = NewNode(300, 300);**

**var node3 = NewNode(300, 50);**

**Diagram.Nodes.Add(node1, node2, node3);**

**}**

**private NodeModel NewNode(double x, double y)**

**{**

**var node = new NodeModel(new Point(x, y));**

**node.AddPort(PortAlignment.Bottom);**

**node.AddPort(PortAlignment.Top);**

**node.AddPort(PortAlignment.Left);**

**node.AddPort(PortAlignment.Right);**

**return node;**

**}**

Avancemos y añadimos un método **Setup();** en le método **OnInitialized**

### Links

En **Blazor.Diagrams**, se pueden agregar vínculos desde un puerto de origen a un puerto de destino.  
Agreguemos uno:

**private void Setup()**

**{**

**var node1 = NewNode(50, 50);**

**var node2 = NewNode(300, 300);**

**var node3 = NewNode(300, 50);**

**Diagram.Nodes.Add(new [] { node1, node2, node3 });**

**Diagram.Links.Add(new LinkModel(node1.GetPort(PortAlignment.Right), node2.GetPort(PortAlignment.Left)));**

**}**

El método **AddLink** agrega un vínculo de tipo **LinkModel**, que es el tipo de vínculo predeterminado. También devuelve el link creado, por lo que podría obtenerlo y cambiar, por ejemplo, su tipo a una línea.

## Display

Finalmente, ¡mostremos el diagrama!

### \_Imports.razor

**@using Blazor.Diagrams.Core;**

**@using Blazor.Diagrams.Core.Models;**

**@using Blazor.Diagrams.Components;**

#### Adding the canvas

**<!-- Add this where you want to show the diagram -->**

**<CascadingValue Value="Diagram">**

**<DiagramCanvas></DiagramCanvas>**

**</CascadingValue>**

#### Pay attention

When adding a **DiagramCanvas**, its parent needs to have an actual width/height, since all the layers in **Blazor.Diagrams** use **width: 100%; height: 100%** for them to be able to work properly.

Si hizo todo correctamente y usó los estilos predeterminados, debería ver esto:
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# Customization

**Last updated: August 14th, 2020**

## Custom nodes

**En Z.Blazor.Diagrams**, todo es un **Modelo**, esto hace que sea más fácil manejar la (des)serialización y la personalización por herencia.

Para personalizar los nodos, tendrá que crear un nuevo modelo, así como el componente **Blazor** para él.

### Creating a model

Primero, crearemos un nuevo **modelo** para nuestro **nodo**, que contendrá todos los datos necesarios. Nuestro **nodo** personalizado se utilizará para sumar dos números.

**public class AddTwoNumbersNode : NodeModel**

**{**

**public AddTwoNumbersNode(Point position = null) : base(position) { }**

**public double FirstNumber { get; set; }**

**public double SecondNumber { get; set; }**

**// Here, you can put whatever you want, such as a method that does the addition**

**}**

### Creating a component

En segundo lugar, crearemos un componente **AddTwoNumbersComponent** que maneje nuestro nuevo tipo de **nodos**.

**@using Blazor.Diagrams.Components.Renderers;**

**<div class="card" style="width: 250px;">**

**<div class="card-body">**

**<h5 class="card-title">Add</h5>**

**<div class="form-group">**

**<input type="number" class="form-control" @bind-value="Node.FirstNumber" placeholder="Number 1" />**

**</div>**

**<div class="form-group">**

**<input type="number" class="form-control" @bind-value="Node.SecondNumber" placeholder="Number 2" />**

**</div>**

**</div>**

**@foreach (var port in Node.Ports)**

**{**

**<!-- Default ports -->**

**<PortRenderer Port="port" />**

**}**

**</div>**

**@code {**

**[Parameter]**

**public BotAnswerNode Node { get; set; }**

**}**

1. El componente se envolverá en un elemento **div.node** para posicionarlo.
2. Siempre es responsabilidad nuestra renderizar los puertos (You are always in charge of rendering the ports), y debes usar **PortRenderer**.
3. El **BotAnswerNode Node** vendrá del padre.

### Registering the custom node

Por último, registraremos el nodo personalizado y su componente en el **Diagram**:

**private Diagram Diagram { get; private set; }**

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**Diagram = new Diagram();**

**Diagram.RegisterModelComponent<AddTwoNumbersNode, AddTwoNumbersComponent>();**

**}**

Esto indica al **administrador de Diagram** que represente un **AddTwoNumbersComponent** para cada nodo de tipo **AddTwoNumbersNode**.

## Custom ports

Para personalizar los puertos, solo necesitará crear un nuevo modelo.  
Dado que los nodos controlan sus puertos, depende de ellos diseñar los puertos.

### Creating a model

Primero, crearemos un nuevo modelo para nuestro puerto, que contendrá todos los datos necesarios.

**public class ColoredPort : PortModel**

**{**

**public ColoredPort(NodeModel parent, PortAlignment alignment, bool isRed) : base(parent, alignment, null, null)**

**{**

**IsRed = isRed;**

**}**

**public bool IsRed { get; set; }**

**public override bool CanAttachTo(PortModel port)**

**{**

**// Checks for same-node/port attachements**

**if (!base.CanAttachTo(port))**

**return false;**

**// Only able to attach to the same port type**

**if (!(port is ColoredPort cp))**

**return false;**

**return IsRed == cp.IsRed;**

**}**

**}**

Como puede ver en el ejemplo, podemos sobrescribir el método **CanAttachTo** para agregar comprobaciones adicionales.

### Styling the custom ports

En segundo lugar, crearemos un componente de nodo personalizado **ColoredNodeWidget** que nos ayudará a diseñar nuestros puertos personalizados.

**<div class="colored-node @(Node.Selected ? " selected" : "")">**

**<div>N</div>**

**@foreach (var port in Node.Ports.Cast<ColoredPort>()) // Notice the cast**

**{**

**<PortRenderer Port="port" Class="@(port.IsRed ? "red" : "blue")">**

**@\* You can put custom content here (e.g. custom components) \*@**

**</PortRenderer>**

**}**

**</div>**

**@code {**

**[Parameter]**

**public NodeModel Node { get; set; }**

**}**

And for the CSS:

**.colored-node {**

**border: 2px solid black;**

**text-align: center;**

**}**

**.colored-node.selected {**

**border-color: blue;**

**}**

**.colored-node .port {**

**width: 30px;**

**height: 30px;**

**}**

**.colored-node .port.blue {**

**background-color: blue;**

**}**

**.colored-node .port.red {**

**background-color: red;**

**}**

### Using the custom ports

Por último, vamos a poner todo junto:

**private readonly Diagram \_diagram = new Diagram();**

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**\_diagram.Options.DefaultNodeComponent = typeof(ColoredNodeWidget);**

**var node1 = NewNode(50, 50);**

**var node2 = NewNode(300, 300);**

**\_diagram.Nodes.Add(node1);**

**\_diagram.Nodes.Add(node2);**

**\_diagram.Nodes.Add(NewNode(500, 50));**

**\_diagram.Links.Add(new LinkModel(node1.GetPort(PortAlignment.Top), node2.GetPort(PortAlignment.Top)));**

**}**

**private NodeModel NewNode(double x, double y)**

**{**

**var node = new NodeModel(new Point(x, y));**

**node.AddPort(new ColoredPort(node, PortAlignment.Top, true));**

**node.AddPort(new ColoredPort(node, PortAlignment.Left, false));**

**return node;**

**}**

Como puede ver, puede crear una instancia de sus puertos personalizados como desee y simplemente pasarlos a **AddPort**.

## Custom links

La creación de enlaces personalizados es más o menos lo mismo que los nodos personalizados.

### Creating a model

Primero, crearemos un nuevo modelo para nuestro enlace.

**public class ThickLink : LinkModel**

**{**

**public ThickLink(PortModel sourcePort, PortModel targetPort = null) : base(sourcePort, targetPort) { }**

**// Add relevant data here if you need to**

**}**

In **Z.Blazor.Diagrams**, links only hold information such as the source and target ports for now.

### Creating a component

En segundo lugar, crearemos un componente **ThickLinkWidget** que maneje nuestro nuevo tipo de enlaces.

**@code {**

**[Parameter]**

**public LinkModel Link { get; set; }**

**}**

**<line x1="@Link.GetMiddleSourceX().ToInvariantString()"**

**y1="@Link.GetMiddleSourceY().ToInvariantString()"**

**x2="@Link.GetTargetX().ToInvariantString()"**

**y2="@Link.GetTargetY().ToInvariantString()"**

**stroke="@(Link.Selected ? "red" : "blue")"**

**stroke-width="6" />**

* Todos los métodos **GetX** son métodos de extensión disponibles en **Blazor.Diagrams.Core.Extensions.LinkModelExtensions**.
* El método **ToInvariantString** se utiliza para asegurarse de que los números tienen formato con un punto.

### Registering the custom link

Por último, registraremos el enlace personalizado y su componente en el **Diagram**:

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**\_diagram.RegisterModelComponent<ThickLink, ThickLinkWidget>();**

**// Also usable: \_diagram.Options.Links.DefaultLinkComponent = typeof(ThickLink);**

**var node1 = NewNode(50, 50);**

**var node2 = NewNode(300, 300);**

**var node3 = NewNode(500, 50);**

**\_diagram.Nodes.Add(node1);**

**\_diagram.Nodes.Add(node2);**

**\_diagram.Nodes.Add(node3);**

**\_diagram.Links.Add(new ThickLink(node1.GetPort(PortAlignment.Right), node2.GetPort(PortAlignment.Left)));**

**\_diagram.Links.Add(new ThickLink(node2.GetPort(PortAlignment.Right), node3.GetPort(PortAlignment.Left)));**

**}**

**private NodeModel NewNode(double x, double y)**

**{**

**var node = new NodeModel(new Point(x, y));**

**node.AddPort(PortAlignment.Bottom);**

**node.AddPort(PortAlignment.Top);**

**node.AddPort(PortAlignment.Left);**

**node.AddPort(PortAlignment.Right);**

**return node;**

**}**

Como puede ver, puede establecer la opción **DefaultLinkComponent** para que cada nuevo vínculo se represente como **ThickLinkWidget** o especificar el tipo de vínculo cada vez que llame a **Diagram.AddLink**.

## Custom groups

Crear grupos personalizados es casi lo mismo que crear nodos personalizados, excepto por algunos detalles.

### Creating a model

Primero, crearemos un nuevo modelo para nuestro grupo.

**public class CustomGroupModel : GroupModel**

**{**

**public CustomGroupModel(Diagram diagram, NodeModel[] children, string title, byte padding = 30)**

**: base(diagram, children, padding)**

**{**

**Title = title;**

**}**

**public string Title { get; }**

**}**

Puede agregar las propiedades que necesite. También puede cambiar el valor del relleno, que se utiliza al calcular la posición/tamaño del grupo.

### Creating a component

En segundo lugar, crearemos un componente **CustomGroupWidget** que maneje nuestro nuevo tipo de enlaces.

**@using Blazor.Diagrams.Components.Renderers;**

**<GroupContainer Group="Group" Class="custom">**

**<span class="title">@Group.Title</span>**

**<GroupLinks></GroupLinks>**

**<GroupNodes></GroupNodes>**

**@foreach (var port in Group.Ports)**

**{**

**<PortRenderer Port="port" Class="group-port"></PortRenderer>**

**}**

**</GroupContainer>**

**@code {**

**[Parameter] public CustomGroupModel Group { get; set; }**

**}**

* It is mandatory to wrap everything in a **GroupContainer** component so that everything works properly, such as the group's position, moving it, etc..
* It is mandatory to add both **GroupLinks** and **GroupNodes** as direct children of the container. This will render the appropriate layers and populate/configure them properly.
* As with custom nodes, you are in charge of rendering the ports.

For any custom content, you can add it wherever you want, as long as it's inside the container like our title **span**.

Para cualquier contenido personalizado, puede agregarlo donde quiera, siempre que esté dentro del contenedor como nuestro **span** (**rango de)** título.

Como con todo lo demás, el componente se puede diseñar utilizando **CSS**. Aquí está el estilo del grupo personalizado en las demos:

**.group.custom {**

**outline: 2px solid black;**

**background-color: #6fbb6e;**

**}**

**.group.custom > span.title {**

**padding: 20px;**

**position: absolute;**

**left: 50%;**

**transform: translate(-50%, -50%);**

**background: #eee;**

**border: 2px solid black;**

**border-radius: 50%;**

**background-color: #6fbb6e;**

**font-weight: bold;**

**text-transform: uppercase;**

**}**

### Registering the custom group

Por último, registraremos el enlace personalizado y su componente en el **Diagram**:

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**\_diagram.RegisterModelComponent<CustomGroupModel, CustomGroupWidget>();**

**var node1 = NewNode(50, 50);**

**var node2 = NewNode(300, 300);**

**var node3 = NewNode(500, 100);**

**\_diagram.Nodes.Add(new [] { node1, node2, node3 });**

**\_diagram.AddGroup(new CustomGroupModel(new[] { node2, node3 }, "Group 1"));**

**\_diagram.Links.Add(new LinkModel(node1.GetPort(PortAlignment.Right), node2.GetPort(PortAlignment.Left)));**

**\_diagram.Links.Add(new LinkModel(node2.GetPort(PortAlignment.Right), node3.GetPort(PortAlignment.Bottom)));**

**}**

**private NodeModel NewNode(double x, double y)**

**{**

**var node = new NodeModel(new Point(x, y));**

**node.AddPort(PortAlignment.Bottom);**

**node.AddPort(PortAlignment.Top);**

**node.AddPort(PortAlignment.Left);**

**node.AddPort(PortAlignment.Right);**

**return node;**

**}**

Here's how it would look like:

![Custom Group Display](data:image/png;base64,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)
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## Diagram options

In **Z.Blazor.Diagrams**, you can customize a lot of things using the available diagram options.

### Table

Here are all the available options, as well as their default values:

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Default | Description |
| **DeleteKey** | String | Delete | Key code for deleting entities |
| **DefaultNodeComponent** | Type |  | The default component for nodes |
| **GridSize** | Int32? |  | The grid size (grid-based snaping |
| **AllowMultiSelection** | Boolean | True | Whether to allow users to select multiple nodes at once using CTRL or not |
| **AllowPanning** | Boolean | True | Whether to allow panning or not |
| **EnableVirtualization** | Boolean | True | Only render visible nodes |
| **Zoom.Enabled** | Boolean | True | Whether to allow zooming or not |
| **Zoom.Inverse** | Boolean | False | Whether to inverse the zoom direction or not |
| **Zoom.Minimum** | Double | 0,1 | Minimum value allowed |
| **Zoom.Maximum** | Double | 2 | Maximum value allowed |
| **Zoom.ScaleFactor** | Double | 1,05 | Zoom Scale Factor. Should be between 1.01 and 2. Default is 1.05. |
| **Links.DefaultLinkComponent** | Type |  | The default component for links |
| **Links.DefaultColor** | String | black | The default color for links |
| **Links.DefaultSelectedColor** | String | rgb(110, 159, 212) | The default color for selected links |
| **Links.DefaultRouter** | Router | Blazor.Diagrams.Core.Router | Default Router for links |
| **Links.DefaultPathGenerator** | PathGenerator | Blazor.Diagrams.Core.PathGenerator | Default **PathGenerator** for links |
| **Links.EnableSnapping** | Boolean | False | Whether to enable link snapping |
| **Links.SnappingRadius** | Double | 50 | Link snapping radius |
| **Links.Factory** | LinkFactory | Blazor.Diagrams.Core.LinkFactory | Link model factory |
| **Groups.Enabled** | Boolean | False | Whether to allow users to group/ungroup nodes |
| **Groups.KeyboardShortcut** | Func`2 | System.Func`2[Microsoft.AspNetCore.Components.Web.KeyboardEventArgs,System.Boolean] | Keyboard shortcut (**CTRL+ALT+G** by default) |
| **Groups.Factory** | GroupFactory | Blazor.Diagrams.Core.GroupFactory | Group model factory |
| **Constraints.ShouldDeleteNode** | Func`2 | System.Func`2[Blazor.Diagrams.Core.Models.NodeModel,System.Boolean] | Decide if a node can/should be deleted |
| **Constraints.ShouldDeleteLink** | Func`2 | System.Func`2[Blazor.Diagrams.Core.Models.Base.BaseLinkModel,System.Boolean] | Decide if a link can/should be deleted |
| **Constraints.ShouldDeleteGroup** | Func`2 | System.Func`2[Blazor.Diagrams.Core.Models.GroupModel,System.Boolean] | Decide if a group can/should be deleted |

### Example

Here's an example usage:

**protected override void OnInitialized()**

**{**

**base.OnInitialized();**

**var options = new DiagramOptions**

**{**

**DeleteKey = "Delete",**

**InverseZoom = false,**

**DefaultNodeComponent = null,**

**GridSize = 40,**

**GroupingEnabled = true,**

**AllowMultiSelection = true,**

**AllowPanning = true,**

**AllowZooming = true,**

**Links = new DiagramLinkOptions**

**{**

**DefaultLinkType = LinkType.LineWithArrowToTarget,**

**DefaultLinkComponent = null,**

**DefaultColor = "blue",**

**DefaultSelectedColor = "red"**

**}**

**};**

**Diagram = new Diagram(options);**

**}**

[**Diagram Options**](https://blazor-diagrams.zhaytam.com/#diagram-options)[Table](https://blazor-diagrams.zhaytam.com/#diagram-options-table)[**Example**](https://blazor-diagrams.zhaytam.com/#diagram-options-example)