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НАЦІОНАЛЬНИЙ ТЕХНІЧНИЙ УНІВЕРСИТЕТ УКРАЇНИ

«КИЇВСЬКИЙ ПОЛІТЕХНІЧНИЙ ІНСТИТУТ

імені ІГОРЯ СІКОРСЬКОГО»

Факультет прикладної математики

Кафедра системного програмування і спеціалізованих комп’ютерних систем

**Лабораторна робота №1**  
**з дисципліни «Штучні нейронні мережі»**

Виконали:

студенти групи КВ-81

Поляков Є. А.

Ядуха Б. В.

Завдання

1. Сформувати навчальну вибірку для навчання згорткової нейронної мережі (ЗНМ), призначеної для виділення на зображенні обличчя людини ключових точок, що використовуються для розпізнавання емоцій. Навчальна вибірка має складатись із навчальних прикладів, що представляють собою фотографії зображень обличчя з нанесеними ключовими точками. Обсяг навчальної вибірки повинен перевищувати 50 прикладів. Для формування можливо використовувати вільнодоступні бази даних, однак не менше ніж 10 прикладів мають бути сформовані самостійно.
2. Розробити програмне забезпечення, призначене для перетворення сформованих прикладів до виду придатному для подачі на вхід ЗНМ.
3. Розробити програмне забезпечення (ПЗ) для реалізації ЗНМ, призначеної для визначення координат ключових точок на фронтальному зображенні обличчя. Передбачити можливість відображення отриманих ключових точок на піддослідних фотографіях.
4. Провести комп’ютерні експерименти спрямовані на верифікацію розробленого ПЗ. ПЗ вважається верифікованим, якщо точність розпізнавання тренувальних прикладів >0,8, а точність розпізнавання тестових прикладів >0,7.

5. Оформити звіт в якому відобразити:

a. Прізвище, ініціали та номер групи виконавця.

b. Назву та завдання лабораторної роботи.

c. Інструкцію для використання розробленого ПЗ.

d. Скріншоти, що демонструють використання розробленого ПЗ.

e. Висновки.

Із 7 категорій було відібрано по 20 фотографій з кожної.

Використаний датасет: <https://www.kaggle.com/datasets/manishshah120/facial-expression-recog-image-ver-of-fercdataset>

Для визначення ключових точок на обличчі людини які будуть використані для тренування нейронної мережі було використано готову нейронну мережу знайдену на github.com. Код програми для визначення точок:

**PreprocessingUnit.py**

import cv2

import dlib

import numpy as np

import PIL.Image

import os

IMAGES\_BASE\_DIR = '../data/selected'

IMAGES\_DUMP\_DIR = '../data/with-face-landmarks'

detector = dlib.get\_frontal\_face\_detector()

predictor = dlib.shape\_predictor('../models/shape\_predictor\_68\_face\_landmarks.dat')

imagesData = []

for imageTypeName in os.listdir(IMAGES\_BASE\_DIR):

    for imageFileName in os.listdir(os.path.join(IMAGES\_BASE\_DIR, imageTypeName)):

        imageFullPath = os.path.join(IMAGES\_BASE\_DIR, imageTypeName, imageFileName)

        image = PIL.Image.open(imageFullPath)

        np\_image = np.array(image)

        rects = detector(np\_image, 1)

        if len(rects) < 1:

            print("Cannot find face on image " + imageFullPath)

            continue

        # There is only one face in each image

        rect = rects[0]

        # Get the landmark points

        shape = predictor(np\_image, rect)

        # Convert it to the NumPy Array

        shape\_np = np.zeros((68, 2), dtype="int")

        for i in range(0, 68):

            shape\_np[i] = (shape.part(i).x, shape.part(i).y)

        shape = shape\_np

        np\_image\_copy = np.copy(np\_image)

        # Draw landmarks and save image

        for i, (x, y) in enumerate(shape):

            # Draw the circle to mark the keypoint

            cv2.circle(np\_image\_copy, (x, y), 1, (0, 0, 255), -1)

        imageWithLandmarks = PIL.Image.fromarray(np\_image\_copy)

        imageDir = os.path.join(IMAGES\_DUMP\_DIR, imageTypeName)

        os.makedirs(imageDir, exist\_ok=True)

        imageWithLandmarks.save(os.path.join(imageDir, imageFileName))

        # Save images to common binary

        joined = np.array([int(imageTypeName), np\_image, shape\_np])

        imagesData.append(joined)

np\_imagesData = np.array(imagesData)

np.save('data/images.npy', np\_imagesData)

Програма завантажує зображення з папки data/selected в якій вони посортовані відповідно до класів, знаходить ключові точки і зберігає результат в бінарний файл (data/images.py) який може в подальшому бути використані для тренування нейронної мережі. Також вона зберігає зображення з нанесеними ключовими точками. Папка data після виконання програми:

![Text

Description automatically generated](data:image/png;base64,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)

Приклад зображення з нанесеними ключовими точками (68 точок):

![](data:image/png;base64,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)

Код програми призначеної для тренування нейронної мережі:

**trainee.py**:

import tensorflow as tf

import numpy as np

import cv2

import PIL.Image

import os

WITH\_EVALUATED\_LANDMARKS\_BASE\_PATH = '../data/with-evaluated-landmarks'

def pairwise(np\_array):

    """s -> (s0, s1), (s2, s3), (s4, s5), ..."""

    return np\_array.reshape(len(np\_array[0]) // 2, 2)

def load\_data(file\_name='data/images.npy'):

    image\_data = np.load(file\_name, allow\_pickle=True)

    np.random.shuffle(image\_data)

    return image\_data

def split\_data(image\_data):

    images = []

    landmarks = []

    for (imageType, image, points) in image\_data:

        images.append(image)

        landmarks.append(points.flatten())

    return np.array(images), np.array(landmarks)

def split\_train\_test(images, landmarks):

    images\_20percent\_size = len(images) // 5

    landmarks\_20percent\_size = len(landmarks) // 5

    test\_images = images[:images\_20percent\_size]

    test\_landmarks = landmarks[:landmarks\_20percent\_size]

    train\_images = images[images\_20percent\_size:]

    train\_landmarks = landmarks[landmarks\_20percent\_size:]

    return train\_images, train\_landmarks, test\_images, test\_landmarks

def create\_model(output\_n=136):

    model = tf.keras.models.Sequential([

        tf.keras.layers.InputLayer(input\_shape=[48, 48, 1]),

        tf.keras.layers.Conv2D(filters=32, kernel\_size=[5, 5], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Conv2D(filters=32, kernel\_size=[5, 5], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.MaxPool2D(pool\_size=[2, 2]),

        tf.keras.layers.Conv2D(filters=64, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Conv2D(filters=64, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.MaxPool2D(pool\_size=[2, 2]),

        tf.keras.layers.Conv2D(filters=128, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Conv2D(filters=128, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.MaxPool2D(pool\_size=[2, 2]),

        tf.keras.layers.Conv2D(filters=256, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Conv2D(filters=256, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.MaxPool2D(pool\_size=[2, 2]),

        tf.keras.layers.Conv2D(filters=512, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Conv2D(filters=512, kernel\_size=[3, 3], padding='same', use\_bias=False),

        tf.keras.layers.LeakyReLU(alpha=.1),

        tf.keras.layers.BatchNormalization(),

        tf.keras.layers.Flatten(),

        tf.keras.layers.Dense(units=512, activation='relu'),

        tf.keras.layers.Dropout(.1),

        tf.keras.layers.Dense(units=output\_n),

    ])

    model.compile(optimizer=tf.keras.optimizers.Adam(learning\_rate=1e-4), loss="mean\_squared\_error",

                  metrics=['mae', 'accuracy'])

    return model

np\_image\_data = load\_data()

np\_images, np\_landmarks = split\_data(np\_image\_data)

np\_train\_images, np\_train\_landmarks, np\_test\_images, np\_test\_landmarks = split\_train\_test(np\_images, np\_landmarks)

model\_136 = create\_model(136)

model\_136.fit(np\_train\_images, np\_train\_landmarks, validation\_split=.1, batch\_size=64, epochs=1000)

print("Evaluating on test data:")

model\_136.evaluate(np\_test\_images, np\_test\_landmarks)

model\_136.save('../models/lab1/lab1\_4.keras')

print("Evaluating landmarks on images...")

image\_counter = 0

for (image\_type, image, points) in np\_image\_data:

    image\_expanded = np.expand\_dims(image, axis=0)

    predicted\_shape = model\_136.predict(image\_expanded)

    predicted\_shape\_int = predicted\_shape.astype(int)

    pairwise\_predicted\_shape = pairwise(predicted\_shape\_int)

    for x, y in pairwise\_predicted\_shape:

        cv2.circle(image, (x, y), 1, (0, 0, 255), -1)

    image\_with\_landmarks = PIL.Image.fromarray(image)

    image\_dir = os.path.join(WITH\_EVALUATED\_LANDMARKS\_BASE\_PATH, str(image\_type))

    os.makedirs(image\_dir, exist\_ok=True)

    image\_with\_landmarks.save(os.path.join(image\_dir, str(image\_counter) + '.png'))

    image\_counter += 1

Програма загружає попередньо оброблені дані в бінарному форматі, перемішує їх, розбиває на тренувальні і тестові, тренує нейронну мережу та розставляє ключові точки на зображеннях з використанням результатів роботи тренованої мережі. Приклад зображення з тестового набору з розставленими ключовими точками (з папки data/with-face-landmarks):

![](data:image/png;base64,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)

Точність для тренувальних даних склала 95.3%, для тестових 84%.

Оскільки на виході з нейронної мережі отримані дані типу float, при оцінці точності вони закруглювались.

**Висновок**

Під час даної лабораторної роботи було розроблено дві програми, перша – для знаходження ключових точок на зображенні і вивантаження результатів у бінарному форматі, друга – для тренування нейронної мережі нанесення результатів (ключових точок) на зображення. Була використана згорткова нейронна мережа, тому що більшість нейронів у мережі з повним з’єднанням (Dense network) зазвичай не впливають на результат, але значно сповільнюють швидкість навчання.