Analysis of Flow Data

Eric Hettler, Wisconsin DNR

2021-09-14

## Intro

This example uses the USGS station at the Manitowoc River in Wisconsin (04085427) to explore the functionality of the dataRetrieval package.

## Setup

## Step 1: Define station of interest and get information about the station

Information about the data availability and characteristics at the station of interest are evaluated and summarized. Code is provided to evaluate data availability for both discharge and water quality data. For the purposes of this exercise, however, only the results from the discharge data analysis are used.

library(dplyr)  
  
# set station\_no to USGS code - this example uses the USGS gage for the Manitowoc River at Manitowoc (04085427)  
station\_no <- "04085427"  
  
#select parameter for discharge ("00060")  
parameter\_cd <- "00060"  
  
# download information about the NWIS site  
station\_info <- dataRetrieval::readNWISsite(station\_no)  
  
# check station name  
station\_info$station\_nm

## [1] "MANITOWOC RIVER AT MANITOWOC, WI"

# load a table with NWIS codes  
nwis\_codes <- read.csv(file = "./Input/nwis\_parameter\_codes.csv")  
  
# add a column to nwis\_codes that is the same name as the parameter code in whatNWISdata  
nwis\_codes <- nwis\_codes %>%  
 mutate(parm\_cd = parameter\_cd)  
  
# identify what daily data are available for station  
daily\_data\_availability <- dataRetrieval::whatNWISdata(siteNumber = station\_no, service = "dv", statCd = "00003")  
  
# join the nwis\_code data with the daily\_data\_availability data  
daily\_data\_availability <- left\_join(daily\_data\_availability, nwis\_codes, by = "parm\_cd")  
  
# trim down daily\_data\_availablility to review only relevant parameters  
daily\_data\_availability <- daily\_data\_availability %>%  
 select(site\_no, station\_nm, parm\_cd, parameter\_nm, begin\_date, end\_date, count\_nu)  
  
# view daily\_data\_availability  
daily\_data\_availability

## site\_no station\_nm parm\_cd  
## 1 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00010  
## 2 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00060  
## 3 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00095  
## 4 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00300  
## 5 04085427 MANITOWOC RIVER AT MANITOWOC, WI 63680  
## parameter\_nm  
## 1 Temperature, water, degrees Celsius  
## 2 Discharge, cubic feet per second  
## 3 Specific conductance, water, unfiltered, microsiemens per centimeter at 25 degrees Celsius  
## 4 Dissolved oxygen, water, unfiltered, milligrams per liter  
## 5 Turbidity, water, unfiltered, monochrome near infra-red LED light, 780-900 nm, detection angle 90 +-2.5 degrees, formazin nephelometric units (FNU)  
## begin\_date end\_date count\_nu  
## 1 2011-03-18 2021-09-14 2414  
## 2 1972-07-26 2021-09-14 17521  
## 3 2011-03-18 2021-09-14 2328  
## 4 2011-03-18 2021-09-14 2440  
## 5 2011-03-18 2021-09-13 2001

# do the same for water quality data  
wq\_data\_availability <- whatNWISdata(siteNumber = station\_no, service = "qw", statCd = "00003")  
wq\_data\_availability <- left\_join(wq\_data\_availability, nwis\_codes, by = "parm\_cd")  
wq\_data\_availability <- wq\_data\_availability %>%  
 select(site\_no, station\_nm, parm\_cd, parm\_grp\_cd, parameter\_nm, begin\_date, end\_date, count\_nu)  
  
# water quality data have many parameters with only a few samples; look for parameters with >100  
wq\_data\_availability <- wq\_data\_availability %>%  
 filter(!is.na(parm\_cd)) %>% #remove NA values  
 filter(parm\_grp\_cd == "NUT") %>% #select only nutrient data  
 filter(count\_nu >= 100) #remove values with fewer than 100 samples  
  
# view wq\_data\_availability  
wq\_data\_availability

## site\_no station\_nm parm\_cd parm\_grp\_cd  
## 1 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00605 NUT  
## 2 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00608 NUT  
## 3 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00613 NUT  
## 4 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00618 NUT  
## 5 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00631 NUT  
## 6 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00660 NUT  
## 7 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00665 NUT  
## 8 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00671 NUT  
## 9 04085427 MANITOWOC RIVER AT MANITOWOC, WI 62855 NUT  
## 10 04085427 MANITOWOC RIVER AT MANITOWOC, WI 71846 NUT  
## 11 04085427 MANITOWOC RIVER AT MANITOWOC, WI 71851 NUT  
## 12 04085427 MANITOWOC RIVER AT MANITOWOC, WI 71856 NUT  
## parameter\_nm  
## 1 Organic nitrogen, water, unfiltered, milligrams per liter as nitrogen  
## 2 Ammonia (NH3 + NH4+), water, filtered, milligrams per liter as nitrogen  
## 3 Nitrite, water, filtered, milligrams per liter as nitrogen  
## 4 Nitrate, water, filtered, milligrams per liter as nitrogen  
## 5 Nitrate plus nitrite, water, filtered, milligrams per liter as nitrogen  
## 6 Orthophosphate, water, filtered, milligrams per liter as PO4  
## 7 Phosphorus, water, unfiltered, milligrams per liter as phosphorus  
## 8 Orthophosphate, water, filtered, milligrams per liter as phosphorus  
## 9 Total nitrogen [nitrate + nitrite + ammonia + organic-N], water, unfiltered, analytically determined, milligrams per liter  
## 10 Ammonia (NH3 + NH4+), water, filtered, milligrams per liter as NH4  
## 11 Nitrate, water, filtered, milligrams per liter as nitrate  
## 12 Nitrite, water, filtered, milligrams per liter as nitrite  
## begin\_date end\_date count\_nu  
## 1 1979-03-29 2021-08-03 321  
## 2 1979-10-23 2021-08-03 313  
## 3 1985-11-13 2021-08-03 270  
## 4 1985-11-13 2021-08-03 270  
## 5 1979-09-18 2021-08-03 314  
## 6 1980-05-07 2021-08-03 330  
## 7 1979-03-29 2021-08-03 364  
## 8 1980-05-07 2021-08-03 330  
## 9 2008-05-28 2021-08-03 234  
## 10 1979-10-23 2021-08-03 313  
## 11 1985-11-13 2021-08-03 270  
## 12 1985-11-13 2021-08-03 270

# extract data just for the discharge data  
discharge\_details <- daily\_data\_availability %>%  
 filter(parm\_cd == "00060")  
  
# view discharge\_details  
discharge\_details

## site\_no station\_nm parm\_cd  
## 1 04085427 MANITOWOC RIVER AT MANITOWOC, WI 00060  
## parameter\_nm begin\_date end\_date count\_nu  
## 1 Discharge, cubic feet per second 1972-07-26 2021-09-14 17521

# find start date and end date of discharge data  
start\_date <- discharge\_details$begin\_date  
end\_date <- discharge\_details$end\_date  
  
  
# remove unncessary parameters  
rm(daily\_data\_availability, nwis\_codes, wq\_data\_availability, discharge\_details)

## Step 2: Download data from NWIS

Data are downloaded from NWIS. The following items are downloaded: - Daily discharge data for entire period of record - Instantaneous discharge data since 2020-01-01 - Rating curve for USGS site - Monthly flow statistics - Annual flow statistics

#select parameter for discharge ("00060")  
parameter\_code <- "00060"  
  
#load daily flow data for the site  
discharge\_data <- dataRetrieval::readNWISdv(siteNumbers = station\_no,   
 parameterCd = parameter\_code,   
 startDate = start\_date,   
 endDate = end\_date)  
  
# load instantaneous data for the site  
inst\_discharge\_data <- dataRetrieval::readNWISuv(siteNumbers = station\_no,   
 parameterCd = parameter\_code,   
 startDate = as.Date("2020-01-01"),   
 endDate = end\_date,   
 tz = "America/Chicago")  
  
# load rating curve data for the site  
rating\_curve <- dataRetrieval::readNWISrating(siteNumber = station\_no)  
  
# plot rating curve  
plot(DEP ~ INDEP,   
 data = rating\_curve,   
 type = "l",   
 xlab = "Depth (ft)",   
 ylab = "Discharge (cfs)",  
 cex.lab = 2)
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# load monthly summary statistics for site  
monthly\_stats <- dataRetrieval::readNWISstat(siteNumbers = station\_no,   
 parameterCd = parameter\_code,   
 statReportType = "monthly")  
  
# load annual summary statistics for site  
annual\_stats <- dataRetrieval::readNWISstat(siteNumbers = station\_no,  
 parameterCd = parameter\_code,  
 statReportType = "annual")  
  
# plot annual summary  
barplot(mean\_va ~ year\_nu,  
 data = annual\_stats,  
 type = "bar",  
 xlab = element\_blank(),  
 ylab = "Average Annual Discharge (cfs)",  
 cex.lab = 1.5)
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#remove newly created objects  
rm(inst\_discharge\_data, rating\_curve, monthly\_stats, annual\_stats)

## Step 3: Explore data with base plotting functions in R

Data downloaded in Step 2 is evaluated and summarized using the base plotting functions provided in R. In this section, a function called make\_plot is created which allows the user to easily create formatted plots by entering specified start and end dates. The end of the chunk downloads the resulting figure to a jpeg file.

#use base plot functions to explore data - plots as points  
plot(X\_00060\_00003 ~ Date, data = discharge\_data)
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##use additional parameters in base plot function to clean up figure  
#set plot title name  
plot\_title <- paste("Station", station\_no, "Discharge", sep = " ")  
  
#use the base plot function to plot discharge data  
plot(X\_00060\_00003 ~ Date,   
 data = discharge\_data,  
 main = plot\_title,  
 xlab = element\_blank(),  
 ylab = "Daily discharge (cfs)",  
 type = "l")
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# create a function that creates the plot  
make\_plot <- function(startDate, endDate){  
   
 # use the base plot function to format the plot  
 plot(X\_00060\_00003 ~ Date,   
 data = discharge\_data,  
 main = plot\_title,  
 xlab = "Year",  
 ylab = "Daily discharge (cfs)",  
 type = "l",  
 col = "midnightblue",  
 xlim = c(startDate, endDate),  
 ylim = c(0,7000)  
 )  
   
 # add lines for mean and median discharges  
 abline(h = median(discharge\_data$X\_00060\_00003, na.rm = TRUE),   
 col = "gray30",   
 lwd = 2)  
 abline(h = mean(discharge\_data$X\_00060\_00003, na.rm = TRUE),   
 col = "green4",   
 lty = "dashed",   
 lwd = 2)  
   
 #add a legend  
 legend("topleft",   
 legend = c("Discharge (cfs)", "Mean discharge (cfs)", "Median discharge (cfs"),   
 col = c("midnightblue", "green4", "gray30"),   
 lty = 1:2,   
 inset = 0.01)  
  
}  
  
#call function make\_plot to plot function  
make\_plot(startDate = as.Date("2010-01-01"), endDate = end\_date)
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##save figure to a .jpeg file  
#create a file name for the .jpeg file  
file\_name <- paste0("./Output/discharge\_", station\_no, ".jpeg")  
  
#initialize the jpeg save function  
jpeg(file = file\_name, width = 600, height = 400, units = "px")  
  
# remove unncessary variables  
rm(file\_name, plot\_title, make\_plot)

## Step 4: Explore data with ggplot function

Data are plotted using the ggplot2 package. ggplot allows users to easily create and format plots. Plotting with ggplot is more flexible than the base R plotting functions because it uses the “Grammar of Graphics” to allow easy additions to the plots. The following plots are created:

* Discharge over time
* Comparison of two years
* Regression comparing annual flow over time
* Average monthly flow

# plot the discharge data with ggplot  
p <- ggplot2::ggplot(aes(Date, X\_00060\_00003), data = discharge\_data) +   
 geom\_line() +  
 xlab("Year") +   
 ylab ("Discharge(cfs)") +   
 xlim(c(as.Date("2010-01-01"), as.Date("2019-12-31"))) +   
 ylim(c(0,6000))  
  
# print the figure  
p
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#set a new theme for the figure  
theme\_set <- theme\_bw() +  
 theme(axis.line = element\_line(color = 'black'),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 panel.background = element\_blank(),  
 panel.border = element\_blank(),  
 text = element\_text(size = 16))  
   
# update figure to include labels, themes, and axis limits  
p1 <- p +  
 xlab("Year") +   
 ylab ("Discharge(cfs)") +   
 xlim(c(as.Date("2010-01-01"), as.Date("2019-12-31"))) +   
 ylim(c(0,6000)) +   
 theme\_set  
  
# print the figure  
p1
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#remove unncessary objects  
rm(p, p1, theme\_set)  
  
## compare two specific years of data  
# create a function that accepts two years for flow comparison and returns a plotting function  
compare\_yrs\_plot <- function(year1, year2){  
   
 #add year, month, and day columns to the discharge data  
 discharge\_date\_adj <- discharge\_data %>%  
 mutate(d = day(Date),  
 mo = month(Date),  
 yr = year(Date),  
 discharge = X\_00060\_00003) %>%  
 select(yr, mo, d, discharge)  
   
 #filter discharge data for the first year of the input function  
 yr1 <- discharge\_date\_adj %>%  
 filter(yr == year1) %>%  
 mutate(adj\_date = make\_date(year = 2000, month = mo, day = d)) %>%  
 mutate(yr = as.character(yr)) %>%  
 select(yr, adj\_date, discharge)  
  
 #filter discharge data for the second year of the input function  
 yr2 <- discharge\_date\_adj %>%  
 filter(yr == 2020) %>%  
 mutate(adj\_date = make\_date(year = 2000, month = mo, day = d)) %>%  
 mutate(yr = as.character(yr)) %>%  
 select(yr, adj\_date, discharge)  
   
 #combine the two years of data into a single data frame  
 yr1yr2\_compare <- rbind(yr1, yr2)  
   
 #set the year of data as a character for plotting  
 yr1yr2\_compare <- yr1yr2\_compare %>%  
 mutate(yr = as.character(yr))  
   
 theme\_set <- theme\_bw() +  
 theme(  
 panel.background = element\_blank(),  
 axis.title.x = element\_blank(),  
 text = element\_text(size = 16),  
 legend.text = element\_text(size = 16)  
 )   
   
 #create a plotting function in ggplot to compare the years  
 p\_compare\_yrs <- ggplot2::ggplot(data = yr1yr2\_compare) +   
 geom\_line(aes(adj\_date, discharge, color = yr), size = 1) +  
 scale\_color\_manual(values = c("#003349", "#719949")) +   
 ylab("Daily discharge (cfs)") +  
 labs(color = "Year", size = 16) +  
 theme\_set  
   
 #return the plotting function when the function is called  
 return(p\_compare\_yrs)  
   
 }  
  
# set varible p to the returned value of function compare\_yrs\_plot(first date, second date)  
p <- compare\_yrs\_plot(2005, 2020)  
  
# print plot comparing two years  
p
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# print plot using ggplotly, which allows for interactive exploration of plot  
#plotly::ggplotly(p)  
  
# remove unncessary objects  
rm(compare\_yrs\_plot, p)  
  
## explore plots for annual average discharge  
# define water year as data between October and September  
  
#add year, month, and day columns to the discharge data  
discharge\_date\_adj <- discharge\_data %>%  
 mutate(d = day(Date),  
 mo = month(Date),  
 yr = year(Date),  
 discharge = X\_00060\_00003) %>%  
 select(yr, mo, d, discharge)  
  
wy\_stats <- discharge\_date\_adj %>%  
 mutate(water\_yr = ifelse(mo >= 10, yr+1, yr))  
  
# summarize discharge data by water year  
wy\_stats <- wy\_stats %>%  
 group\_by(water\_yr) %>%  
 summarize(q\_avg = mean(discharge), q\_med = median(discharge)) %>%  
 ungroup()  
  
#create regression line for the average annual discharge stats  
reg\_line <- lm(wy\_stats$water\_yr ~ wy\_stats$q\_avg)  
reg\_line\_summary <- summary(reg\_line)  
  
#create a theme for the figures  
theme\_set <- theme\_bw() +  
 theme(  
 panel.background = element\_blank(),  
 axis.title.x = element\_blank(),  
 text = element\_text(size = 16),  
 legend.text = element\_text(size = 16)  
 )   
  
  
# create plot with linear regression line  
p\_lreg <- ggplot2::ggplot(aes(water\_yr, q\_avg), data = wy\_stats) +   
 geom\_point() +  
 geom\_smooth(method = 'lm', color = "#003349") +  
 annotate("text",   
 x = 2000,   
 y = 400,   
 label = paste0("r2: ", round(reg\_line\_summary$r.squared,3)),   
 size = 5,   
 color = "#003349") +  
 ylab("Annual mean discharge (cfs)") +  
 theme\_set  
  
# print plot with linear regression  
p\_lreg
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# create plot with smoothed value  
p\_smooth <- ggplot2::ggplot(aes(water\_yr, q\_avg), data = wy\_stats) +   
 geom\_point() +  
 geom\_smooth(method = 'auto', color = "#003349") +  
 ylab("Annual mean discharge (cfs)") +  
 theme\_set  
  
# print plot with smoothed value  
p\_smooth

![](data:image/png;base64,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)

# create regression line for the median annual discharge stats  
reg\_line\_median <- lm(water\_yr ~ q\_med, data = wy\_stats)  
reg\_line\_median <- summary(reg\_line\_median)  
  
# compare median and mean values for each year  
p\_med <- ggplot2::ggplot(aes(water\_yr, q\_med), data = wy\_stats) +  
 geom\_point() +  
 geom\_smooth(method = 'lm', color = "#003349") +  
 annotate("text",   
 x = 2000,  
 y = 200,  
 label = paste0("r2: ", round(reg\_line\_median$r.squared, 3))) +  
 ylab("Annual median discharge (cfs)") +  
 theme\_set  
  
# print plot to compare mean and median values  
p\_med
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# remove unncessary objects  
rm(wy\_stats, reg\_line, reg\_line\_summary, reg\_line\_median, p\_lreg, p\_smooth,   
 p\_med, theme\_set)  
  
## Explore plots for monthly average values  
# summarize data by month  
mo\_stats <- discharge\_date\_adj %>%  
 group\_by(mo) %>%  
 summarize(q\_avg = mean(discharge), q\_med = median(discharge))  
  
# plot average monthly flow for entire time period  
p <- ggplot2::ggplot(data = mo\_stats) +   
 geom\_bar(aes(mo, q\_avg, fill = "Average annual \n discharge (cfs)"), stat = "identity", color = "#003349") +  
 scale\_x\_continuous(breaks = seq(1, 12, 1)) +  
 xlab("Month") +  
 ylab("Average monthly discharge (cfs)") +  
 theme\_bw() +   
 theme(  
 panel.background = element\_blank(),  
 text = element\_text(size = 16),  
 legend.text = element\_text(size = 16),  
 panel.grid.major.x = element\_blank(),  
 axis.ticks.x = element\_blank()  
 ) +  
 geom\_point(aes(mo, q\_med, color = "Median monthly \n discharge (cfs)"), data = mo\_stats, size = 3) +  
 scale\_fill\_manual("", values = c("#003349")) +   
 scale\_color\_manual("", values = c("#B9D9EB"))   
  
#print plot comparing average monthly flow  
p
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# remove unncessary objects  
rm(mo\_stats, p, discharge\_date\_adj)

## Step 5: Create flow duration curve

A flow duration curve is created to evaluate the exceedance probability for a specific date in the analysis.

# set a new variable equal to all discharges from discharge data  
fl\_dur\_data <- discharge\_data %>%  
 select(X\_00060\_00003)  
  
# sort the discharge data at the site by decreasing order  
fl\_dur\_data <- as.data.frame(sort(fl\_dur\_data$X\_00060\_00003,   
 decreasing = TRUE))  
  
# change the name of the column from X\_00060\_00003 to discharge  
colnames(fl\_dur\_data) <- c("discharge")  
  
# count the number of rows in the fl\_dur\_data dataframe  
fd\_rows <- nrow(fl\_dur\_data)  
  
# rank the flows and calculate an exceedance probablity  
fl\_dur\_data <- fl\_dur\_data %>%   
 mutate(ranked = 1:fd\_rows) %>%  
 mutate(exceed\_prob = ranked/fd\_rows)  
  
# create a plot in ggplot to display the exceedance probablity versus the discharge  
p <- ggplot2::ggplot(data = fl\_dur\_data, aes(exceed\_prob, discharge)) + geom\_line()  
  
# print plot for exceedance probability  
p
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# set a theme for the plotting functions  
theme\_set <- theme\_bw() +  
 theme(  
 panel.background = element\_blank(),  
 text = element\_text(size = 16)  
 )  
  
# create a plot with additional formatting  
p1 <- p + theme\_set +  
 scale\_y\_continuous(trans = "log10") +  
 scale\_x\_continuous(breaks = seq(0,1,0.1)) +  
 xlab("Exceedance Probability") +  
 ylab("Discharge (cfs)") +   
 geom\_vline(xintercept = 0.5, color = "lightblue") +  
 geom\_hline(yintercept = median(fl\_dur\_data$discharge), color = "lightblue")  
  
# print plot with additional formating  
p1
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# identify a date of interest to estimate exceedance probablity  
flow\_date = as.Date("2020-01-01")  
  
#filter the discharge data to identify the discharge associated with the specified date  
find\_exceed\_prob <- discharge\_data %>%  
 filter(Date == flow\_date) %>%  
 mutate(discharge = X\_00060\_00003) %>%  
 select(Date, discharge)  
  
#find the exceedance probablity associated with the discharge of interest  
find\_exceed\_prob <- fl\_dur\_data %>%  
 filter(discharge == find\_exceed\_prob$discharge) %>%  
 select(exceed\_prob, discharge)  
  
#add exceedance data for the date of interest to the plot  
p2 <- p1 + geom\_point(data = find\_exceed\_prob, aes(exceed\_prob, discharge), color = "red", size = 5)  
  
# print the plot to identify point of selected flow date  
p2
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#remove unncessary objects  
rm(p, p1, p2, fl\_dur\_data, find\_exceed\_prob, theme\_set, fd\_rows, flow\_date)

## Step 6: Perform baseflow separation

Baseflow separation helps visualize and calculate the flow originating from baseflow versus flow originating from runoff. Many methods of baseflow separation are available. This example compares baseflow separation calculated by recursive digital filters and the smoothed minima method.

### Step 6a. Evaluate dates discharge data to determine any gaps in data

The baseflow separation methods require a continuous dataset. The long-term discharge data are evaluate to create a continuous dataset with no missing dates.

# find the dates with discharge data  
flow\_dates <- discharge\_data$Date  
  
# create a vector with continuous daily time series between the maximum and minimum dates of discharge data  
date\_range <- seq(min(flow\_dates), max(flow\_dates), by = 1)  
  
# identify missing dates in discharge data  
missing\_dates <- as.data.frame(date\_range[!date\_range %in% flow\_dates])  
colnames(missing\_dates) <- c("Date")  
  
# convert date\_range to a data frame and change column name to Date  
date\_range <- as.data.frame(date\_range)  
colnames(date\_range) <- c("Date")  
  
# identify the dates within the total date range that have no data; set a value equal to 1  
date\_range <- date\_range %>%   
 mutate(no\_data = ifelse(Date %in% missing\_dates$Date, 1, 0))  
  
# create an object to generate a plot for date\_range   
p <- ggplot(aes(Date, no\_data), data = date\_range) +   
 geom\_line()  
p
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# plot the data using ggplotly (interactive exploration)  
#plotly::ggplotly(p)  
  
## discharge data between 1996-09-30 and 1997-11-30 & 2020-11-10 and 2020-11-16 are missing  
# trim discharge data to 1998-01-01 and 2020-10-31  
bf\_sep\_discharge <- discharge\_data %>%  
 filter(Date >= as.Date("1998-01-01") & Date <= as.Date("2020-10-31")) %>%  
 mutate(discharge = X\_00060\_00003) %>%  
 select(Date, discharge)  
  
# remove objects from previous assessment  
rm(flow\_dates, date\_range, missing\_dates, p)  
  
#create a vector of only discharge data  
discharge\_values <- bf\_sep\_discharge$discharge

### Step 6b. Perform baseflow separation using recursive digital filter

The recursive digital filter uses methods from signal processing to estimate the baseflow. It evaluates discharge data to remove spikes and create a smoothed dataset. The smoothed dataset represents the baseflow.

## perform baseflow separation using BaseflowSeparation in EcoHydRology package  
## BaseflowSeparation uses recursive digital filtering to find baseflow (more info in vignette)  
  
# create a vector with three filter parameters to be evaluated (0.900, 0.925, 0.950)  
filter\_parameters <- c(0.900, 0.925, 0.950)  
#assign a counter function to use in the for loop  
counter <- 1  
  
# run a for loop through all values of filter\_parameters  
for(i in filter\_parameters){  
   
 # use BaseflowSeparation function to estimate baseflow using filter parameter assigned in loop (i)  
 bf\_rdf\_temp <- EcoHydRology::BaseflowSeparation(streamflow = discharge\_values, filter\_parameter = i, passes = 3)  
   
 # combine the original bf\_sep\_discharge data with the baseflow values from BaseflowSeparation  
 bf\_rdf\_temp <- cbind(bf\_sep\_discharge, bf\_rdf\_temp)  
   
 # change the column names in the bf\_rdf\_tmp data frame  
 colnames(bf\_rdf\_temp) <- c("Date", "discharge", "bf\_rdf", "qf\_rdf")  
   
 # add a column to identify which filter paramter is used  
 bf\_rdf\_temp <- bf\_rdf\_temp %>% mutate(filter\_param = i)  
   
 # if the filter parameter is the first in the list, set bf\_rdf\_temp to a new variable bf\_rdf\_all  
 if(counter == 1){bf\_rdf\_all = bf\_rdf\_temp}  
 # if the filter paramter is not the first in the list, append bf\_rdf\_temp to bf\_rdf\_all  
 else{bf\_rdf\_all = rbind(bf\_rdf\_all, bf\_rdf\_temp)}  
  
 #remove temporary data frame  
 rm(bf\_rdf\_temp)  
 counter <- counter + 1  
   
}  
  
rm(filter\_parameters, counter)  
  
# add zeros to the end of the filter parameter id name so decimal taken out to three places  
bf\_rdf\_all$filter\_param <- sprintf("%.3f", bf\_rdf\_all$filter\_param)  
  
# create a ggplot object to compare the results from different filter parameters  
p <- ggplot(data = bf\_rdf\_all, aes(Date, discharge, color = "Discharge")) + geom\_line(color = "black", size = 1) +   
 geom\_line(data = bf\_rdf\_all, aes(Date, bf\_rdf, color = filter\_param), size = 1)  
  
# add formatting to plot  
p <- p + theme\_bw() +   
 xlab(element\_blank()) +   
 ylab("Discharge (cfs)") +   
 xlim(as.Date("2015-01-01"), as.Date("2019-12-31")) +   
 theme(text = element\_text(size = 16)) +  
 labs(color = "Filter Parameter")  
  
# print plot to compare the results from different filter parameters  
p

![](data:image/png;base64,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)

# remove ggplot object  
rm(p, i)  
  
## calculate baseflow index for rdf method  
# create a new matrix to store values for baseflow index for each filter parameter  
bfi\_rdf\_matrix <- matrix(0,length(unique(bf\_rdf\_all$filter)),2)  
  
#rename columns of bfi\_rdf\_matrix  
colnames(bfi\_rdf\_matrix) = c("Filter Parameter", "bfi")  
  
#create a new list of unique block names in bf\_rdf\_all  
filter\_name <- unique(bf\_rdf\_all$filter\_param)  
  
#create a row counting variable  
row\_num = 1  
  
# run a for loop to calculate baseflow index for each filter parameter  
for(i in filter\_name){  
   
 # filter out the value from bfi\_rdf\_all by the block name of the loop  
 bfi\_calc <- bf\_rdf\_all %>%  
 filter(filter\_param == i)  
   
 # calculate the baseflow index by dividing the total baseflow by the total flow  
 bfi\_value <- sum(bfi\_calc$bf\_rdf, na.rm = TRUE)/sum(bfi\_calc$discharge, na.rm = TRUE)  
   
 # assign filter parameter name and baseflow index value to matrix  
 bfi\_rdf\_matrix[row\_num, 1] = i  
 bfi\_rdf\_matrix[row\_num, 2] = round(bfi\_value,3)  
   
 # remove bfi\_calc and bfi\_value   
 rm(bfi\_calc, bfi\_value)  
   
 # add one to row counting varaible  
 row\_num <- row\_num + 1  
   
}  
  
rm(filter\_name, row\_num)

### Step 6c. Perform baseflow separation using smoothed minima method

The smoothed minima method uses an approach that is different from the recursive digital filter. The smoothed minima method evaluates the discharge data to identify local minima. Local minima are connected by straight lines, and the straight lines reprsent the baseflow.

# create a list of different block lengths in days  
block\_length <- c(2, 5, 7)  
  
#create a counter variable for the for loop  
counter <- 1  
  
# run a four loop for the block\_length list   
for(i in block\_length){  
 # calculate the baseflow using the smoothed minima method  
 bf\_smm\_temp <- lfstat::baseflow(discharge\_values, tp.factor = 0.9, block.len = i)  
   
 # combine the discharge data with the smoothed minima data  
 bf\_smm\_temp <- cbind(bf\_sep\_discharge, bf\_smm\_temp)  
   
 # update the column names in bf\_smm\_temp  
 colnames(bf\_smm\_temp) <- c("Date", "discharge", "bf\_smm")  
   
 # add a column to identify the block length  
 bf\_smm\_temp <- bf\_smm\_temp %>% mutate(block = paste0(i, " day"))  
   
 # if the block length is the first in the list, set bf\_sm\_temp equal to a new variable, bf\_smm\_all  
 if(counter == 1){bf\_smm\_all = bf\_smm\_temp}  
 # if block length is not the first in the list, append bf\_smm\_temp to bf\_smm\_all  
 else{bf\_smm\_all = rbind(bf\_smm\_all, bf\_smm\_temp)}  
   
 #remove bf\_smm\_temp  
 rm(bf\_smm\_temp)  
   
 #add one to counter variable  
 counter <- counter + 1  
  
 }  
  
# remove block\_length and counter variables  
rm(block\_length, counter, i)  
  
# create ggplot object for plotting  
p <- ggplot(data = bf\_smm\_all, aes(Date, discharge, color = "Discharge")) + geom\_line(color = "black", size = 1) +  
 geom\_line(data = bf\_smm\_all, aes(Date, bf\_smm, color = block), size = 1)  
  
#add formatting to plot  
p <- p + theme\_bw() +   
 xlab(element\_blank()) +   
 ylab("Discharge (cfs)") +   
 xlim(as.Date("2015-01-01"), as.Date("2019-12-31")) +   
 theme(text = element\_text(size = 16)) +  
 labs(color = "Block Length")  
  
# print plot comparing the block lengths  
p
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#remove ggplot object  
rm(p)  
  
## calculate baseflow index for smm method  
# create a new matrix to store values for baseflow index for each block  
bfi\_smm\_matrix <- matrix(0,length(unique(bf\_smm\_all$block)),2)  
  
#rename columns of bfi\_smm\_matrix  
colnames(bfi\_smm\_matrix) = c("Block Length", "bfi")  
  
#create a new list of unique block names in bf\_smm\_all  
block\_name <- unique(bf\_smm\_all$block)  
  
#create a row counting variable  
row\_num = 1  
  
# run a for loop to calculate baseflow index for each block length  
for(i in block\_name){  
   
 # filter out the value from bfi\_smm\_all by the block name of the loop  
 bfi\_calc <- bf\_smm\_all %>%  
 filter(block == i)  
   
 # calculate the baseflow index by dividing the total baseflow by the total flow  
 bfi\_value <- sum(bfi\_calc$bf\_smm, na.rm = TRUE)/sum(bfi\_calc$discharge, na.rm = TRUE)  
   
 # assign baseflow name and baseflow index value to matrix  
 bfi\_smm\_matrix[row\_num, 1] = i  
 bfi\_smm\_matrix[row\_num, 2] = round(bfi\_value, 3)  
   
 # remove bfi\_calc and bfi\_value   
 rm(bfi\_calc, bfi\_value)  
   
 # add one to row counting varaible  
 row\_num <- row\_num + 1  
   
}  
  
# remove variables used for calculation of baseflow index  
rm(block\_name, row\_num)  
rm(bfi\_rdf\_matrix, bfi\_smm\_matrix, i)

### Step 6d. Compare results from two baseflow methods

The two baseflow methods use different theorteical approaches to estimate baseflow, and the outcome of the separation are not the same. The two methods can be compared to better understand how each method characterizes the baseflow.

# load lubridate package (contains 'year' and 'month' functions)  
library(lubridate)  
  
# filter the bf\_rdf\_all data frame for specified filter parameter; reformat table  
bf\_rdf <- bf\_rdf\_all %>%  
 filter(filter\_param == "0.925") %>%  
 mutate(method = "RDF", bf = bf\_rdf)%>%  
 select(Date, discharge, bf, method)  
  
# filter the bf\_smm\_all data frame for the specified block length; reformat table  
bf\_smm <- bf\_smm\_all %>%  
 filter(block == "5 day") %>%  
 mutate(method = "SMM", bf = bf\_smm) %>%  
 select(Date, discharge, bf, method)  
  
# combine the results from the recursive digital filter and smoothed minima methods  
bf\_compare <- rbind(bf\_rdf, bf\_smm)  
  
# plot the data for RDF and SMM to compare the results of baseflow separation  
p <- ggplot(data = bf\_compare, aes(Date, discharge, color = "Discharge")) +   
 geom\_line() +  
 geom\_line(data = bf\_compare, aes(Date, bf, color = method), size = 1.1) +  
 labs(color = "Method") +  
 scale\_color\_manual(values = c("grey70","#FF9E1B","#0075A5")) +  
 xlab(element\_blank()) +  
 ylab("Discharge (cfs)") +  
 xlim(c(as.Date("2015-01-01"), as.Date("2019-12-13"))) +  
 scale\_y\_continuous(limits = c(0,2500)) +  
 theme\_bw() +  
 theme(text = element\_text(size = 16))  
  
# print the graph object  
p
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# remove unncessary objects  
rm(p, bf\_rdf, bf\_rdf\_all, bf\_smm, bf\_smm\_all, bf\_sep\_discharge)  
## summarize baseflow data by year  
# add year, month, and day columns to bf\_compare  
bf\_compare <- bf\_compare %>%  
 mutate(yr = year(Date), mo = month(Date), d = day(Date))  
  
# summarize data by year and by method (divide discharge by 365 and methods by 365)  
bf\_compare\_yr <- bf\_compare %>%  
 group\_by(yr, method) %>%  
 summarize(discharge = sum(discharge, na.rm = TRUE)/365, bf = sum(bf, na.rm = TRUE)/365)  
  
# create a data frame for average daily discharge per year  
bf\_compare\_yr\_discharge <- bf\_compare\_yr %>%  
 filter(method == "RDF") %>%  
 select(yr, discharge)  
  
# create a bar plot to compare reuslts for the methods  
p <- ggplot(data = bf\_compare\_yr\_discharge, aes(x = yr, y = discharge, fill = "Discharge")) +   
 geom\_bar(stat = "identity") +  
 geom\_bar(data = bf\_compare\_yr,   
 aes(x = yr, y = bf, fill = method),   
 stat = "identity",   
 position = position\_dodge()) +  
 scale\_fill\_manual(values = c("grey70","#FF9E1B","#0075A5")) +  
 theme\_bw() +  
 labs(fill = "Method") +  
 theme(text = element\_text(size = 16), panel.grid.major.x = element\_blank()) +  
 scale\_x\_continuous(name = "Year", breaks = c(2010:2020, 1),limits = c(2009.5,2020.5)) +  
 ylab("Average daily discharge (cfs)")  
  
# plot the bar chart  
p
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# remove unncessary objects  
rm(bf\_compare\_yr, bf\_compare\_yr\_discharge, p)  
  
## summarize baseflow data by month  
# calculate the average daily baseflow by month and method  
bf\_compare\_mo <- bf\_compare %>%  
 group\_by(mo, method) %>%  
 summarize(discharge = mean(discharge, na.rm = TRUE), bf = mean(bf, na.rm = TRUE))  
  
# create a data frame for average discharge by month  
bf\_compare\_mo\_discharge <- bf\_compare\_mo %>%  
 filter(method == "RDF") %>%  
 select(mo, discharge)  
  
# create a bar chart to compare the two methods by month  
p <- ggplot(data = bf\_compare\_mo\_discharge, aes(mo, discharge, fill = "Discharge")) +   
 geom\_bar(stat = "identity") +  
 geom\_bar(data = bf\_compare\_mo,   
 aes(mo, bf, fill = method),   
 stat = "identity",   
 position = position\_dodge()) +  
 scale\_fill\_manual(values = c("grey70","#FF9E1B","#0075A5")) +  
 theme\_bw() +  
 labs(fill = "Method") +  
 theme(text = element\_text(size = 16), panel.grid.major.x = element\_blank()) +  
 scale\_x\_continuous(name = "Month", breaks = c(1:12, 1),limits = c(0.5, 12.5)) +  
 ylab("Average daily discharge (cfs)")  
  
#print the bar chart  
p
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# remove unncessary objects  
rm(bf\_compare, bf\_compare\_mo, bf\_compare\_mo\_discharge, p)