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# Problem Statement

Tabletop roleplaying games can provide a great social experience for all ages and help young adults with social interactions, learning basic math, and developing problem solving strategies that can be used throughout their life in a fun environment. Dungeons and Dragons 5th edition provides an excellent entry point for those who wish to get into this style of learning; however, creating, storing, and editing a character can be one of the main issues that can prevent people from being able to involve themselves with such a format. This is a result of difficult to understand calculations and the intimidating number of items on a character sheet. A software-based assisted game tool can alleviate these intimidating factors and allow for anyone who can use a computer to make their way into tabletop gaming. With a software-assisted game tool, a player need only know the very basic values that need to be input, and the tool completes all the necessary calculations and performs the necessary tracking to alleviate a large portion of the load that can be placed on the player. This tool provides a simple to use, portable game tool for tracking character data, referencing values, and storing large amounts of this data without the need for hundreds of pieces of paper. The creation of a software-assisted game tool for Dungeons and Dragons 5th edition is necessary for allowing more people to have access to the game overall and prevent miscalculations that can result from human error.

# Research and Background

## Deciding a Language

The first issue a developer must face is the language in which they implement their software. With the ever-growing coding language eco-system, there are many options to choose from, each with their own benefits and detriments. The three languages that most drew my attention were C++, C#, and Python.

### C++ - Using a sledgehammer to kill a fly

I originally started with a C++ implementation, as it was my most utilized language thus far in my coding career. It offered high-performance option in which I felt comfortable, in addition to having long time support; however, despite all the benefits that C++ offers, the amount of control was much more than I needed. After diving into C++ and looking at GUI implementation and file interaction, especially PDFs, the amount required to perform the actions would practically be a program by themselves.

### C# - Getting better, but not quite there

C# was the next language I took a look at, and it was almost everything that I needed. C# offers the portability of a scripting language while having similar memory control as C++. It has many libraries available to it, and it runs on the .NET framework, providing portability and GUI control; however, when I began to delve into the actual GUI development and file interaction that C# offered, it still had similar issues as C++ in that the control it offers was much more than I needed as well as requiring the development of tools that would take a large portion of production time.

### Python – Easy to use, lots of support.

Python was the final language I looked at, and it ended up being the best fit for the application I was attempting to develop. The main draw to python was the documentation and library availability catered towards beginner developers. I had not had much experience with python but coding an entire project in it was much easier than I anticipated. Python has quite the amount of overhead, but for a small application like mine, the need for speed and performance wasn’t as necessary. Lastly, the documentation and support for python is very vast and geared towards younger developers, allowing it to become a strong fit for the language that I used.

## GUI Implementation Prospects

### C++ - Hardware not software

C++ offers significant hardware control but was never originally intended as a GUI based programming langued when used on its own. There are several GUI libraries that C++ offers, but in the overall availability of GUI libraries pales in comparison to other languages.

### C# - Better for GUI, but still involved

C# offers much more support in developing a GUI, especially with the help of the .NET framework at its back; however, as I researched creating a GUI and dug through documentation, I found that the creation of a GUI in C# was still fairly involved and had few tutorials that were helpful to me.

### Python – A good option that went underused

Python was the last language I looked at and researched, and it proved to be the most promising in terms of GUI support. In addition to having libraries that were useful for other actions I was performing (like reading from PDF files), it offered a fairly simple GUI system through the PySimpleGui library, although I was not able to implement the GUI functionality in the end.

## Library Availability

### C++ - Robust

The C++ libraries are extensive and offer a robust series of pre-made functions for memory management and data structures, yet when it comes to interacting with files, I was unable to find specifically useful libraries for pulling form filled information from PDFs. Although, C++ does offer SQLite implementation for database usage and creation.

### C# - Little to comment

I was unable to research C# thoroughly, as the main draw to C# was the ability to implement a GUI through the .NET framework. As such, I cannot offer much on the usefulness and extensiveness of C# libraries, although I am under the impression that C# has many similar capabilities to C++.

### Python – Extensive

Python’s extensive library list was my main draw in deciding to use it as the main language implementation for this project. It offered many diverse libraries, involving SQLite in a native implementation, PyPDF2 for form-filled information gathering, and finally PySimpleGUI for GUI implementation. This aspect resulted in Python becoming the main choice of implementation for this project.

## Documentation

### C++ - Difficult to understand unless practiced

C++ has a wealth of documentation associated with it; however, much of the documentation involved with C++ can be very technical due to the control required in order to operate C++ effectively. When attempting to discern the documentation from a young-developer standpoint, I ended up with more questions than I had answers, causing the project to become bogged down with learning how to use a library rather than actually utilizing it.

### C# - Good start, hard to follow

C# has a strong start to its documentation with Microsoft having an official website that helps teach the introduction of C#, yet when attempting to understand how to involve GUI and other libraries, I felt as though I would have spent more time learning the language than actually programming. This then led me to my final choice of Python.

### Python – Easy to learn, hard to master

Python offered an extensive repository of documentation that was difficult to follow at first, but because of Python’s simple syntax, it became much easier to use than anticipated. I feel as though Python offers an easy introduction to basic functions and library usages; however, one can spend large amounts of time truly diving into large libraries such as Pandas. PyPDF2 offered an easy introduction to exactly what I wanted to accomplish, making it my main choice for the project’s language.

# Project Languages This project utilizes Python as its implementation, allowing for a write-once-run-anywhere implementation similar to Java. This language will also be supported by SQL statements in order to interact with a backend database file. Since computing power and overhead are minimal considerations in this project, the need for strong memory control and a lightweight run-time are discarded in favor of programmability and ease of development.

# Project Software

This project utilizes Python3 in addition to PyPDF2 as its main software components. An optional SQL database viewer can provide the ability to read the database file created by the program but is not necessary for program execution. Any operating system capable of utilizing a python package manager and Python3 will be able to run this program. For development, Github and VSCode were utilized extensively for patch management and debugging/text editing respectively. The SQL database browser was also utilized to ensure database accuracy and integrity.

# Project Hardware

Because of the lightweight operations involved with the program, very little hardware is needed. Anything capable of running Python3 and allows for at least 1 GB of secondary and main memory will be able to effectively run this program.

# Project Requirements

## Functional Requirements

**Requirement ID:** 01a

**Requirement Type:** PDF Scraping

**Description:** This product shall allow the input of a PDF file path after which the information contained within will be applied and saved to the database file.

**Originator:** Ethan Powell

**Fit Criterion:** The user shall be able to define the file path for an official D&D 5e character sheet, and the program will take the character name, current and maximum hp, ac, and base stat scores and apply them to a character object which will be temporarily saved in RAM.

**Priority:** 1

**Requirement ID:** 01b

**Requirement Type:** Character Sheet Viewing

**Description:** This product shall allow the viewing of a player’s character sheet in an easy-to-read format.

**Originator:** Ethan Powell

**Fit Criterion:** The user shall be able to view a character’s stats from a queried database in a character sheet format. This will involve displaying the character’s name, base statistics, ac, current and maximum hp, modifiers, skills and skill modifiers, resistances, vulnerabilities, proficiencies, and expertise.

**Priority:** 3

**Requirement ID:** 01c

**Requirement Type:** Character Data Creation

**Description:** This product shall allow the creation of a character sheet through the program’s interface without the need for external tools

**Originator:** Ethan Powell

**Fit Criterion:** The user shall be able to input a character’s name, ac, current hp, maximum hp, strength score, dexterity score, constitution score, intelligence score, wisdom score, and charisma score, finally prompting with a confirmation screen in order to create a character entry in the database.

**Priority:** 1

**Requirement ID:** 01d

**Requirement Type:** Character Data Editing

**Description:** This product shall allow the editing of a character sheet through the program’s interface without the need for external tools

**Originator:** Ethan Powell

**Fit Criterion:** The user shall be able to change a character’s base statistic scores, skills, add and remove proficiencies, vulnerabilities, resistances, and expertise in the program’s interface. This edited data should then be applied to the character’s state in the database and reflect when viewing the character at a later time.

**Priority:** 1

**Requirement ID:** 01e

**Requirement Type:** Character Data Removal

**Description:** This product shall allow the removal of a character sheet through the program’s interface without the need for external tools

**Originator:** Ethan Powell

**Fit Criterion:** The user shall be able to remove a character’s entry from the database file by utilizing the "Remove Character” option in the program’s interface. The user then shall be able to enter the character’s name they wish to remove before the program removes the specified character’s database entry. This should then reflect in future runs of the program by disallowing access to that character’s data.

**Priority:** 1

## Ease of Use Requirements

**Requirement ID:** 02a

**Requirement Type:** Usability

**Description:** This product shall be able to be used by people with a basic knowledge of computer software.

**Originator:** Ethan Powell

**Fit Criterion:** A user with a basic knowledge of a keyboard and mouse should be able to navigate all the interface and functions within 30 minutes of starting the program.

**Priority:** 4

**Requirement ID:** 02b

**Requirement Type:** Appearance

**Description:** This product shall provide a text-based user interface for interaction with the program

**Originator:** Ethan Powell

**Fit Criterion:** A user should be able to discern all the program’s functions through the text-based interface. A user should not have to question how to navigate through the program’s functions or require external help to understand specific program functionality.

**Priority:** 4

## Performance Requirements

**Requirement ID:** 03a

**Requirement Type:** Speed and Latency

**Description:** All actions performed on entities in the program shall be completed in a timely manner.

**Originator:** Ethan Powell

**Fit Criterion:** A user shall experience a delay of no longer than 10 seconds when performing data creation, editing, importing, or destroying.

**Priority:** 4

**Requirement ID:** 03b

**Requirement Type:** Precision and Accuracy

**Description:** This product shall be accurate in its display of character data information.

**Originator:** Ethan Powell

**Fit Criterion:** A user shall be able to have the data values entered be what’s displayed on screen. There should be no discrepancy between the user’s expectations and the program’s display when data is entered. Additionally, all database information must be stored with reasonable expectations of corruption and data loss.

**Priority:** 3

**Requirement ID:** 03c

**Requirement Type:** Reliability and Availability

**Description:** This product shall be available to the user until the user decides to terminate the program.

**Originator:** Ethan Powell

**Fit Criterion:** The product shall continue to run without interruptions until the user terminates the program by pressing “ENTER” on the home screen. The program shall not crash during operation and must handle input validation and exceptions that occur as a result of incorrect data input.

**Priority:** 2

**Requirement ID:** 03d

**Requirement Type:** Scalability and Capacity A

**Description:** This product shall be able to be modified by the developer such that new modules can be added to extend functionality without breaking previous functions of the product.

**Originator:** Ethan Powell

**Fit Criterion:** The product should have the capability to be patched at a later time, allowing for code updates and changes to be applied when necessary through the use of Github access.

**Priority:** 4

**Requirement ID:** 03e

**Requirement Type:** Scalability and Capacity B

**Description:** This product shall have the capacity to track at least 50 entities at one time.

**Originator:** Ethan Powell

**Fit Criterion:** The product shall track and modify at least 50 entities without termination or noticeable slowdown during program runtime with base hardware concerns.

**Priority:** 3

## Maintainability and Scalability Requirements

**Requirement ID:** 04

**Requirement Type:** Maintenance

**Description:** This product shall be able to be patched by removing bugs and adding performance improvements as soon as they are available.

**Originator:** Ethan Powell

**Fit Criterion:** When a software bug is discovered, a time of no more than 1 month shall pass before the bug is fixed. Additionally, if a performance enhancement becomes available, the product owners should be notified of an update and have access to the performance enhancement as soon as it is available.

**Priority:** 3

## Security Requirements

**Requirement ID:** 05a

**Requirement Type:** Access Requirements

**Description:** This product shall provide reference to all data belonging only to the program without blockage for the user in additional to preventing data modification outside the program.

**Originator:** Ethan Powell

**Fit Criterion:** A user shall be able to access database information without the need for root or special permissions. Additionally, the program should not change data outside of the program’s operation functionality.

**Priority:** 5

**Requirement ID:** 05b

**Requirement Type:** Integrity Requirements

**Description:** This product shall provide accurate information and prevent harmful altering of data inside the database.

**Originator:** Ethan Powell

**Fit Criterion:** Input validation should occur for each attribute inputted into the database. SQL injection attacks should be prevented from altering the database through proper input sanitization.

**Priority:** 5

# Project Description

This project focuses on providing a simple interface that any level of user can use without requiring extensive instructions or direction, aiming to help those who have never played in a tabletop RPG with one of the most difficult portions of the game. With the ability to input basic character information (or import information from an official form-filled pdf), players can hop right into the game without having to worry about incorrect modifier calculations and the rules behind proficiencies and expertise. This tool will also aid in storing large numbers of characters through a backend database in a quickly editable format so that players will not have the issue of carrying around many character sheets and maintaining those sheets in their paper form.

# Project Implementation

# TO DO

# Test Plan

# TO DO

# Test Results

Please refer to the “Test\_Cases.pdf” for test result information.

# Challenges Overcome

When programming this project, the main challenge that I faced was implementing the program functions in the language that offered the most functionality. When researching, deciding between C++, C#, and Python was a main source of struggle, requiring me to weight the benefits and detriments of each language against one another. Python became my main language of implementation due to the flexibility of many of its libraries and the ease of programming it offered.

The second challenge that I faced was interacting with a PDF. A standard document format to most, the PDF file format became one of the largest thorns in my side, as pulling information from one was not as simple as I had hoped. After digging through documentation and researching different methods of interacting with the file type, PyPDF2 became a significant boon to my journey, allowing the form-filled information from a PDF to be pulled into a Python dictionary. This allowed one of the main functionalities of a PDF import system to be implemented in the final product.

The third challenge that I encountered was program to database interaction. Over the course of all my CSCI courses, I never once was able to interact directly with a database through a program outside of a small introduction when utilizing PHP. This became a daunting task at first, but quickly was lessened when SQL commands became the main interaction method. The small nuances of creating a database connection and closing it were very similar to file interaction, so the continued use of such a method became second nature as I utilized it due to the file interaction background that many of my classes provided.

Lastly, writing extensive documentation was the final hurdle that I had to overcome when creating this project. I had never written any type of program documentation beforehand, meaning that I had to essentially learn the method from scratch. This provided a much needed insight into the business and customer side of program development, allowing me to truly see what program creation can look like in a business environment.

# Future Enhancements

In the future, I wish to fully complete the program as it was originally intended, a Dungeons and Dragons combat encounter simulator. The main issue that I came across was a way to interpret Dungeons and Dragons abilities and spells. As a person, it is easy to read a Dungeons and Dragons spell (much like reading a book) and interpret the meaning behind how an interaction is to take place; however, trying to programmatically interpret the same spell that requires human intuition to properly translate was much more difficult than I anticipated, which led to the main issue behind being able to fully implement the program’s functions. This is due to spells and abilities being the main source of interaction in a Dungeons and Dragons combat encounter, leading to the original intention not being able to be achieved.

I wish to also fully implement a graphical user interface. It was my original intent to implement a point-and-click user interface that fully utilized a mouse and visual buttons, but I opted to instead work on a text-based interface to push functionality over appearance. Eventually, upgrading the text-based interface to a point-and-click GUI would greatly improve the user’s experience and allow for a more professional feel.

Another implementation that I aspire to add is the ability for the program to be web hosted or allow for mobile device functionality. Because of the program’s usability in a tabletop RPG, the ability to allow this data to be accessed from multiple locations (or at least be more portable) would greatly improve the usefulness of the product overall. It is not common that everyone carries a laptop everywhere they go, but most people have a phone on them in order to interact. This would allow users to connect to the internet with their phone and access the program there or have a local phone application to utilize only on their device.

Finally, cleaning and optimizing the code for speed, readability, and maintainability is always a concern with any program. In its current state, the code is difficult to read, hard to scale, and would later lead to optimization problems if more functionalities would be added. In order to keep the product functioning and professional, the need for code optimization and readability optimization is necessary. This is especially true for this product, but the ideas can be applied to every software product.