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**Название**

Обход графа в глубину.

**Цель работы**

Изучить и реализовать процедуру обхода графа, представленного в виде матрицы смежности или списков смежности, в глубину.

**Лабораторное задание**

*Задание 1:*

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа G. Выведите матрицу на экран.  
2. Для сгенерированного графа осуществите процедуру обхода в глубину, реализованную в соответствии с приведенным выше описанием.  
3. Реализуйте процедуру обхода в глубину для графа, представленного списками смежности.

*Задание 2:*

1. Для матричной формы представления графов выполните преобразование рекурсивной реализации обхода графа к не рекурсивной.

**Программа***Задание 1:*

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <locale.h>

#include <malloc.h>

#include <stdlib.h>

#include <time.h>

struct node {

int numNode;

struct node\* nextNode;

};

void DFS1(int\* graph, int vertexes, int\* visited, int vertex) {

visited[vertex] = 1;

printf("%i ", vertex + 1);

for (int i = 0; i < vertexes; i++) {

if (\*(graph + vertex \* vertexes + i) && !visited[i]) {

DFS1(graph, vertexes, visited, i);

}

}

}

void DepthFirstSearch1(int\* graph, int vertexes) {

if (!graph) return;

int\* visited = (int\*)malloc(sizeof(int) \* vertexes);

if (!visited) return;

for (int i = 0; i < vertexes; i++) {

visited[i] = 0;

}

for (int i = 0; i < vertexes; i++) {

if (!visited[i]) {

for (int j = 0; j < vertexes; j++) {

if (\*(graph + i \* vertexes + j) && !visited[j])

break;

if (j == vertexes - 1) {

if (i == 0)

printf("1 ");

return;

}

}

DFS1(graph, vertexes, visited, i);

}

}

free(visited);

}

void DFS2(struct node\* graph, int vertexes, int\* visited, int vertex, struct node\* head) {

printf("%i ", vertex + 1);

visited[vertex] = 1;

struct node\* temp = graph;

while (temp->nextNode) {

temp = temp->nextNode;

if (!visited[(temp->numNode) - 1])

DFS2(head + (temp->numNode) - 1, vertexes, visited, (temp->numNode) - 1, head);

}

}

void DepthFirstSearch2(struct node\* graph, int vertexes) {

if (!graph) return;

int\* visited = (int\*)malloc(sizeof(int) \* vertexes);

if (!visited) return;

for (int i = 0; i < vertexes; i++) {

visited[i] = 0;

}

for (int i = 0; i < vertexes; i++) {

if (!visited[i]) {

if (graph->nextNode == NULL || (graph->nextNode != NULL && visited[graph->nextNode->numNode - 1])) {

if (i == 0)

printf("1 ");

return;

}

DFS2(graph + i, vertexes, visited, i, graph);

}

}

free(visited);

}

int\* CreateGraph(int vertexes) {

int\* Mtrx = (int\*)malloc(sizeof(int) \* vertexes \* vertexes);

if (!Mtrx) return 0;

for (int i = 0; i != vertexes; i++) {

\*(Mtrx + i \* vertexes + i) = 0;

for (int j = 0; j < i; j++) {

\*(Mtrx + i \* vertexes + j) = rand() % 2;

\*(Mtrx + j \* vertexes + i) = \*(Mtrx + i \* vertexes + j);

}

}

return Mtrx;

}

int ModifyGraph(struct node\* list, int\* graph, int vertexes) {

if (!list || !graph) return 0;

for (int i = 0; i != vertexes; i++) {

struct node\* current = list + i;

current->numNode = i + 1;

for (int j = 0; j != vertexes; j++) {

if (\*(graph + i \* vertexes + j)) {

current->nextNode = (struct node\*)malloc(sizeof(struct node));

current = current->nextNode;

current->numNode = j + 1;

}

}

current->nextNode = NULL;

}

return 1;

}

void ShowGraph(int\* graph, int vertexes) {

if (!graph) return;

for (int i = 0; i != vertexes; i++) {

for (int j = 0; j != vertexes; j++) {

printf("%i ", \*(graph + i \* vertexes + j));

}

printf("|%i", i + 1);

printf("\n");

}

}

void ShowList(struct node\* list, int vertexes) {

if (!list) return;

printf("\n");

for (int i = 0; i != vertexes; i++) {

struct node\* current = list + i;

//printf("|%i\t|->", current->numNode);

while (current) {

printf("|%i|\t->", current->numNode);

current = current->nextNode;

}

printf("\n");

}

}

int main() {

setlocale(LC\_ALL, "RU");

srand(time(NULL));

int vertexNum = 0;

struct node\* listGraph = 0;

printf("Введите кол-во вершин для графа: ");

(void)scanf("%i", &vertexNum);

if (!vertexNum) return 1;

int\* smej = CreateGraph(vertexNum);

ShowGraph(smej, vertexNum);

DepthFirstSearch1(smej, vertexNum);

listGraph = (struct node\*)malloc(sizeof(struct node) \* vertexNum);

if (!ModifyGraph(listGraph, smej, vertexNum)) return 1;

ShowList(listGraph, vertexNum);

DepthFirstSearch2(listGraph, vertexNum);

free(smej);

return 0;

}

*Задание 2:*

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <locale.h>

#include <malloc.h>

#include <stdlib.h>

#include <time.h>

int\* CreateGraph(int vertexes) {

int\* Mtrx = (int\*)malloc(sizeof(int) \* vertexes \* vertexes);

if (!Mtrx) return 0;

for (int i = 0; i != vertexes; i++) {

\*(Mtrx + i \* vertexes + i) = 0;

for (int j = 0; j < i; j++) {

\*(Mtrx + i \* vertexes + j) = rand() % 2;

\*(Mtrx + j \* vertexes + i) = \*(Mtrx + i \* vertexes + j);

}

}

return Mtrx;

}

void ShowGraph(int\* graph, int vertexes) {

if (!graph) return;

for (int i = 0; i != vertexes; i++) {

for (int j = 0; j != vertexes; j++) {

printf("%i ", \*(graph + i \* vertexes + j));

}

printf("|%i", i + 1);

printf("\n");

}

}

void DepthSearch(int\* graph, int vertexes) {

int\* pureStack = (int\*)malloc(sizeof(int) \* 1000), \* visited = (int\*)malloc(sizeof(int) \* vertexes), temp = -1;

if (!pureStack || !visited) return;

for (int i = 0; i != vertexes; i++) {

\*(pureStack + i) = -1;

\*(visited + i) = 0;

}

for (int i = 0; i != vertexes; i++) {

if (!visited[i]) {

visited[i] = 1;

printf("%i ", i + 1);

}

for (int j = vertexes - 1; j >= 0; j--) {

if (\*(graph + i \* vertexes + j) && !visited[j]) {

temp++; pureStack[temp] = j;

}

}

if (temp == -1) {

return;

}

if (pureStack[0] != -1) {

i = pureStack[temp] - 1;

pureStack[temp] = -1; temp--;

}

}

}

int main() {

setlocale(LC\_ALL, "RU");

srand(time(NULL));

int vertexNum = 10;

struct node\* listGraph = 0;

printf("Введите кол-во вершин для графа: ");

(void)scanf("%i", &vertexNum);

if (!vertexNum) return 1;

int\* smej = CreateGraph(vertexNum);

ShowGraph(smej, vertexNum);

DepthSearch(smej, vertexNum);

free(smej);

return 0;

}

**Результаты выполнения программы**
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR4AAAC9CAYAAABlNhIiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABOBSURBVHhe7Z0LmquqEoXpDCdmONv0cDTDaT3DiZlOThWiovEBkoCE9e/Pc2/SKR4FlkBg5edJCADAoWluF/Er/sS9yNQ7cXO6XX7Ez492XW6iUX8EAAAKe6KNE1dRq3d06qt9/Djxf/LqKXjg83zeRUn/Lte55AEAyVFfKaD8UpDI1RtjOOhcH6W4W8YPGXgGMvEv14dyXaQbX9N0tyLe6O989Qm06V9ug4X8bPf35iYuul1/XYRmspn/Gmw75D8X2ac+eI36L/UzLoOJf7fzX8Yk/TX/tfbXuhbX3l7zPXdK9XmeCrR+7Gz4A+3/X2zf0WcVWpqmvPh/UsH19pnxkU3+8sZcst/wn2Jcvkn7qnvgUjaiKS/yM6vtN9s/VB0t/SrtbkJUFFCKs3prRC3qOhPlX0GRg8lE8VeKrL691HHKJPA04r+6oeA2jm7DiIiuKqeKDpXjSl9F1f+9Ok8jXiMejyGNe7kyR6VGHJlmhYqklC4VKSvvKh9yhEpmO39TuHEuojxzWpVoPdC+V+ddvlz+h7jONGBfNi6oJcv+Nc9/Dbf2489cufep/IUof207sGLavm/BrH8ttU997dq8td/TfpQ7uUfZ83XvbsSWNf9xwK7zwbbKKUh17ctB51KL/N7WS9aBEnhwmyk/rto7Q4Hk3t0LM1BArcVZnLvKyvKWlDf9ozZZQwaeIWK2jbDp+yyj7BgV8YrBIC844nGBbCGHkTczStucd+X/GIKOXvnmP1E3uSi0Bb2sKETe1OK/vmXbjn/uvf8GOv8a5b8Dy/bjm7pzy/7897TvO/hA+1iy5r+suI/uN/2h3/xXiyYv+oeshB7G3Fw1tVH7ctl+gAMIBaZJQHwL3Je6mYkMkjTdMshkssZDkTW7vQzJRkM5Dt5dBSisPeiTpT5UlRGP3u8ToE80FK1nh2oD8imcV+Jvzm9LGOW/TVNeRUll1G9ACSXS9Ddpx5l8rUf0jfq9TBdfh8KL/jXKfxu39nsPa+07Lp/tI2urf63/XQYFGvPtz9+Raf/Q8n80DbX1a8HPevBesfdCQyNkNSrTZyJbTKZaFMD+5SKjCuv9Wg9Mz3smbt08lZxCt4EoZab6pRVAdm5tODZH/UtDRxqu6qHbBJP8DeAhrBwC06hnNDelQk998dKRt+qnTRfb63Xouuhfk/wNcGq/KSbtOWWjfUfls+0DW+XZ/PtN3HjU1/nANn9bRuWhqfQvd7xhKj3Nv6HPTxkC0rb9R+H+Sf+TV/r9zqP07f75Enjk8O7lKbtETkM7emLelqNsfaMnKA3/1tzRkCPzamUuuch2/qbwkLUNPtqIJPsn8qwWNy0aySd3lot/ytHtcHi9frsxyN8Ne/+ZtOeU/e27zVZ5ttqntZ9MZz7IuLz8EKH7t4+K7XS0Q06bpgu1KlDmsgOs2w/wWiGNht629qPopn23IV1jf9J8jDcQDldWPukJrbg/X/5OFz2hNGY+Iz8wb9tfMh/1GS3Be5mNXndQIH/SyES90lnK34xpuvyaPPoc3qqe5Nshbc0/r58lqnziwzVM/Luc/zYm6a/5b8O3XFf9b9rVfkzZazbj9m3/ridp7r/5uvUXpVFutc+9fNKz2aH9COmDnFppjg3/MSMfUlkqKpOe/+jv6jPT8q7ZS1Q5bOqlaPv49NLrO6njtH4L8PDsQ8x0KsVScAFHY7kNwxND/3qf/7hO8w/eOHmZar0Pmq5ZrEMAYAf6V8x8MPDQgIy/MWgnsyN4PYXHcAC4gP4VLzgkCgDwzkdHPAAAMAcCDzgEw1kvkAIIPAAA78jAM9qyvmuTkdqgNHsy1gTYh7R3bX/3/rOFq3/A0Thxp9mjp9EjZQGW9To2gX1Qe9f2d+4/W7j6BxyS0149jRZ6Eq3qdWwB+7D26nT67vZ3td/CtX7gqJz26mm0bOh1bAL7oPYOeioSV/tNXP0Djsppr54G+BJc2x/9B+zgtFdPA3wJru2P/gN2cOJ+skdPA3wBNEdyan9Xe5Asp916GiB+XPRUGFd7kC40PN6lp9GxrdexDuzD2ru2v7t9y5Lsg3v9wBHBIVFwCL7tlzLBOjgyAQDwDgIPAMA7mGoBALyDEQ8AwDsIPOAQQI8nLRB4AADeUYGniVrPxdXetf6h/Rd7+61Ti2uXNl0YFX0HJ+o11KDx6rm42rvWP7T/QufvXP4N+JdTRfcTx/KnXn/fJLkBglJmahfo6i8iLsG/cjn5ZcO5X2dcJLQ977p1qb+rfejyh/b/gNkP1rW7pL/ph+1S5RS1nouzHkzkejih83cuvy3T3woHseK+uBxazyV2PZjQ5Y/I/zztqrNSHkwFceMeeELrucSuBxO6/JH4n79uv45kVkHMuAUeGvJyJwim5+JqH5rQ5Y/E/3KPD68r02iqzwfEjVrr2bk4yWbiKbLy2S33ydcW0gih7Xt21r8nkP96Im2/jsXFZVkv+8VqcGz4R++pYaeXTQd21WMJa+9a/9D+i7/9WuYDD39rpqXdX/YBFhwLHBIFhwB6PGmBIxMAAO8g8AAAvIOpFgDAOxjxAAC8g8ADDgH0eNICgQcA4B0VeNLW44F9WPs1RmnThVHRl9DvDC3fsfNVbSaz2EQG+7TtO8xkMdoNhTuSBwdDpK3HA/uw9gNmgYdypEAHPZ74cTurNbWRnY6eeKZPJdinba9hFHhk+lp+IFrcF5dD67nAPm57A/p1HnlEvXAQbgNHwT3whNZzgX3c9gbQ6InSbq+iuYifN2o6gzC4BZ7Qei6wj9t+BzmL2j8eb/3mDARATriY6XzdkPG3Guq1xQQf9mnbd5gtLu//1gwci+T1eGAf2r5lPvBM0qYL32h9BzgkCg4B9HjSAkcmAADeQeABAHgHUy0AgHcw4gEAeAeBBxwC6PGkBQIPAMA7KvCkrcfjWn/4z9V/BvTnwfaUDxyNE/U66jC/vBddvWUHd9rroxR3eZbmLkr6d7E4SxPa3rX+8J+j/4ygwPZbivNH8wBeSVuPh3fGutTf1T51/w2sHZngv8ljGZyHdjwDxMupuFf7ZQbqmobWZz4r2MLD4UtJzyf691DvrRHaXmTCqf6u9sn7zwAqEw12RPlXyAOp4DtwX1xOQA/mo8B/q9Q3GXWG0+/gK3APPAnowXwU+G+Z+irXn/6ia1SwhVvgoTE6d4mU9GDeCvy3Sk1TQRkYeTTGFy96q9c269/ggKi1nt2Lg6H1XFztexwXR/fah66/q33PBxeXe7C4/DUkr8fjWn/4T7PtL/sAhMCTFjgkCg4B9HjSAkcmAADeQeABAHgHUy0AgHcw4gEAeAeBBxwC6PGkBQIPAMA7KvDErUcTOv/Q9rH7fw0eCfVlUxdGRvHjrMfjas+dPqQejGv+oe1D1981fxOy8k5l4/K1F/b6fAFx69GEzj92PZzj6/EY7WgG0eGmxyMC69GEzj92PZzQ+YNkCb+4HFoPJnU9nIPr8TBNqa3z7FqDAkcjfOAJrQcTWs8m9vp/mKwYr+9UZy4vgk/shA08NMbnfh5MD8Y1/9D2roTOfwc5L2I3jTCaCYLjwgs9EsfFwb32UlYhoB6Ma/6h7Xsi9X+H2SKykvDYUz5wKJz1eFzt+87U2Vp2qtD5h7aP3/8t84FnUja68A3Xd4BDouAQQI8nLXBkAgDgHQQeAIB3MNUCAHgHIx4AgHcQeMAhgB5PWiDwAAC8owIP9Hhc8g9d/vjtt+jSby+MjOIHejyO+Ycuf/T2W8gDrBfRFMN5Lez1iZ/T7SZExYcDd53NoSeRk30t6joT5V8hzwwJ+m/xV4qsvgmzh1ro/EOXP3b7bepbKUR55x324IuAHk/MejrR22/RBvZc3GhU1U21LoZBHRyZ8IvLqevxgA0aUTZ5P816VmdRXj61lgR8ET7wpK7HAzagqWyhjanynEZAD/HAqCdqwgae2PVoQpc/CUynrSAmwgaerBD8MKtvw1fQvJjY5PR+dyN/Etf8Q5f/66HRzcS/Df3/OsvFP/g3blz1VOLXg4lbTyd2+45lIbCJfzXRMhAvOCQKDgH0eNIi/OIyACA5EHgAAN7BVAsA4B2MeAAA3kHgAYcAejxpgcADAPCOCjyNk55KaD2b0Pap+8+1/ot0Z+Cm164ygiPhrMfDnTaknk1o+9T951r/VbJClWu4Ks7mfJZHVUDElJnaZbrrJ2irZy6y52jD6b18ZtP3FondnnfVpuw/1/oPmP2E8Ux5QZTwU6RlT8eZ2shO225tNzo5ELu9Tor+09lTfw2TwMOfsT/SAo6I++JyaD2b2PV0Uq+/MbWQYoS6RAaIFvfAE1rPJnY9ndTrbwhOpX8XboEntJ5N7Ho6qdffGB7tNCIvOm1rED1qyrV7ji5lETSpAvnaYh4eu31Pov7r+eAaj1zb0coI4sdZj4e6RVA9m9D2qfvPvf4ti4FHLXhbVwscGhwSBYcAejxpgSMTAADvIPAAALyDqRYAwDsY8QAAvIPAAw4B9HjSAoEHAOAdFXhc9VTi1qNB/cOWf51aXLu05XURGBjFj7Mej6s9d9qo9WQSr79z/qtwQLyKR3mntDn9p7jzQdHfdwc34B03PRXe9epiH7ueTOr1d81/YH7nMqc/2bUs07ctJzga/BRp2dXxNPbYT21kp2q33RttkXe110H9/ZdfY+nIhDyn1QeyNhBt6faA4xN+cTkZPZkFYq//h/PPCppmVWdRqjUoUdF0C8cqoid84ElET2aR2Ov/4fx5DamNN5x+JYR8/a41JBCKsIEnGT2ZBWKv/6fzp5HUrc5Eea9Eu/Sdi+peiqym97G6HDdqyrVvjq+z095VD8bVvgf1D1L+jrXF5dH7ru0EDoGzHo+rPXU5Jz0YV3vUX7PtL5/lb9nS4xnKZv+NGTgeOCQKDgH0eNICRyYAAN5B4AEAeAdTLQCAdzDiAQB4B4EHHALo8aQFAg8AwDsy8Mht6XzWRp638a8HE7s9Pa8D69nEnf86XdrqwnGJr+DEnS6kHkzs9pQA3RAB9Wwiz38dDjoXUeedHg+V73HFlOwbCKsHE7s979pVu3x3beVPPf+B2Z3LsiyTNDkf7YgGiJNTLc581q+F5Q0uJT1n6N9DvbdGXdPQOmF7kYmiP8C4g9Tz3+LBJZlAhc2aRhgVDxyWU3A9mNjtXUk9/zVo+pZTaKT4qKCp1y8HRhA7p+B6MLHbu5J6/qu0MhiPKwVFDoy8llSUUooDxM2JGzGYHkzs9q6knr8JWaEWvlVg5GmgHAmBqJGyCAH1YGK379m5uJp6/h2Lshg6jnmA48BPEUc9lbTt5Y3a2faXzc2Rev4tS4FnlL4WIEHc4JAoOATQ40kLHJkAAHgHgQcA4B1MtQAA3sGIBwDgHQQecAigx5MWCDwAAO/IwMPSCC56LKHt6XnpqAcTt31o/7nnv8V6+T6fP3g30evxUALU4Rz0YCK3D+0/5/y32Cjfx/MHnyFtPZzY7WPX8xmY37m8Vb735Q/8wqFnaEzZaO32dKOd89PO4NteZ9eNoxGjfWj/vTH/zbNac+V7Z/2BV+LX40md1PV80H+iJH49ntRJXc8H/SdK4tbjSR3oCaH/xIqUHQioZ+Nq37NnjUInUvvQ/ntX/rvWeIi31R94hYenT5oTU6Oqy7rRwtrLjtbZ9pf5DRS7fWj/ubd/i5EeT3/p5XtP/sAvOCQKDgH0eNICRyYAAN5B4AEAeAdTLQCAdzDiAQB4B4EHAOAdBB4AgHdU4HHRY6nFlc/JqMtWRY6/Ru21VHamIenP67jo0Vjm3+U5vazL8Em9mXHdfqwlI8bt+/NzETbNMyo7XVAZBMxpS+9ki/p6FaLijYh03Ushyl+rjslk5b21V5f9Xg66uX5Lcd5TBxk8LqIpduQ/+nnd9qq4COez3MpvxEf1ZjjoXESdd/4l+8fV4uZn+6t4aO3TNrF58Mu7viGvSpzLi4BcDhBueixT2l2kq1vfJ2xulTeA05Db5rkO2vZ5E3hnrGv+AzP6MKuwv9b876g3Iz87SdPKR5z/RGJiLk0L3utvECun4l698QfwH6KhR+H57HH3KY1YaLAjyr/CfJTRU4u6pttI3LTpgN1UQqe53Wh0UQwHFjfJxKr/ayqfOPNZyBYenV1KGm3Qv4d6b40Hf3ICH6ykRjIxp0AoCnqS1NfOJzTtovxFWezrM1T+W01pYndy8rx1cZmnXXVWisKyVzY0/O5vfMs1jPomo47FzT6lEWVDj+FuOlCdRUnTiz1rXbIotpXfwkVvhqZvuQyu6jXVlaekNv7NCppmSZ9w+7TTatupcL/O4xK0wFfxtsDDi8RXGj3Yjjxkx+7XAJ6iOrO+imHwqa9y/ePP6QlKZdaDhbxZHzxYsEKOdrJc/HMpyhxOejO5qO6lePQLvL+ChjBW7SODhow3nH8lhHxtF5b1dZ6ioYcMFnkAdYYWhzUeucbyLp1bi3LMn1xuL7NDyjNrGPI927rMpWPJXL2VlOfrGouDrzkf04LO5fWO/C3X4cD34R54pN2bgo5anN4tbbCjU8vgpdn0C9XqtQl7bF5Y8P+0fPK1i3+s2rgNqKPF4L39ROLYvuBraIXAqHONL9OO1XbM/fYTLRW6nL7x2BF4Xspgaz83KrFg2/+T8llmNEp/T3BU9evTsHrIvLl9wdeAQ6IAAO/gyAQAwDsIPAAAzwjxP+sMXpnhH4vmAAAAAElFTkSuQmCC) Задание 2

**Вывод:** в ходе выполнения лабораторной работы были получены навыки реализации процедуры обхода графа, представленного в виде матрицы смежности или списков смежности, в глубину.