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Elevator Control System
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# System Architecture

The system architecture is shown below:

![](data:image/png;base64,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)

# T1: Unit Test

## T1.1: Elevator\_Core Unit Test

### T1.1.1: Test moveUp()

function up(e)

e.status=1; Tcover1.1.1.1

e.inUI.status.Text="up";

prev = e.floor;

e.floor = e.floor+1;

for v = 0:0.2:1

temp=prev+v;

e.inUI.floor.Value=temp;

pause(0.05);

end

e.updatepannel();

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.1.1.1 |
| Coverage Item | Tcover1.1.1.1 |
| Input |  |
| State | E1.floor = 1; |
| Expected Output | E1.floor == 2 |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.1.2: Test moveDown()

function down(e)

e.status=-1; Tcover1.1.2.1

e.inUI.status.Text="down";

prev = e.floor;

e.floor = e.floor-1;

for v = 0:0.2:1

temp=prev-v;

e.inUI.floor.Value=temp;

pause(0.05);

end

e.updatepannel();

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.1.2.1 |
| Coverage Item | Tcover1.1.2.1 |
| Input |  |
| State | E1.floor = 2; |
| Expected Output | E1.floor == 1 |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.1.3: Test openDoor()

function open(e)

pause(0.5);

e.inUI.lamp.Color=[1,0,0];

e.inUI.open.BackgroundColor=[1,1,1];

e.inUI.Image.ImageSource='open.png';

if e.floor == 1

if e.id == 1 Tcover1.1.3.1

e.F1UI.E1.ImageSource='open.png';

else Tcover1.1.3.2

e.F1UI.E2.ImageSource='open.png';

end

elseif e.floor == 2

if e.id == 1 Tcover1.1.3.3

e.F2UI.E1.ImageSource='open.png';

else Tcover1.1.3.4

e.F2UI.E2.ImageSource='open.png';

end

else

if e.id == 1 Tcover1.1.3.5

e.F3UI.E1.ImageSource='open.png';

else Tcover1.1.3.6

e.F3UI.E2.ImageSource='open.png';

end

end

if e.status == 1

if e.floor == 1 Tcover1.1.3.7

e.F1UI.up.ImageSource='up\_off.png';

elseif e.floor == 2 Tcover1.1.3.8

e.F2UI.up.ImageSource='up\_off.png';

end

elseif e.status == -1

if e.floor == 2 Tcover1.1.3.9

e.F2UI.down.ImageSource='down\_off.png';

elseif e.floor == 3 Tcover1.1.3.10

e.F3UI.down.ImageSource='down\_off.png';

end

else

if e.floor == 1 Tcover1.1.3.11

e.F1UI.up.ImageSource='up\_off.png';

elseif e.floor == 2 Tcover1.1.3.12

e.F2UI.up.ImageSource='up\_off.png';

e.F2UI.down.ImageSource='down\_off.png';

else Tcover1.1.3.13

e.F3UI.down.ImageSource='down\_off.png';

end

end

end

* Coverage Criteria: Condition coverage
* TestCase

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Coverage Item | Input | State | Expected Output |
| Test Case T1.1.3.1 | Tcover1.1.3.1  Tcover1.1.3.7 |  | E1.floor = 1;  E1.F1UI.E1.ImageSource = 'close.png'  E1.status = 1;  E1.F1UI.up.ImageSource='up\_on.png'; | E1.F1UI.E1.ImageSource=='open.png'  E1.F1UI.up.ImageSource=='up\_off.png' |
| Test Case T1.1.3.2 | Tcover1.1.3.2  Tcover1.1.3.11 |  | E1.floor = 2;  E1.F2UI.E1.ImageSource = 'close.png'  E1.status = 1;  E1.F1UI.up.ImageSource='up\_on.png'; | E1.F2UI.E1.ImageSource=='open.png'  E1.F2UI.up.ImageSource=='up\_off.png' |
| Test Case T1.1.3.3 | Tcover1.1.3.3  Tcover1.1.3.8 |  | E1.floor = 3;  E1.F1UI.E1.ImageSource = 'close.png'  E1.status = 1;  E1.F1UI.down.ImageSource='down\_on.png'; | E1.F3UI.E1.ImageSource=='open.png'  E1.F3UI.down.ImageSource=='down\_off.png' |
| Test Case T1.1.3.4 | Tcover1.1.3.4  Tcover1.1.3.12 |  | E2.floor = 1;  E2.F1UI.E2.ImageSource = 'close.png'  E2.status = 0;  E2.F1UI.up.ImageSource='up\_on.png'; | E2.F1UI.E2.ImageSource=='open.png'  E2.F1UI.up.ImageSource=='up\_off.png' |
| Test Case T1.1.3.5 | Tcover1.1.3.5  Tcover1.1.3.10 |  | E2.floor = 2;  E2.F1UI.E2.ImageSource = 'close.png'  E2.status = -1;  E2.F2UI.up.ImageSource='up\_on.png';  E2.F2UI.down.ImageSource='down\_on.png'; | E2.F2UI.E2.ImageSource=='open.png'  E2.F2UI.up.ImageSource=='up\_off.png'  E2.F2UI.down.ImageSource=='down\_off.png' |
| Test Case T1.1.3.6 | Tcover1.1.3.6  Tcover1.1.3.13 |  | E2.floor = 3;  E2.F3UI.E2.ImageSource = 'close.png'  E2.status = 0;  E2.F3UI.down.ImageSource='down\_on.png' | E2.F3UI.E2.ImageSource=='open.png'  E2.F3UI.down.ImageSource=='down\_off.png' |
| Test Case T1.1.3.7 | Tcover1.1.3.9 |  | E2.floor = 2;  E2.F1UI.E2.ImageSource = 'close.png'  E2.status = -1;  E2.F2UI.down.ImageSource='down\_on.png'; | E2.F2UI.E2.ImageSource=='open.png'  E2.F2UI.down.ImageSource=='down\_off.png' |

* Test coverage: 13/13=100%
* Test result: 13 passed

### T1.1.4: Test closeDoor()

function close(e)

e.inUI.lamp.Color=[0,1,0];

e.inUI.close.BackgroundColor=[1,1,1];

e.inUI.Image.ImageSource='close.png';

if e.floor == 1

if e.id == 1 Tcover1.1.4.1

e.F1UI.E1.ImageSource='close.png';

else Tcover1.1.4.2

e.F1UI.E2.ImageSource='close.png';

end

elseif e.floor == 2

if e.id == 1 Tcover1.1.4.3

e.F2UI.E1.ImageSource='close.png';

else Tcover1.1.4.4

e.F2UI.E2.ImageSource='close.png';

end

else

if e.id == 1 Tcover1.1.4.5

e.F3UI.E1.ImageSource='close.png';

else Tcover1.1.4.6

e.F3UI.E2.ImageSource='close.png';

end

end

end

* Coverage Criteria: Condition coverage
* TestCase

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Coverage Item | Input | State | Expected Output |
| Test Case T1.1.4.1 | Tcover1.1.4.1 |  | E1.floor = 1;  E1.F1UI.E1.ImageSource = 'open.png' | E1.F1UI.E1.ImageSource=='close.png' |
| Test Case T1.1.4.2 | Tcover1.1.4.2 |  | E1.floor = 2;  E1.F2UI.E1.ImageSource = 'open.png' | E1.F2UI.E1.ImageSource=='close.png' |
| Test Case T1.1.4.3 | Tcover1.1.4.3 |  | E1.floor = 3;  E1.F1UI.E1.ImageSource = 'open.png' | E1.F3UI.E1.ImageSource=='close.png' |
| Test Case T1.1.4.4 | Tcover1.1.4.4 |  | E2.floor = 1;  E2.F1UI.E2.ImageSource = 'open.png' | E2.F1UI.E2.ImageSource=='close.png' |
| Test Case T1.1.4.5 | Tcover1.1.4.5 |  | E2.floor = 2;  E2.F1UI.E2.ImageSource = 'open.png' | E2.F2UI.E2.ImageSource=='close.png' |
| Test Case T1.1.4.6 | Tcover1.1.4.6 |  | E2.floor = 3;  E2.F3UI.E2.ImageSource = 'open.png' | E2.F3UI.E2.ImageSource=='close.png' |

* Test coverage: 6/6=100%
* Test result: 6 passed

### T1.1.5: Test stop()

function stop(e)

if e.status>=0

e.removefromq(e.floor,1);

if e.floor==1 Tcover1.1.5.1

e.F1UI.up.ImageSource='up\_off.png';

%disp("reset F1 button")

e.inUI.F1.BackgroundColor=[1,1,1];

elseif e.floor==2 Tcover1.1.5.2

e.F2UI.up.ImageSource='up\_off.png';

%disp("reset F2 button")

e.inUI.F2.BackgroundColor=[1,1,1];

else Tcover1.1.5.3

%disp("reset F3 button")

e.inUI.F3.BackgroundColor=[1,1,1];

end

elseif e.status==-1

e.removefromq(e.floor,-1);

if e.floor==3 Tcover1.1.5.4

e.F3UI.down.ImageSource='down\_off.png';

%disp("reset F3 button")

e.inUI.F3.BackgroundColor=[1,1,1];

elseif e.floor==2 Tcover1.1.5.5

e.F2UI.down.ImageSource='down\_off.png';

%disp("reset F2 button")

e.inUI.F2.BackgroundColor=[1,1,1];

else Tcover1.1.5.6

e.inUI.F1.BackgroundColor=[1,1,1];

%disp("reset F1 button")

end

end

end

* Coverage Criteria: Condition coverage
* TestCase

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Coverage Item | Input | State | Expected Output |
| Test Case T1.1.5.1 | Tcover1.1.5.1 |  | E1.upq = [1,2,3];  E1.floor = 1;  E1.status = 0;  E1.F1UI.up.ImageSource = 'up\_on.png' | E1.F1UI.up.ImageSource=='up\_off.png'  E1.inUI.F1.BackgroundColor==[1,1,1] |
| Test Case T1.1.5.2 | Tcover1.1.5.2 |  | E1.upq = [1,2,3];  E1.floor = 2;  E1.status = 0;  E1.F1UI.up.ImageSource = 'up\_on.png' | E1.F2UI.up.ImageSource=='up\_off.png'  E1.inUI.F2.BackgroundColor==[1,1,1] |
| Test Case T1.1.5.3 | Tcover1.1.5.3 |  | E1.upq = [1,2,3];  E1.floor = 3;  E1.status = 0; | E1.inUI.F3.BackgroundColor==[1,1,1] |
| Test Case T1.1.5.4 | Tcover1.1.5.4 |  | E1.upq = [1,2,3];  E1.floor = 1;  E1.status = -1; | E1.inUI.F1.BackgroundColor==[1,1,1] |
| Test Case T1.1.5.5 | Tcover1.1.5.5 |  | E1.upq = [1,2,3];  E1.floor = 1;  E1.status = -1;  E1.F1UI.down.ImageSource = 'down \_on.png' | E1.F2UI.down.ImageSource=='down \_off.png'  E1.inUI.F2.BackgroundColor==[1,1,1] |
| Test Case T1.1.5.6 | Tcover1.1.5.6 |  | E1.upq = [1,2,3];  E1.floor = 1;  E1.status = -1;  E1.F1UI.down.ImageSource = 'down \_on.png' | E1.F3UI.down.ImageSource=='down \_off.png'  E1.inUI.F3.BackgroundColor==[1,1,1] |

* Test coverage: 6/6=100%
* Test result: 6 passed

### T1.1.6: Test travelling()

function inposition(e)

if isempty(e.upq) && isempty(e.downq) Tcover1.1.6.1

e.status=0;e.inUI.status.Text="stop";e.updatepannel();SLEEP(e.sf);

return;

end

if e.status == 1

if ismember(e.floor,e.upq) Tcover1.1.6.2

e.status=1;e.updatepannel();STOP(e.sf);return

end

if ~isempty(e.upq(e.upq>e.floor)) Tcover1.1.6.3

disp("condition 2");e.status=1;e.updatepannel();UP(e.sf);

return

end

if ~isempty(e.downq(e.downq>e.floor)) Tcover1.1.6.4

e.status=1;e.updatepannel();UP(e.sf);

return

end

if ismember(e.floor,e.downq) Tcover1.1.6.5

disp("condition 4");e.status=-1;e.updatepannel();STOP(e.sf);

return

end

if ~isempty(e.downq(e.downq<e.floor)) Tcover1.1.6.6

e.status=-1;e.updatepannel();DOWN(e.sf);

return

end

if ~isempty(e.upq(e.upq<e.floor)) Tcover1.1.6.7

e.status=-1; e.updatepannel();DOWN(e.sf);

return

end

elseif e.status == -1

if ismember(e.floor,e.downq) Tcover1.1.6.8

e.status=-1;e.updatepannel();STOP(e.sf);

return

end

if ~isempty(e.downq(e.downq<e.floor)) Tcover1.1.6.9

e.status=-1;e.updatepannel();DOWN(e.sf);

return

end

if ~isempty(e.upq(e.upq<e.floor)) Tcover1.1.6.10

e.status=-1;e.updatepannel();DOWN(e.sf);

return

end

if ismember(e.floor,e.upq) Tcover1.1.6.11

e.status=1;e.updatepannel();STOP(e.sf);

return

end

if ~isempty(e.upq(e.upq>e.floor)) Tcover1.1.6.12

e.status=1;e.updatepannel();UP(e.sf);

return

end

if ~isempty(e.downq(e.downq>e.floor)) Tcover1.1.6.13

e.status=1;e.updatepannel();UP(e.sf);

return

end

else

if ismember(e.floor,e.upq) Tcover1.1.6.14

e.status=1;e.updatepannel();STOP(e.sf);

return

end

if ismember(e.floor,e.downq) Tcover1.1.6.15

e.status=-1;e.updatepannel();STOP(e.sf);

return

end

if ~isempty(e.upq(e.upq>e.floor)) Tcover1.1.6.16

e.status=1;e.updatepannel();UP(e.sf);

return

end

if ~isempty(e.downq(e.downq<e.floor)) Tcover1.1.6.17

e.status=-1;e.updatepannel();DOWN(e.sf);

return

end

if ~isempty(e.downq(e.downq>e.floor)) Tcover1.1.6.18

e.status=1;e.updatepannel();UP(e.sf);

return

end

if ~isempty(e.upq(e.upq<e.floor)) Tcover1.1.6.19

e.status=-1;e.updatepannel();DOWN(e.sf);

return

end

end

end

* Coverage Criteria: Branch coverage
* TestCase

|  |  |  |  |
| --- | --- | --- | --- |
|  | Coverage Item | State | Expected Output |
| Test Case T1.1.6.1 | Tcover1.1.6.1 | E1.upq = []  E1.downq = [] | testCase.E1.inUI.status.Text==char("stop") |
| Test Case T1.1.6.2 | Tcover1.1.6.2 | E1.status = 1;  UP(testCase.E1.sf);  E1.upq = [2];  E1.downq = []; | E1.floor == 2 |
| Test Case T1.1.6.3 | Tcover1.1.6.3 | E1.status = 1;  E1.upq = [2];  E1.downq = []; | E1.floor == 2 |
| Test Case T1.1.6.4 | Tcover1.1.6.4 | E1.status = 1;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [3]; | E1.floor == 3 |
| Test Case T1.1.6.5 | Tcover1.1.6.5 | E1.status = 1;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.6 | Tcover1.1.6.6 | E1.status = 1;  UP(testCase.E1.sf);  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.7 | Tcover1.1.6.7 | E1.status = 1;  UP(testCase.E1.sf);  UP(testCase.E1.sf);  E1.upq = [2];  E1.downq = []; | E1.floor == 2 |
| Test Case T1.1.6.8 | Tcover1.1.6.8 | E1.status = -1;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.9 | Tcover1.1.6.9 | E1.status = -1;  UP(testCase.E1.sf);  UP(testCase.E1.sf);s  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.10 | Tcover1.1.6.10 | E1.status = -1;  UP(testCase.E1.sf);  E1.upq = [1];  E1.downq = [3]; | E1.floor == 1 |
| Test Case T1.1.6.11 | Tcover1.1.6.11 | E1.status = -1;  UP(testCase.E1.sf);  E1.upq = [2];  E1.downq = [3]; | E1.floor == 2 |
| Test Case T1.1.6.12 | Tcover1.1.6.12 | E1.status = -1;  E1.upq = [2];  E1.downq = [3]; | E1.floor == 2 |
| Test Case T1.1.6.13 | Tcover1.1.6.13 | E1.status = -1;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [3]; | E1.floor == 3 |
| Test Case T1.1.6.14 | Tcover1.1.6.14 | E1.status = 0;  UP(testCase.E1.sf);  E1.upq = [2];  E1.downq = []; | E1.floor == 2 |
| Test Case T1.1.6.15 | Tcover1.1.6.15 | E1.status = 0;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.16 | Tcover1.1.6.16 | E1.status = 0;  E1.upq = [2];  E1.downq = []; | E1.floor == 2 |
| Test Case T1.1.6.17 | Tcover1.1.6.17 | E1.status = 0;  UP(testCase.E1.sf);  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [2]; | E1.floor == 2 |
| Test Case T1.1.6.18 | Tcover1.1.6.18 | E1.status = 0;  UP(testCase.E1.sf);  E1.upq = [];  E1.downq = [3]; | E1.floor == 3 |
| Test Case T1.1.6.19 | Tcover1.1.6.19 | E1.status = 0;  UP(testCase.E1.sf);  E1.upq = [1];  E1.downq = []; | E1.floor == 1 |

* Test coverage: 19/19=100%
* Test result: 19 passed

## T1.2: Controller\_Panel

### T1.2.1:Test acceptUpOrder()

**Because using stateflow will change the imagesource information, so I decided to comment out all stateflow to acquire a more accurate information**

function upImageClicked(app, event)

app.up.ImageSource='up\_on.png'; Tcover1.2.1.1

app.cc.callelevator(app.id,1);

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.2.1.1 |
| Coverage Item | Tcover1.2.1.1 |
| Input |  |
| State | F2.up.ImageSource = 'up\_off.png' |
| Expected Output | F2.up.ImageSource == 'up\_on.png' |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.2.2:Test acceptDownOrder()

**Because using stateflow will change the BackgroundColor information, so I decided to comment out all stateflow to acquire a more accurate information**

function downButtonPushed(app, event)

app.down.BackgroundColor=[1,0,0]; Tcover1.2.2.1

app.cc.callelevator(app.id,-1);

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.2.2.1 |
| Coverage Item | Tcover1.2.2.1 |
| Input |  |
| State | F2.down.BackgroundColor = [0,0,0] |
| Expected Output | F2.down.BackgroundColor = [1,0,0] |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.2.3:Test acceptOpenDoorOrder()

**Because using stateflow will change the** **BackgroundColor information, so I decided to comment out all stateflow to acquire a more accurate information**

function openPushed(app, event)

app.open.BackgroundColor=[1,0,0]; Tcover1.2.3.1

app.cc.open(app.id);

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.2.3.1 |
| Coverage Item | Tcover1.2.3.1 |
| Input |  |
| State | E1UI.open.BackgroundColor=[0,0,0] |
| Expected Output | E1UI.open.BackgroundColor==[1,0,0] |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.2.4:Test acceptCloseDoorOrder()

**Because using stateflow will change the BackgroundColor information, so I decided to comment out all stateflow to acquire a more accurate information**

function closePushed(app, event)

app.close.BackgroundColor=[1,0,0]; Tcover1.2.4.1

app.cc.close(app.id);

end

* Coverage Criteria: Statement coverage
* Test case

|  |  |
| --- | --- |
|  | Test Case T1.2.4.1 |
| Coverage Item | Tcover1.2.4.1 |
| Input |  |
| State | E1UI.close.BackgroundColor=[0,0,0] |
| Expected Output | E1UI.close.BackgroundColor==[1,0,0] |

* Test coverage: 1/1=100%
* Test result: 1 passed

### T1.2.5:Test acceptStopOrder()

function stopPushed(app, event)

if (app.stop.BackgroundColor==[0.96,0.96,0.96]) Tcover1.2.5.1

disp("stoped!")

app.cc.emergency(app.id);

app.disableall();

elseif (app.stop.BackgroundColor==[1,1,1]) Tcover1.2.5.2

disp("stoped!")

app.cc.emergency(app.id);

app.disableall();

else Tcover1.2.5.3

app.enableall();

app.cc.restart(app.id);

disp("restart!")

end

end

* Coverage Criteria: Branch coverage
* Test case

|  |  |  |  |
| --- | --- | --- | --- |
|  | Coverage Item | State | Expected Output |
| Test Case T1.2.5.1 | Tcover1.2.5.1 | app.stop.BackgroundColor  ==[0.96,0.96,0.96] | app.F3.enable==0  app.F2.enable==0  app.F1.enable==0  app.open.enable==0  app.close.enable==0 |
| Test Case T1.2.5.2 | Tcover1.2.5.2 | app.stop.BackgroundColor  ==[1,1,1] | app.F3.enable==0  app.F2.enable==0  app.F1.enable==0  app.open.enable==0  app.close.enable==0 |
| Test Case T1.2.5.3 | Tcover1.2.5.3 | app.stop.BackgroundColor  ==[0,0,0] | app.F3.enable==1  app.F2.enable==1  app.F1.enable==1  app.open.enable==1  app.close.enable==1 |

* Test coverage: 3/3=100%
* Test result: 3 passed

### T1.2.6:Test acceptFloorOrder()

**Because using stateflow will change the upq information and downq information, so I decided to comment out all stateflow to acquire a more accurate information**

function F3Pushed(app, event)

app.F3.BackgroundColor=[1,0,0]; Tcover1.2.6.1

app.cc.goto(app.id,3);

end

function F2Pushed(app, event)

app.F2.BackgroundColor=[1,0,0]; Tcover1.2.6.2

app.cc.goto(app.id,2);

end

function F1Pushed(app, event)

app.F1.BackgroundColor=[1,0,0]; Tcover1.2.6.3

app.cc.goto(app.id,1);

end

* Coverage Criteria: State coverage
* Test case

|  |  |  |  |
| --- | --- | --- | --- |
|  | Coverage Item | State | Expected Output |
| Test Case T1.2.6.1 | Tcover1.2.6.1 |  | app.F3. BackgroundColor=[1,0,0] |
| Test Case T1.2.6.2 | Tcover1.2.6.2 |  | app.F3. BackgroundColor=[1,0,0] |
| Test Case T1.2.6.3 | Tcover1.2.6.3 |  | app.F3. BackgroundColor=[1,0,0] |

* Test coverage: 3/3=100%
* Test result: 3 passed

# T2: Integration Test

## T2.1: Elevator\_Core + Controller\_Core Integration

### T2.1.1:Test processRequest()

**Because using stateflow will change the upq information and downq information, so I decided to comment out all stateflow to acquire a more accurate information**

function goto(cc,id,floor)

if id == 1

if floor>=cc.E1.floor

cc.E1.addtoq(floor,1) Tcover2.1.1.1

else

cc.E1.addtoq(floor,-1) Tcover2.1.1.2

end

else

if floor>=cc.E2.floor%

cc.E2.addtoq(floor,1) Tcover2.1.1.3

else

cc.E2.addtoq(floor,-1) Tcover2.1.1.4

end

end

end

* Coverage Criteria: Condition coverage
* TestCase

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Coverage Item | Input | State | Expected Output |
| Test Case T2.1.1.1 | Tcover2.1.1.1 | Id : 1  Floor : 3 | E1.floor = 1; | E1.upq==[3] |
| Test Case T2.1.1.2 | Tcover2.1.1.2 | id : 1  Floor : 1 | E1.floor = 2; | E1.upq==[1] |
| Test Case T2.1.1.3 | Tcover2.1.1.3 | id : 2  Floor : 3 | E2.floor = 1; | E2.upq==[3] |
| Test Case T2.1.1.4 | Tcover2.1.1.4 | id : 2  Floor : 1 | E2.floor = 2; | E2.upq==[1] |

* Test coverage: 4/4=100%
* Test result: 4 passed

### T2.1.2: Test assignElevator()

function callelevator(cc,floor,dir)

if dir == cc.E1.status Tcover2.1.2.1

delta = floor-cc.E1.floor;

if (delta/dir)>=0

cc.E1.addtoq(floor,dir);

return

end

end

if dir == cc.E2.status Tcover2.1.2.2

delta = floor-cc.E2.floor;

if (delta/dir)>=0

cc.E2.addtoq(floor,dir);

return

end

end

if cc.E1.status == 0 Tcover2.1.2.3

cc.E1.addtoq(floor,dir);

WAKE(cc.E1.sf);

return

end

if cc.E2.status == 0 Tcover2.1.2.4

cc.E2.addtoq(floor,dir);

WAKE(cc.E2.sf);

return

end

r=rand; Tcover2.1.2.5

if r>=0.5

cc.E1.addtoq(floor,dir);

disp('add to E1');

else

cc.E2.addtoq(floor,dir);

disp('add to E2');

end

end

* Coverage Criteria: Condition coverage
* TestCase

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Coverage Item | Input | State | Expected Output |
| Test Case T2.1.2.1 | Tcover2.2.2.1 | floor : 2  dir : 1 | ctl\_core.E1.status = 1;  ctl\_core.E1.floor = 1; | E1.upq == [2] |
| Test Case T2.1.2.2 | Tcover2.1.2.2 | floor : 2  dir : 1 | ctl\_core.E1.status = 1;  ctl\_core.E1.floor = 3;  ctl\_core.E2.status = 1;  ctl\_core.E2.floor = 1; | E2.upq == [2] |
| Test Case T2.1.2.3 | Tcover2.1.2.3 | floor : 2  dir : 1 | ctl\_core.E1.status = 0;  ctl\_core.E1.floor = 3; ctl\_core.E2.status = 1;  ctl\_core.E2.floor = 3; | E1.upq == [2] |
| Test Case T2.1.2.4 | Tcover2.1.2.4 | floor : 2  dir : 1 | ctl\_core.E1.status = 1;  ctl\_core.E1.floor = 3; ctl\_core.E2.status = 0;  ctl\_core.E2.floor = 1; | E2.upq == [2] |
| Test Case T2.1.2.5 | Tcover2.1.2.5 | floor : 2  dir : 1 | ctl\_core.E1.status = 1;  ctl\_core.E1.floor = 3; ctl\_core.E2.status = 1;  ctl\_core.E2.floor = 3; | [E2.upq,E1.upq]  ==  [2] |

* Test coverage: 5/5=100%
* Test result: 5 passed

T2.2: ServerUI+OrderProcessor+OrderDB Integration

# T3: Functional Test

## T3.1: Test Single elevator

### T3.1.1:Test moveup

In this scenario, we will test all conditions that cause a single elevator to moveup.

function testMoveup(testCase)

testCase.press(testCase.E1UI.F2);

testCase.press(testCase.E1UI.F3);

testCase.press(testCase.E1UI.F1);

testCase.press(testCase.E1UI.F3);

testCase.press(testCase.E1UI.F1);

testCase.press(testCase.F2.up);

testCase.press(testCase.F3.down);

testCase.press(testCase.E1UI.F1)

testCase.press(testCase.F2.down);

testCase.press(testCase.F2.up);

end

Since the test result is passed, we can assume that all of the scenario of move up can’t be executed when in top floor.

### T3.1.2:Test movedown

In this scenario, we will test all conditions that cause a single elevator to movedown.

function testMovedown(testCase)

testCase.press(testCase.E1UI.F3);

testCase.press(testCase.E1UI.F2);

testCase.press(testCase.E1UI.F1);

testCase.press(testCase.E1UI.F3);

testCase.press(testCase.E1UI.F1);

testCase.press(testCase.E1UI.F3);

testCase.press(testCase.F2.up);

testCase.press(testCase.F1.up);

testCase.press(testCase.E1UI.F3)

testCase.press(testCase.F2.down);

end

Since the test result is passed, we can assume that all of the scenario of move down can’t be executed when in the bottom floor.