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# Decisions de disseny

A l’hora de dissenyar el programa el problema principal és crear un registre útil per guardar tota la informació necessària del joc. El registre que hem decidit crear és casella\_t i té 3 camps on és guarda tota la informació de la imatge.

**typedef struct{**

**char** valor**;**

**bool** revelat**;**

**bool** flag**;**

**}**casella\_t**;**

**Valor** és l’estat en la qual una casella es troba. Guardarà el caràcter ‘0’ quan en aquella casella estigui buida i, un ‘1’ quan en aquella no ho estigui (■). Aquest valor només es modificarà al inicialitzar el tauler.

**Revelat** és un valor booleà que determina si aquella casella es visible o no per a l’usuari. Al inicialitzar el tauler totes les posicions estaran ocultes (false) i, l’usuari podrà revelar aquella posició seleccionant aquella casella.

**Flag** és un valor booleà que determina si aquella casella esta marcada per l’usuari.Funciona semblant a una bandera del buscamines. L’usuari podrà marcar una casella com un flag per tenir una guia visual per resoldré el tauler a més, podrà introduir un valor especial per triar automàticament totes les caselles que no estiguin marcades.

Així doncs, amb el registre definit podem dissenyar els procediments de la pràctica.

## Procediments base

En aquest apartat s’explicaran els procediments mínims demanats; carregarDades, calcularCantonades, selecció, printTaulerJoc.

**bool** carregarDades(**char** \*filename, **int** \*m, **int** \*n, **int** \*e, **casella\_t** joc[][MAXROWCOL]);

Carrega el contingut del fitxer amb el nom **filename** (\*.txt) al tauler passat “joc”.

El format que accepta el nostre programa es un fitxer de text on la primera línia conte 3 enters corresponents a; les files del tauler, les columnes del tauler, i els errors màxims que te l’usuari al jugar en aquest tauler. La resta del fitxer conté files \* columnes 1s i 0s que correspon al tauler.

Si hi ha menys informació de la que deuria haver-hi o si no s’ha pogut obrir el fitxer el mètode retornarà fals.

**void** calcularCantonades(**int** m, **int** n, **casella\_t** joc[][MAXROWCOL], **int** maxCombinations, **char** cantonades[][maxCombinations]);

Calcula els valors de les files i les columnes que corresponen a la disposició del tauler en aquella fila o columna.

El mètode demana el tauler (dimensions mxn) i una taula on es guardaran aquests valors que tindra m+n files imaxCombinations[[1]](#footnote-1).

Les dades de cada cantonada es guardaran per files on les m primeres files ([0, m-1]) correspondran a les cantonades de les files i les n ([m, n-1]) següents correspondran a les de les columnes. Cada fila de la taula tindrà un valor centinella al final quan la disposició d’aquella cantonada hagi acabat.

Per calcular la disposició de les cantonades es recorre el tauler per files i columnes, contant quants cops apareix un 1 i guardant aquest nombre quan es troba un 0.

**bool** seleccio(**int** m, **int** n, **casella\_t** joc[][MAXROWCOL], **int** i, **int** j, **bool** flag);

Selecciona una posició del tauler del joc, decidint també si es vol revelar la posició o si es vol posar un flag. Per fer-hi aquesta funció necessitem principalment la dimensió de la taula tant les files com les columnes, el tauler del joc (joc[][MAXROWCOL]).

Aquest procés és un booleà per aquest motiu retrornarà si la posició és correcta (true) o no (false). Primerament comneça revisant que la posición seleccionada es trobe dintre de les mesures de la taula, que no es posen números negatius i que la posición seleccionada no es trobi ja revelada. Un cop revisat aixó donarà la resposta a posicio\_correcta, permeten així o no si entra dintre del if que utilitza el mètode .revelat si l’usuari revela la posición o el .flag si vol posar-hi una flag.

**bool** afegirExtensio (**char**\* fitxer, **char**\* extensio);

Afegeix una extenció al final de la cadena de text eliminan en si el carácter ‘\n’ del final d’aquest. Per fer aquest procés necessitem la cadena de text a modificar i la cadena de text que conté l’extensió a afegir.

Principalment inicialitzem una variable que será la que determinarà la posición a la cadena de text començant en 0. Un cop inicialitzada la variable farem un bucle fins que saltLinea es trobi en la posición del ‘\n’, cal tenir en conte que repetirá el bucle abançant mentre sigui diferente de ‘\n’ i saltLinea sigui mes petit que CADMAX. Amb el saltLinea a la posición on es troba el ‘\n’ sumarem 5 posicions per poder posar les extencions (‘.txt\0’ o ‘.pbm\0’), en cas de execir-se de la CADMAX retornarà false ja que no s’haura posat l’extenció de forma correcta. En cas de poder haver pogut afegir l’extenció entrarà a un bucle el cual escritura l’extensió al fitxer. Finalment fitxer[] a la posición i + saltLinea es colocarà un ‘\0’ per asegurar que existeixi aquest, retornan així un true a la funció de afegirExtensió.

**bool** combinarPath (**char** \*fitxer, **char** \*path, **char** \*pathFinal);

**void** restaurarJoc (**int** m, **int** n, casella\_t joc[][MAXROWCOL]);

**void** taulerAleatori (**int** m, **int** n, casella\_t joc[][MAXROWCOL]);

si

**funció** desar\_pgm(nomfitxer: **taula[] de caràcters**, imatge: imatgepgm\_t) **retorna booleà és**

Desa el contingut de una imatgepgm\_t a un fitxer amb el nom nomarxiu (en format pgm).

Per fer-ho es crea un fitxer amb el nom nomarxiu. Si s’ha pogut obrir i imatge.totcorrecte és cert, es guardarà la informació ordenadament en mode pgm.

El valor que retorna la funció és “imatge.totcorrecte i fit != NULL”, que significa “si hi ha una imatge carregada correctament i s’ha pogut crear un fitxer” retorna cert, en cas contrari fals.

**funció** mitjana\_pixels(imatge: imatgepgm\_t) **retorna real**

Retorna la mitjana de píxels de una imatgepgm\_t.

Per fer-ho defineixo mitjana que és un float, totalpixels i sumapixels que són long i, “i” i j que són enters per recorre la matriu.

En el cas de que la imatge estigui carregada correctament (imatge.totcorrecte := cert) llavors, totalpixels s’inicialitzarà al total de píxels que hi ha a la imatge (columnes \* files). Sumapixels s’inicialitzarà a 0 i al recórrer tota la matriu acabarà tenint el valor de la suma de tots els píxels de la imatge carrega. La mitjana per tant, serà el resultat de dividir aquest dos valors: sumapixels/totalpixels.

En el cas de que la imatge **NO estigui carregada** correctament (imatge.totcorrecte := fals) **mitjana tindrà el valor de -1**.

El valor que retorna la funció és mitjana.

**funció** binaritza\_imatge(**var** imatge: imatgepgm\_t, llindar: **enter**) **retorna booleà és**

Binaritza una imatgepgm\_t passada per referència, és a dir que la torna bicolor3. Depenent d’un valor llindar introduït per l’usuari, si un píxel de la imatgepgm\_t és inferior a aquest valor el torna negre i, en cas contrari blanc.

Per fer-ho comprovaré que el valor llindar sigui correcte ((0, 255]), si ho és i hi ha una imatge carregada correctament (imatge.totcorrecte := cert) llavors, recorreré la matriu fent les assignacions necessàries.

El valor que retorna la funció és “valorllindarcorrecte i imatge.totcorrecte”, que significa “si el valor llindar està dins del rang (0, 255] i hi ha una imatge carregada correctament” retorna cert, en cas contrari fals.

**funció** negativa\_imatge(**var** imatge: imatgepgm\_t) **retorna booleà és**

Negativitza una imatepgm\_t passada per referència, és a dir torna cada píxel al seu contrari (píxelfinal := 255 – píxeloriginal).

Per fer-ho si hi ha una imatge carregada correctament (imatge.totcorrecte) recorro la matriu aplicant aquest càlcul a cada píxel.

3 Blanc i negre en el nostre cas.

Donat que l’única condició per realitzar aquesta funció és que hi hagi una imatge carregada, el valor que retorna és imatge.totcorrecte.

**funció** redueix\_nivells(**var** imatge: imatgepgm\_t, n: **enter**) **retorna booleà és**

Redueix les tonalitats de imatgepgm\_t de 256 a n, on n ha de ser divisor de 256.

Per fer-ho només reduiré nivells si hi ha una imatge carregada (imatge.totcorrecte) i si n és divisor de 256. Si això és cert recorreré la matriu i per a cada píxel trobaré quin serà el seu nou valor. La fórmula és:

pixelfinal := 256/n \* (pixeloriginal / (256/n))4.

El valor que retorna aquesta funció és “divisor256 i imatge.totcorrecte”, que significa “si n és divisor de 256 i hi ha una imatge carregada” retorna cert, en cas contrari fals.

## Procediments extres

**funció** capgira\_imatge(imatge: imatgepgm\_t) **retorna booleà és**

Capgira la imatgepgm\_t passada per referència.

Per fer-ho, sempre que hi hagi una imatge carregada correctament, recorreré la matriu fins a la **meitat de les files** (alçada) intercanviant els valors a les **files** inicials per les finals5.

Novament, donat que l’única condició per realitzar aquesta funció és que hi hagi una imatge carregada, el valor que retorna és imatge.totcorrecte.

**funció** mirall\_imatge(**var** imatge: imatgepgm\_t) **retorna booleà és**

*Miralla* la imatgepgm\_t passada per referència.

Per fer-ho, sempre que hi hagi una imatge carregada correctament, recorreré la matriu fins a la **meitat de les columnes** (amplada) intercanviant els valors a les **columnes** inicials per les finals6.

Novament, donat que l’única condició per realitzar aquesta funció és que hi hagi una imatge carregada, el valor que retorna és imatge.totcorrecte.

**funció** aixafa\_imatge ( **var** imatge: imatgepgm\_t, ratioaplastar: **enter** ) **retorna booleà és**

Aixafa la imatge passada per referència com si l’haguessin trepitjat, per un ràtio de ratioaplastar. Per tant, la imatge tindrà una alçada final de (imatge.files div ratioaplastar).

Per fer-ho, només aixafaré la imatge sempre i quan hi ha una imatge carregada correctament i el ratioaplastar estigui dins del rang ((0, imatge.files]) ja que si és més gran que imatge.files les files resultants serien 0.

Un cop comprovades aquestes condicions recorreré “imatge.matriuimatge” reassignant 1 de cada ratioaplastar files a les files inicials de imatge.matriuimatge.

4 Els valors de píxel que hi ha amb n := 4 són {0, 64, 128, 192}, (van de 256/n en 256/n). Per tant, si el píxel val 73 el píxel final valdrà 64 ja que al fer la divisió entera per 256/n valdrà 1.

5 imatge.matriuimatge[i][j] intercambiar-la per imatge.matriuimatge[imatge->files – i – 1][j].

6 imatge.matriuimatge[i][j] intercambiar-la per imatge.matriuimatge[i][imatge->columnes – j – 1].

Aquesta funció retorna “ratiocorrecte i imatge.totcorrecte”, que significa “si el ràtio està dins del rang ((0, imatge.files]) i hi ha una imatge carregada” retorna cert, fals en cas contrari.

**funció** comprovar\_nom\_arxiu\_correcte(nomarxiu: **taula[] caràcters**) **retorna booleà és**

Comprova que la cadena passada per referència acabi amb .pgm. Retorna cert si la cadena acaba en .pgm, en cas contrari fals.

**acció** demanar\_nom\_arxiu ( **var** nomarxiu: **taula[] de caràcters** ) **és**

Demana una cadena de caràcters i la guarda a nomarxiu fins que sigui correcte. Per fer-ho s’ajuda de comprovar\_nom\_arxiu\_correcte().

**acció** escriureopcions() **és**

Escriu les opcions del programa (carregar imatge, desar imatge, mitjana píxels, binaritzar imatge, negativitzar imatge, reduir nivells, capgirar imatge, mirllar imatge, aixafar imatge, puzlejar imatge, sortir).

**acció** combinarpath(nomarxiu: **taula[] de caràcters** , pathrelatiu: **taula[] de caràcters** , **var** pathfinal:

**taula[] de caràcters**) **és**

Combina dues cadenes de caràcters una darrere de l’altre.

**funció** puzle\_imatge ( **var** imatge: imatgepgm\_t, **var** dfil: **enter** , **var** dcol: **enter** ) **retorna booleà és**

Transforma la imatgepgm\_t passada per referència en un puzle que tindrà com a mínim MINIMDIVISIONS \* MINIMDIVISIONS7 peces.

Per poder *puzlejar* la imatge necessito trobar un divisor de les files i les columnes més petit que aquestes mateixes8 i, tenir una imatge carregada correctament. Els divisors de les dimensions els guardaré a mfil i a mcol que són valors passats per referència, per poder mostrar al *main* quantes peces té el puzle. Un cop comprovades aquestes condicions recorreré totes les peces ([0, mfil \* mcol)) intercanviant els píxels de la peça recorreguda pels píxels d’una altre peça aleatòria.

Aquesta funció retorna “imatge.totcorrecte i dfil <= imatge->files / 2 i dcol <= imatge->columnes / 2 i MINIMDIVISIONS != 1”, que significa “si hi ha una imatge carregada i s’ha trobat un divisor de les files i les columnes i MINIMDIVISIONS és diferent d’1” retorna cert, fals en cas contrari.

7 MINIMDIVISIONS és una constant que té de valor inicial 3. I que utilitza puzle\_imatge() per trobar un divisor de cada dimensió. Rang ∈ 𝑅: (1, min(imatge->files / 2, imatge->columnes / 2)]

8 Si no trobés aquest múltiple significaria que aquella dimensió és un nombre primer o bé, el MINIMDIVISIONS és més gran que tots els divisors restants de la dimensió ometent la dimensió mateixa i l’1.

Necessito trobar un divisor diferent a 1 o a la dimensió mateixa. Ja que 1 fa que com a mínim una de les dimensions de cada peça sigui la dimensió mateixa. Per tant, només hi hauria 1 peça, i la dimensió mateixa fa que estigui intercanviant peces on com a mínim una de les seves dimensions és 1, on el pitjor dels casos estaria movent píxel a píxel.

**algorisme** Pràctica2 : "qüestió d'imatge" **és**

A l’hora de dissenyar el *main* una cosa que cal destacar és com deso i d’on llegeixo les imatges .pgm. Per mantenir un ordre tindré dues carpetes, una des d’on llegiré les imatges base (.\imatges\) i una altre on desaré les imatges modificades (.\imatgesModificades\). Per tant, per poder utilitzar el meu programa **cal tenir aquestes dues carpetes creades on hi és el *main* i guardar les imatges base a la carpeta “imatges”**. Per poder carregar les imatges i desar-les al directori corresponent utilitzaré el mètode combinar\_path on combinaré el nom de l’arxiu amb el path corresponent9.

El cos del *main* és simple, s’escriu un missatge de benvinguda seguit d’un bucle fer/mentre que escriu les opcions del programa i demana opcions a l’usuari. Aquest bucle és repetirà fins que l’usuari triï l’opció 0 (sortir) o introdueixi un caràcter com a opció. La primera opció introduïda té tres sortides:

1. L’usuari ha triat una opció correcta. S’executarà i és netejarà la pantalla. I, en comptes del missatge de benvinguda és mostraran les opcions triades fins al moment i, si s’ha carregat una imatge correctament, s’escriurà el seu nom i les seves dimensions actuals.

Si no s’ha triat l’opció 1 o bé, si no s’ha carregat una imatge correctament es mostraran missatges corresponents. “NO hi ha una imatge carregada” i “La carrega ha sortit malament”, respectivament. Posteriorment, sortirà novament totes les opcions demanant a l’usuari triar una nova opció.

1. L’usuari **no** ha triat una opció correcta. Per tant, s’escriurà que no és una opció vàlida, es netejarà la pantalla i, en comptes del missatge de benvinguda s’escriurà “Encara no s’ha triat una opció vàlida”. Posteriorment, sortirà novament totes les opcions demanant a l’usuari triar una nova opció.
2. L’usuari **escriu un caràcter**. Es surt del programa.

Cada opció que pot triar l’usuari té un cos molt semblant. S’escriu el nom de la opció triada, si cal és demanen els valor necessaris per executar el procediment, i s’escriu si el procediment s’ha executat correctament o no. La consola després d’haver triat 4 opcions:
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9 Al main hi ha dues cadenes inicialitzades, pathrelatiuimatges i pathrelatiuimatgesMOD, que guarden “.\\imatges\\” i “.\\imatgesModificades\\” respectivament. A l’utilitzar carregar\_pgm combinaré el nom de l’arxiu i pathrelatiuimatges i, en desar\_pgm combinaré el nom de l’arxiu amb pathrelatiuimatgesMOD.

# Anàlisi cost

**const**

MAXIMARESOLUCIO := **256** ; VALORMAXIMPIXEL := **256** ; MAXOPCIONS := **100** ; CADENAMAX := **100** ; MINIMDIVISIONS := **3** ; CENTINELLA := **-1** ;

**fconst tipus**

imatgepgm\_t: **registre**

columnes, files, valormaximpixel: **enter** ; mode: taula[4] caracters ;

matriuimatge: taula[MAXIMARESOLUCIO][MAXIMARESOLUCIO] **de enters** ;

totcorrecte: **booleà** ;

**fregistre ftipus**

**$ comproba que el mode passat sigui correcte $**

**funció** modecorrecte ( mode: **taula[] de caràcters** ) **retorna booleà és inici**

**retorna** ( mode[0] = 'P' **i** mode[1] = '2' **i** mode[2] = '\n' **i** mode[3] = '\0' ) ;

**fi ffunció**

**$ actualitza el mode de la imatge pasada per referéncia $ acció** actualitzarmode ( **var** imatge imatgepgm\_t ) **és inici**

imatge.mode[0] := 'P';

imatge.mode[1] := '2';

imatge.mode[2] := '\n';

imatge.mode[3] := '\0';

**fi facció**

**$ comproba que les dimensions de la imatge siguin correctes ((0, 256]) $ funció** comprobafilescolumnes ( imatgepgm\_t imatge ) **retorna booleà és inici**

**retorna** ( imatge.files > **0 i** imatge.files <= MAXIMARESOLUCIO **i** imatge.columnes > **0 i** imatge.columnes <= MAXIMARESOLUCIO ) ;

**fi ffunció**

**$ carrega el fitxer amb el nom passat a la imatgepgm\_t $**

**funció** carrega\_pgm ( nomfitxer: **taula[] de caràcters** , **var** imatge: imatgepgm\_t ) **retorna booleà és var**

n, m, count: **enter** ; fit: **fitxer** ;

**fvar inici**

**$ inicialitzo variables $**

fit := obrirF ( nomfitxer, "L" ) ; imatge.totcorrecte := **fals** ; count := **0** ;

**$ codi $**

**si** ( fit != NULL ) **fer**

llegirF(fit, imatge.mode);

**si** ( modecorrecte(imatge.mode) ) **fer** actualitzarmode(imatge); llegirF(fit, imatge.columnes); llegirF(fit, imatge.files);

**si** ( comprobafilescolumnes(imatge) ) **fer**

llegirF(fit, imatge.valormaximpixel);

**si** ( imatge.valormaximpixel = VALORMAXIMPIXEL ) **fer per** ( n = **0** ; n < imatge.files; n := n + **1** ) **fer**

m := **0** ;

**mentre** ( m < imatge.columnes **i no** finalF(fit) ) **fer**

llegirF(fit, imatge.matriuimatge[n][m]);

**si** ( imatge.matriuimatge[i][j] > VALORMAXIMPIXEL ) **fer**

imatge.matriuimatge[i][j] := VALORMAXIMPIXEL;

**sino si** ( imatge.matriuimatge[i][j] < **0** ) **fer**

imatge.matriuimatge[i][j] := **0** ;

**fsi**

count := count + **1** ; j := j + **1** ;

**fmentre fper**

imatge.totcorrecte := ( count = imatge.columnes \* imatge.files ) ;

**fsi fsi**

**fsi fsi**

tancarF(fit);

**retorna** imatge.totcorrecte;

**fi ffunció**

**$ desa la imatge en un fitxer pgm nou amb el format correcte $**

**funció** desar\_pgm ( nomfitxer: **taula[] de caràcters** , imatge: imatgepgm\_t ) **retorna booleà és var**

n, m: **enter** ; totbe: **booleà** ; fit: **fitxer** ;

**fvar inici**

**$ inicialitzar $**

totbe := **fals** ;

fit := obrirF(nomfitxer, "E");

**$ codi $**

**si** ( imatge.totcorrecte **i** fit != NULL ) **fer** escriureF(fit, imatge.mode); escriureF(fit, imatge.columnes); escriureF(fit, imatge.files); escriureF(fit, imatge.valormaximpixel);

**per** ( n := **0** ; n < imatge.files; n := n + **1** ) **fer**

**per** ( m := **0** ; m < imatge.columnes; j := j + **1** ) **fer**

escriureF(fit, imatge.matriuimatge[i][j]);

**fper fper**

totbe := **cert** ;

**fsi**

**retorna** totbe;

**fi ffunció**

**$ retorna la mitjana de pixels si hi ha una imatge carregada, en cas contrari retorna -1 $**

**funció** mitjana\_pixels ( imatge: imatgepgm\_t ) **retorna real és var**

mitjana: **real** ;

totalpixels, sumapixels, n, m: **enter** ;

**fvar inici**

**$ inicialitzar $**

**si** ( imatge.totcorrecte ) **fer**

totalpixels := imatge.columnes \* imatge.files ;

**fsi**

sumapixels := **0** ;

**$ codi $**

**si** ( imatge.totcorrecte ) **fer**

**per** ( n := **0** ; n < imatge.files; n := n + **1** ) **fer**

**per** ( j := **0** ; j < imatge.columnes; j := j + **1** ) **fer**

sumapixels += imatge.matriuimatge[i][j];

**fper fper**

mitjana := sumapixels / totalpixels;

**sino**

mitjana := **-1** ;

**fsi**

**retorna** mitjana ;

**fi ffunció**

**$ binaritzar la imatge segons un valor llindar $**

**funció** binaritza\_imatge ( **var** imatge: imatgepgm\_t, llindar: **enter** ) **retorna booleà és var**

valorllindarcorrecte: **booleà** ; n, m: **enter** ;

**fvar inici**

**$ inicialitzar $**

valorllindarcorrecte := ( llindar > **0 i** llindar <= VALORMAXIMPIXEL ) ;

**$ codi $**

**si** ( valorllindarcorrecte **i** imatge.totcorrecte ) **fer per** ( n = **0** ; n < imatge.files; n := n + **1** ) **fer**

**per** ( m = **0** ; j < imatge.columnes; m := m + 1) **fer si** ( imatge.matriuimatge[n][m] < llindar ) **fer**

imatge.matriuimatge[n][m] := **0** ;

**sino**

imatge.matriuimatge[n][m] := VALORMAXIMPIXEL;

**fsi fper**

**fper fsi**

**retorna** ( valorllindarcorrecte **i** imatge.totcorrecte ) ;

**fi ffunció**

**funció** negativa\_imatge ( **var** imatge: imatgepgm\_t) **retorna booleà és**

**var**

n, m: **enter** ;

**fvar inici**

**$ codi $**

**si** ( imatge.totcorrecte ) **fer**

**per** ( n := **0** ; n < imatge.files; n := n + **1** ) **fer**

**per** ( m := **0** ; m < imatge.columnes; m := m + **1** ) **fer**

imatge.matriuimatge[n][m] := imatge.valormaximpixel - imatge.matriuimatge[n][m];

**fper fper**

**fsi**

**retorna** imatge.totcorrecte;

**fi ffunció**

**$ redueix nivells $**

**funció** redueix\_nivells ( **var** imatge: imatgepgm\_t, n: **enter** ) **retorna booleà és var**

j, k: **enter** ; divisor256: **booleà** ;

**fvar inici**

divisor256 := ( n > **0 i 256** mod n = **0** ) ;

**$ codi $**

**si** ( divisor256 **i** imatge.totcorrecte ) **fer**

**per** ( j = **0** ; j < imatge.totcorrecte; j := j + **1** ) **fer per** ( k = **0** ; k < imatge.totcorrecte; k := k + **1** ) **fer**

imatge.matriuimatge[j][k] := **256** / n \* ( imatge->matriuimatge[j][k] div (256 / n));

**fper fper**

**fsi**

**retorna** ( divisor256 **i** imatge.totcorrecte ) ;

**fi ffunció**

**$ FUNCIONS EXTRES $**

**$ capgira la imatge, per fer-ho intercambiare les files inicials per les finals $**

**funció** capgira\_imatge ( imatge: imatgepgm\_t ) **retorna booleà és var**

n, m, aux: **enter** ;

**fvar inici**

**si** ( imatge.totcorrecte ) **fer**

**$ intercambiare la meitat de la files perque si no la imatge quedaria igual $**

**per** ( n := **0** ; n < imatge.files / **2** ; n := n + **1** ) **fer per** ( m := **0** ; m < imatge.columnes; m := m + **1** ) **fer**

aux := imatge.matriuimatge[imatge.files - n - 1][m]; imatge.matriuimatge[imatge.files - n - 1][m] := imatge.matriuimatge[n][m]; imatge.matriuimatge[n][m] := aux;

**fper fper**

**fsi**

**retorna** imatge.totcorrecte;

**fi ffunció**

**$ miralla la imatge, per fer-ho intercambiare les columnes inicials per les finals $**

**funció** mirall\_imatge ( **var** imatge: imatgepgm\_t ) **retorna booleà és var**

n, m, aux: **enter** ;

**fvar inici**

**si** ( imatge.totcorrecte ) **fer**

**per** ( n := **0** ; n < imatge.files; n := n + **1** ) **fer**

**$ intercambiare les columnes fins a la meitat perque si no la imatge quedaria igual $**

**per** ( m := **0** ; m < imatge.columnes / 2; m := m + **1** ) **fer**

aux := imatge.matriuimatge[n][imatge.columnes - m - 1]; imatge.matriuimatge[n][imatge.columnes - m - 1] := imatge.matriuimatge[n][m]; imatge.matriuimatge[n][m] := aux;

**fper fper**

**fsi**

**retorna** imatge.totcorrecte;

**fi funció**

**$ aixafa la imatge, per fer-ho reassignaré 1 cada ratioaplastar files a les files inicials de la imatge $**

**$ i després reduiré imatge->files a imatge->files div ratioaplastar $**

**funció** aixafa\_imatge ( **var** imatge: imatgepgm\_t, ratioaplastar: **enter** ) **retorna booleà és var**

n, m: **enter** ; **$ enters per recorrer la matriu $**

filaaplastada: **enter** ; **$ filaaplastada contador de les files a re assignar de la imatge $**

ratiocorrecte: **booleà** ; **$ comprbar que el ratio sigui correcte (0, imatge.files] $**

**fvar inici**

**$ inicialitzar $**

filaaplastada := **0** ;

ratiocorrecte := ( ratioaplastar > **0 i** ratioaplastar <= imatge.files ) ;

**$ codi $**

**si** ( imatge.totcorrecte **i** ratiocorrecte ) **fer per** ( n := **0** ; n < imatge.files; n := n + **1** ) **fer**

**per** ( m := **0** ; m < imatge.columnes; m := m + **1** ) **fer**

**$ nomes reassigno 1 cada ratioaplastar files $**

**si** ( n mod ratioaplastar = **0** ) **fer**

imatge.matriuimatge[filaaplastada][m] := imatge.matriuimatge[n][m];

**fsi fper**

**si** ( n mod ratioaplastar = **0** ) **fer**

filaaplastada := filaaplastada + **1** ;

**fsi fper**

imatge->files := imatge->files div ratioaplastar;

**fsi**

**retorna** imatge.totcorrecte **i** ratiocorrecte;

**fi ffunció**

**$ comprova si el nom del arxiu passat és correcte, és a dir que acabi amb .pgm $ funció** comprovar\_nom\_arxiu\_correcte ( nomarxiu: **taula[] caràcters** ) **retorna booleà és var**

n: **enter** ; nomcorrecte: **booleà** ;

**fvar inici**

**$ inicialitzar $** nomcorrecte := **fals** ; n := **0** ;

**$ codi $**

**mentre** ( nomarxiu[n] != '\0' ) **fer si** ( nomarxiu[n] = '.' ) **fer**

n := n + **1** ;

**si** ( nomarxiu[n] = 'p' ) **fer**

n := n + **1** ;

**si** ( nomarxiu[n] = 'g' ) **fer**

n := n + **1** ;

**si** ( nomarxiu[n] = 'm' ) **fer**

n := n + **1** ;

**si** ( nomarxiu[n] = '\0' ) **fer**

nomcorrecte := **cert** ;

**sino**

n := n + **1** ;

**fsi sino**

n := n + **1** ;

**fsi sino**

n := n + **1** ;

**fsi sino**

n := n + **1** ;

**fsi sino**

n := n + **1** ;

**fsi fmentre**

**retorna** nomcorrecte;

**fi ffunció**

**$ escriu les opcions de la pràctica $**

**acció** escriureopcions () **és inici**

**escriure** ("1. Carregar imatge.");

**escriure** ("2. Desar imatge carregada");

**escriure** ("3. Mostrar mitjana pixels de l'imatge carregada.")

**escriure** ("4. Binaritzar imatge carregada."); **escriure** ("5. Negativitzar imatge carregada."); **escriure** ("6. Reduir nivells de l'imatge carregada."); **escriure** ("7. Capgirar imatge carregada.");

**escriure** ("8. Mirallar imatge carregada."); **escriure** ("9. Aplastar imatge carregada."); **escriure** ("10. Puzlejar imatge carregada."); **escriure** ("0. Sortir.");

**fi facció**

**$ demana el nom del arxiu i el demana fins que l'usuari introdueixi un nom correcte $**

**acció** demanar\_nom\_arxiu ( **var** nomarxiu: **taula[] de caràcters** ) **és var**

c: **caràcter** ; n: **enter** ;

**fvar inici**

**fer**

**escriure** ( "Quin nom te/tindra l'arxiu?" );

**llegir** ( c ); n := **0** ;

**mentre** ( c != '\n' ) **fer**

nomarxiu[i] := c; n := n + 1;

**llegir** ( c ); **fmentre** nomarxiu[n] := '\0';

**si** ( **no** comprovar\_nom\_arxiu\_correcte ) **fer**

**escriure** ( "El nom del arxiu ", nomarxiu," no es correcte el nom ha de acabar amb .pgm." ) ;

**fsi**

**mentre** ( **no** comprovar\_nom\_arxiu\_correcte ( nomarxiu ));

**fi facció**

**$ combina dues cadenes en una sola $**

**acció** combinarpath ( nomarxiu: **taula[] de caràcters** , pathrelatiu: **taula[] de caràcters** , **var** pathfinal: **taula[] de caràcters** ) **és**

**var**

n, m: **enter** ;

**fvar inici**

**per** ( n := **0** ; pathrelatiu[n] != '\0'; n := n + **1** ) **fer**

pathfinal[n] := pathrelatiu[n];

**fper**

**per** ( m := n; nomarxiu[n - m] != '\0'; n := n + **1** ) **fer**

pathfinal[n] := nomarxiu[n - m];

**fper**

pathfinal[n] = '\0';

**fi facció**

**$ transforma la imatge carregada en un puzle $**

**funció** puzle\_imatge ( **var** imatge: imatgepgm\_t, **var** dfil: **enter** , **var** dcol: **enter** ) **retorna booleà és var**

a, b, c, d, aux: **enter** ; posicio, aleatori: **enter** ;

**fvar inici**

dfil = MINIMDIVISIONS; mcol = MINIMDIVISIONS;

**$ trobo el primer multiple de cada dimensio més gran o igual a MINIMDIVISIONS $**

**mentre** ( imatge.files mod dfil != **0 i** dfil <= imatge.files / **2** ) **fer**

dfil := dfil + **1** ;

**fmentre**

**mentre** ( imatge.columnes mod dcol != **0 i** dcol <= imatge.columnes / **2** ) **fer**

dcol := dcol + **1** ;

**fmentre**

**$ si hi ha una imatge carregada i existeix un divisor més gran o igual al MINIMDIVISIONS es pot puzzlejar $**

**si** ( imatge.totcorrecte **i** dfil <= imatge.files / **2 i** dcol <= imatge.columnes / **2 i** MINIMDIVISIONS != **1** ) **fer**

**$ Per fer-ho transformaré la imatge en peces de imatge.columnes / dcol x imatge.files / dfil píxels de $**

**$ resolució. A cadascuna de aquestes peces li correspon un nombre, a la primera (dalt a la esquerra) el 0 $**

**$ i a l'última (sota a la dreta) el valor de dcol \* dfil - 1. Intercambiare els píxels de cada peça en ordre $**

**$ ([0, dfil \* dcol)) amb una altra peça escollida aleatoriament. $**

**per** ( posicio := **0** ; posicio < dfil \* dcol; posicio := posicio + **1** ) **fer**

aleatori := aleatori() mod ( dfil \* dcol ) ;

**mentre** ( aleatori mod ( mfil \* dcol ) = posicio ) **fer**

aleatori := aleatori() mod ( dfil \* dcol ) ;

**fmentre**

a := imatge.files / dfil \* ( posicio div dcol ) ; b := imatge.files / dfil \* ( aleatori div dcol ) ;

**mentre** ( a < imatge.files / dfil \* ( posicio div dcol + **1** ) **fer**

c := imatge.columnes / dcol \* ( posicio mod dcol ) ; d := imatge.columnes / dcol \* ( aleatori mod dcol ) ;

**mentre** ( c < imatge.columnes / dcol \* (posicio mod dcol + **1** ) **fer**

aux := imatge.matriuimatge[a][b]; imatge.matriuimatge[a][b] := imatge.matriuimatge[c][d]; imatge.matriuimatge[c][d] := aux;

c := c + **1** ; d := d + **1** ;

**fmentre**

a := a + **1** ; b := b + **1** ;

**fmentre**

**fsi**

**retorna** ( imatge.totcorrecte **i** dfil <= imatge.files / **2 i** dcol <= imatge.columnes / **2 i** MINIMDIVISIONS != **1** ) ;

**fi**

**ffunció**

**algorisme** Pràctica2 : "qüestió d'imatge" **és var**

nomarxiu, nompgmbase, pathfinal: taula[CADENAMAX] **de caràcters** ; pathrelatiuimatges, pathrelatiuimatgesMOD: **taula[] de caràcters** ; imatge: imatgepgm\_t;

opcio, llindar, n, dfil, dcol: **enter** ;

procedimentcorrecte, primeratriada: **booleà** ; mitjana: **real** ;

**fvar inici**

**$ inicialitzar $**

pathrelatiuimatges := ".\\imatges\\"; pathrelatiuimatgesMOD := ".\\imatgesModificades"; imatge.totcorrecte := **fals** ;

primeratriada := **fals** ; nomarxiu[0] := '\0'; ini\_llavor();

n := **0** ;

**$ codi $**

**escriure** ( "Benvingut a PGM EDITOR!" ) ;

**fer**

**si** ( primeratriada ) **fer**

**si** ( opcionestriades[0] != CENTINELLA ) **fer**

**escriure** ("Opcions introduïdes fins al moment: ", opcionestriades[0] ) ; n := **1** ;

**mentre** ( opcionestriades[n] != CENTINELLA **i** n < MAXOPCIONS ) **fer escriure** ( ", " opcionestriades[n] ) ;

n := n + **1** ;

**fper**

**si** ( n = MAXOPCIONS ) **fer**

n := MAXOPCIONS - **1** ;

**fsi**

**$ si nomarxiu s'ha actualitzat nomarxiu[0] != '\0' $**

**si** ( nomarxiu[0] != '\0' ) **fer**

**escriure** ( ". Imatge base actual: ", nompgmbase, "." ) ;

**si** ( comprovar\_nom\_arxiu\_correcte(nompgmbase) ) **fer**

**escriure** ( " Dimensions actuals: ", imatge.columnes,"x", imatge.files );

**fsi sino**

**escriure** ( ". NO hi ha cop imatge carregada." ) ;

**fsi sino**

**escriure** ( "Encara no has triat cap opcio valida" ) ;

**fsi fsi**

escriureopcions();

**escriure** ( "Quina opcio vols triar? " ); opcio := **0** ;

**llegir** ( opcio ) ;

**opció** ( opcio ) **fer**

**cas 1** :

**escriure** ( "Has triat carregar imatge" ) ; demanar\_nom\_arxiu(nomarxiu);

combinarpath(nomarxiu, pathrelatiuimatges, pathfinal); procedimentcorrecte := carrega\_pgm(pathfinal, imatge);

**si** ( procedimentcorrecte ) **fer**

**escriure** ( "S'ha carregat correctament l'arxiu ", nomarxiu," del directori ", pathrelatiuimatges ) ; combinarpath(nomarxiu, "", nompgmbase);

**sino**

**escriure** ( "Algo ha sortit malament, potser l'arxiu no existeix o esta buit o parcialment buit" ) ; combinarpath("La carregar ha sortit malament", "", nompgmbase);

**fsi cas 2** :

**escriure** ( "Has triat desar imatge" ) ; demanar\_nom\_arxiu(nomarxiu);

combinarpath(nomarxiu, pathrelatiuimatges, pathfinal); procedimentcorrecte := desar\_pgm(pathfinal, imatge); **si** ( procedimentcorrecte ) **fer**

**escriure** ( "S'ha desat correctament l'arxiu ", nomarxiu," del directori ", pathrelatiuimatgesMOD ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans?" ) ;

**fsi cas 3** :

**escriure** ( "Has triat mostrat mitjana imatge" ) ; mitjana = mitjana\_pixels(imatge);

**si** ( mitjana != **-1** ) **fer**

**escriure** ( "La imatge carregada té una mitjana de píxels de ", mitjana ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans?" ) ;

**fsi cas 4** :

**escriure** ( "Has triat binaritzar imatge" ) ;

**escriure** ( "Quin es el valor llindar pel cual vols binaritzar? " ) ;

**llegir** ( llindar ) ;

procedimentcorrecte := binaritza\_imatge(imatge, llindar);

**si** ( procedimentcorrecte ) **fer**

**escriure** ( "S'ha binaritzat correctament l'imatge." ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans? Tambe pot ser que el valor llindar que no sigui correcte." ) ;

**fsi cas 5** :

**escriure** ( "Has triat negativitzar imatge" ) ; procedimentcorrecte := negativa\_imatge(imatge); **si** ( procedimentcorrecte ) **fer**

**escriure** ( "La imatge ha sigut negativitzada." ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans?" ) ;

**fsi cas 6** :

**escriure** ( "Has triat reduir nivells de l'imatge" ) ;

**escriure** ( "Per quin valor vols reduir els nivells de l'imatge? " ) ;

**llegir** ( llindar ) ;

procedimentcorrecte := redueix\_nivells(imatge, llindar);

**si** ( procedimentcorrecte ) **fer**

**escriure** ( "S'ha reduit correctament l'imatge." ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans? Tambe pot ser que el valor no sigui correcte ha de ser divisor de 256." ) ;

**fsi cas 7** :

**escriure** ( "Has triat capgirar imatge" ) ; procedimentcorrecte := capgira\_imatge(imatge); **si** ( procedimentcorrecte ) **fer**

**escriure** ( "La imatge ha sigut capgirada." ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans?" ) ;

**fsi cas 8** :

**escriure** ( "Has triat mirallar imatge" ) ; procedimentcorrecte := mirall\_imatge(imatge); **si** ( procedimentcorrecte ) **fer**

**escriure** ( "La imatge ha sigut mirallada." ) ;

**sino**

**escriure** ( "Algo ha sortit malament, has carregat una imatge abans?" ) ;

**fsi cas 9** :

**escriure** ( "Has triat aplastar l'imatge" ) ;

**escriure** ( "Per quin ratio vols aplastar l'imatge? " ) ;

**llegir** ( llindar ) ;

procedimentcorrecte := aplasta\_imatge(imatge, llindar);

**si** ( procedimentcorrecte ) **fer**

**escriure** ( "La imatge carregada s'ha aixafat i te una altura final de ", imatge.files ) ;

**sino**

**escriure** ("Algo ha sortit malament, has carregat una imatge abans? Tambe pot ser que el ratio escollit no estigui dins del rang ((0, ", imatge.files,"]).") ;

**fsi**

**cas 10** :

**escriure** ( "Has triat puzle de la imatge carregada" ) ; procedimentcorrecte := puzle\_imatge(imatge, dfil, dcol); **si** ( procedimentcorrecte ) **fer**

**escriure** ("La imatge carregada ha sigut puzlejada i te ", dfil \* dcol, " peces.") ;

**sino**

**escriure** ("Algo ha sortit malament, t'has asegurat de carregar una imatge abans? Tambe pot ser que alguna dimensio de la imatge sigui un nombre primer.") ;

**escriure** ("O que el minim de divisions sigui més gran que un divisor d'alguna dimensio de la

imatge.") ;

**fsi**

**cas 0** :

**escriure** ("Sortint de PGM EDITOR...") ;

**altre cas** :

**escriure** ( opcio," no és una opció valida.") ; opcio := CENTINELLA;

**fopció**

primeratriada := **cert** ;

**si** ( opcio != **0** ) **fer**

opcionstriades[n] := opcio;

**si** ( opcio != CENTINELLA **i** n < MAXOPCIONS - **1** ) **fer**

opcionstriades[n + 1] := CENTINELLA

**fsi fsi**

**mentre** ( opcio != **0** ) ;

**fi**

**falgorisme**

# Joc de proves

## Procediments base:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| S’introdueix un caràcter. | Sortir del programa. |  |  |
| Carregar totes les imatges i mostrar les mitjanes de cadascuna. | Mitjanes correctes. |  |  |
| Desar una imatge amb el nom tomate.pgm. | Arxiu .pgm amb el nom tomate guardat a imatgesModificades. |  |  |
| Binaritzar imatge carregada per un valor llindar de 125. | Imatge bicolor on tots els píxels valen o 0 o 255. |  |  |
| Negativitzar imatge carregada. | Imatge negativa. |  |  |
| Reduir nivells de la imatge carregada per 8. | Canviar tots els píxels de la imatge fins a tenir un total de 8 tonalitats.  {0, 32, 64, 96, 128, 160,  192, 224} |  |  |

## Procediments extres:
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|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Capgirar imatge carregada. | Imatge boca avall. |  |  |
| *Mirallar* imatge carregada. | Imatge vista des de un mirall. |  |  |
| Aixafar la imatge carregada per un rati de 8. | Baboon.pgm és de 256x256 per tant esperem una resolució final de 256x32. | Alçada de baboon inicial (al word) 2,8cm, alçada final 0,34 cm. 2,8/0,34 = 8. Per tant, s’ha aixafat per un rati de 8. |  |
| Aixafar la imatge carregada per un rati de 500. | Baboon.pgm és de 256x256 Així doncs, si l’aixafem per una ràtio de 500  significaria que l’alçada final seria de 0 per tant, no s’aixafa (per excedir el rang). | Zoom: |  |
| *Puzlejar* imatge “lenna.pgm” amb MINIMDIVISIO NS := 3. | *Puzlejar* imatge amb un mínim de peces de 9 (3\*3). | 16 peces és més gran que el mínim teòric de 9 peces. |  |
| *Puzlejar* imatge “velas.pgm” amb MINIMDIVISIO NS := 3. | Error, ja que les dimensions de “velas.pgm” és de 256x211  i 211 és un nombre prim | Zoom: |  |

## Procediments en profunditat:
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**carregar\_pgm()**

![](data:image/png;base64,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)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | | Check |
| Arxiu buit. | Error. | Zoom: | |  |
| Arxiu parcialment buit. | Error. | Zoom: | |  |
| Primera línia amb més informació que el format. | Error. |  | |  |
|  | Zoom: |
|  | |
| No existeix el directori on es desen. | Error. |  | |  |

**desar\_pgm()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| No existeix el directori on es desen. | Error. |  |  |
| Desar en format correcte la imatge carregada amb el nom probaC. | A la primera línia “P2”, a la segona les dimensions, a la tercera el valor màxim del píxel. A la resta els píxels. |  |  |
| Provar de escriure un nom sense .pgm. | Bucle infinit ja que no ho permet-ho. |  |  |

**mitjana\_pixels()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Mitjana de proba.pgm | 255 + 255  4  = 127.5 |  |  |
| Mitjana de parcialmentbuit.pgm | Error. La imatge no és correcta. |  |  |

**binaritza\_imatge()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Binaritzar proba.pgm per 150. La guardaré en probabin.pgm | 255 255  0 0 |  |  |
| Binaritzar proba.pgm per 0 i per 256. | Error. El valor llindar està fora del rang. |  |  |

**negativa\_imatge()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Negativitzar proba.pgm.  La guardaré en probaneg.pgm | 105 0 155 106 |  |  |
| Negativitzar parcialmentbuit.pgm | Error. La imatge no és correcta. |  |  |

**redueix\_nivells()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Reduir nivells proba.pgm per 4. La guardaré en probaredu.pgm. | 128 192  64 128 |  |  |
| Reduir nivells de proba.pgm per un valor NO divisor de 256. | Error. El valor no és divisor. |  |  |
| Reduir nivells proba.pgm per 1. La guardaré en probaredu.pgm. | La imatge quedarà en negre, ja que reduir la imatge de 256 tonalitats a 1, fa que l’únic valor possible sigui 0.  [0, 256/1[ -> 0 |  |  |
| Reduir parcialmentbuit.pgm per 4. | Error. La imatge no és correcta |  |  |

**capgira\_imatge() i miralla\_imatge()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat  esperat | Resultat real | Check |
| Capgirar proba.pgm.  La guardaré en probacap.pgm. | 100 149  150 255 |  |  |
| Mirallar proba.pgm.  La guardaré en probamir.pgm. | 255 150  149 100 |  |  |
| Capgirar o mirallar parcialmentbuit.pgm | Error. La imatge no és correcta. |  |  |

**aixafa\_imatge()**

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Aixafar proba.pgm per 2.  La guardaré en probaaix.pgm. | P2 2 1  150 255 |  |  |
| Aixafar proba.pgm per 0, 1, o 3. | Error. Està fora del rang  ]1, imatge.files] |  |  |
| Aixafar parcialmentbuit.pgm | Error. La imatge no és correcta. |  |  |

**puzle\_imatge()**

![](data:image/png;base64,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)

|  |  |  |  |
| --- | --- | --- | --- |
| Condicions inicials | Resultat esperat | Resultat real | Check |
| Puzlejar proba.pgm. | Error. 2 és un nombre prim. | Zoom: |  |
| Puzlejar baboon.pgm amb un MINIMDIVISIONS de 129. | Error. Està fora del rang  ]1,  min(imatge.files, imatge.columnes  )/2] ->  ]1, 128] | “O que, MINIMDIVISIONS (129) sigui 1 o més gran que tots els divisors d’alguna dimensió de la imatge excloent-hi la dimensio mateixa.” |  |
| Puzlejar parcialmentbuit.pgm | Error. La imatge no és correcta. |  |  |

# Conclusions

La dificultat de les pràctiques en general, en el meu cas, és preparar la documentació, trigo molt més en explicar que en fer la pràctica. Em costa explicar en forma escrita, és una limitació de les persones que ens agraden més les matemàtiques. És una de les coses que crec que he de superar-me, donat que m’agradaria ser en un futur professor.

Concretament amb la pràctica, no he tingut cap problema, fins i tot, la vaig acabar el mateix dia.

Donat que vaig fer procediment extres, he tingut un problema per fer la funció puzle\_imatge. Havia de relacionar cada peça amb els seu corresponent número amb la posició del seu píxel inicial i final. Esbrinant, i pensant vaig trobar la fórmula que relaciona el número de la peça amb les seves files inicials inicial (imatge.files

/ dfil \* (posició div dcol)) i finals ((imatge.files / dfil \* (posició div dcol + 1) - 1). Poc després vaig trobar la que relacionava el número de la peça amb les seves columnes inicials (imatge.columnes / dcol \* (posició mod dcol)) i finals ((imatge->columnes / dcol \* (posició mod dcol + 1)) - 1).

Per finalitzar, cal destacar que m’ha agradat molt la pràctica i m’ha resultat molt interessant.

# Checklist

|  |  |
| --- | --- |
| Requisits | Check |
| 1. En l'execució del programa no es queda penjat i realitza les accions demandes. |  |
| 2. El codi font és correcte (no genera ni errors ni advertències). |  |
| 3. Tant el pseudocodi com codi font són llegibles (estan indentats i amb comentaris). |  |
| 4. Els noms de les variables i constants segueixen les convencions de l’assignatura. |  |
| 5. El document no té errades greus d’ortografia / expressió. |  |
| 6. El document respecta les extensions màximes. |  |
| 7. Es compleix el que diu a l'apartat "A tenir en compte" de document "De pseudocodi a C"); |  |

1. En un tauler de mxn la cantonada que podria tenir mes valors serà primer, la que sigui més llarga i una disposició de 10101... Tenint en compte això maxCombinations = (max(m, n) + max(m, n) % 2)/2 + 1. Per exemple: M, N = 5 -> 10101 -> (5+1)/2 || M, N = 4 ->1010 -> 4/2. Afegim un 1 per saber quan acaba aquella cantonada guardant un valor sentinella com a final. [↑](#footnote-ref-1)