![](data:image/png;base64,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)

**Rede de Computadores**

***1º Trabalho Laboratorial***

Mestrado Integrado em Engenharia Informática e Computação

André Esteves [up201606673@fe.up.pt](mailto:up201606673@fe.up.pt)

Luís Diogo Silva [up201503730@fe.up.pt](mailto:up201503730@fe.up.pt)

Francisco Friande [up201508213@fe.up.pt](mailto:up201508213@fe.up.pt)

Índice

[Sumário 3](#_Toc528707453)

[Introdução 3](#_Toc528707454)

[Arquitetura 3](#_Toc528707455)

[Estrutura do código 3](#_Toc528707456)

[Casos de uso principais 3](#_Toc528707457)

[Protocolo de ligação lógica 3](#_Toc528707458)

[Protocolo de aplicação 3](#_Toc528707459)

[Validação 3](#_Toc528707460)

[Eficiência do protocolo de ligação de dados 3](#_Toc528707461)

[Conclusões 3](#_Toc528707462)

[Anexo I 4](#_Toc528707463)

[Makefile 4](#_Toc528707464)

[llclose.h 4](#_Toc528707465)

[llclose.c 4](#_Toc528707466)

[llopen.h 6](#_Toc528707467)

[llopen.c 6](#_Toc528707468)

[llread.h 7](#_Toc528707469)

[llread.c 8](#_Toc528707470)

[llwrite.h 10](#_Toc528707471)

[llwrite.c 10](#_Toc528707472)

[protocol.h 12](#_Toc528707473)

[protocol.c 13](#_Toc528707474)

[receiver.c 21](#_Toc528707475)

[sender.c 25](#_Toc528707476)

[Anexo II 30](#_Toc528707477)

# Sumário

Este relatório foi elaborado no âmbito da unidade curricular de Rede de Computadores consistindo no desenvolvimento de uma aplicação capaz de transferir ficheiros de um computador para outro através de uma porta de série (RS-232) seguindo um protocolo de ligação de dados.

O trabalho foi realizado no seu todo no ambiente disponibilizado, sendo concluído com sucesso em todos os aspetos, cumprindo os objetivos pedidos.

# Introdução

# Arquitetura

# Estrutura do código

O código está dividido em vários ficheiros, llwrite.c, llread.c, llopen.c, llclose.c e protocol.c, sendo a base da aplicação, existindo um header file para cada um destes ficheiros onde estão declaradas todas as funções necessárias. Existe também sender.c, onde estão definidas as funções do emissor e o ficheiro receiver.c onde estão definidas as funções do recetor.

**llwrite.c**

llwrite:

- Calcula o BCC2 do package a enviar.

- Faz o stuff do package para ser enviado e devidamente interpretado.

- Envia a mensagem e espera pela confirmação num alarme de três segundos, com um limite de 3 tentativas de erro.

- Retornando “2” se ocorreu erro (envio de 3 mensagens consecutivas sem sucesso)

- Retornando sucesso (0 ou 1) de acordo com o valor do argumento flag. Se flag == 1 -> retorna 0, e se flag == 0 -> retorna 1. Verificando assim o correto envio da trama.

**llread.c**

checkBCC2:

- Valida o conteúdo da trama.

- Retorna 0 em sucesso, 1 insucesso.

destuffing:

- Descodifica a trama enviada retornando o package enviado pelo emissor.

llread:

- Lê uma trama enviada pelo emissor, verificando todos os erros na transmissão, seguindo do destuffing da mesma.

- Envia uma mensagem de retorno ao emissor a confirmar o correto envio ou a falha que ouve.

- retorna o tamanho da mensagem recebida.

**llopen.c**

llopen:

- De acordo com a flag recebida é chamada a função correta, se for RECEIVER é usada a função llopen\_Receiver e o mesmo para a flag SENDER que é usada a função llopen\_Sender.

llopen\_Receiver:

- Recebe uma trama verifica-a e envia a mensagem de sucesso ao emissor e retornando 0.

- Em caso de erros na trama é retornado -5.

llopen\_Sender:

- Envia a trama ao recetor recebendo a mensagem de validação, caso não receba, tenta de novo em três possíveis tentativas.

- Caso falhe três vezes é retornado erro (2).

- Caso seja sucesso é verificada a mensagem de validação recebida pelo recetor, retornando 0 em sucesso, -6 em insucesso.

**llclose.c**

**protocol.c**

**receiver.c**

**sender.c**

# Casos de uso principais

# Protocolo de ligação lógica

# Protocolo de aplicação

# Validação

Para forma a estudar a aplicação, foram efetuados os seguintes testes:

- Geração de curto circuito aquando do seu envio.

- Interrupção da ligação, no envio, por alguns milésimos de segundos.

- Envio de ficheiros de vários tamanhos.

Todos os testes concluídos na sua totalidade com sucesso.

# Eficiência do protocolo de ligação de dados

# Conclusões

# Anexo I

## Makefile

|  |  |
| --- | --- |
|  | all: sender receiver |
|  |  |
|  | sender: sender.c |
|  | gcc -o sender -Wall sender.c protocol.c llopen.c llwrite.c llclose.c |
|  | receiver: receiver.c |
|  | gcc -o receiver -Wall receiver.c protocol.c llopen.c llread.c llclose.c -lm |
|  | clean : |
|  | rm sender receiver \ |

## llclose.h

|  |
| --- |
|  |
| int llclose(int fd, int flag);  int llclose\_sender(int fd);  int llclose\_receiver(int fd); |
|  |

## llclose.c

|  |  |
| --- | --- |
|  | #include "llclose.h" |
|  | #include " protocol.h" |
|  | int llclose(int fd, int flag) |
|  | { |
|  | if(flag == RECEIVER) |
|  | return llclose\_receiver(fd); |
|  | else |
|  | return llclose\_sender(fd); |
|  |  |
|  | return -1; |
|  | } |
|  |  |
|  | int llclose\_receiver(int fd) |
|  | { |
|  | unsigned char BCC1 = A\_RECEIVER ^ C\_DISC; |
|  | unsigned char disc[6] = {FLAG, A\_RECEIVER, C\_DISC, BCC1, FLAG, '\0'}; |
|  |  |
|  | unsigned char buf[255]; |
|  |  |
|  | while(1) |
|  | { |
|  | if(read\_message(fd,buf) == 0) break; |
|  | } |
|  |  |
|  | if(parseMessageType(buf) == C\_DISC) |
|  | write\_message(fd,disc,5); |
|  | else |
|  | return -5; |
|  |  |
|  |  |
|  | while(1) |
|  | { |
|  | if(read\_message(fd,buf) == 0) break; |
|  | } |
|  |  |
|  | if(parseMessageType(buf) == C\_UA) |
|  | { |
|  | close(fd); |
|  | return 0; |
|  | } |
|  |  |
|  | return -6; |
|  | } |
|  |  |
|  | int llclose\_sender(int fd) |
|  | { |
|  | unsigned char BCC1 = A\_SENDER ^ C\_DISC; |
|  | unsigned char disc[6] = {FLAG, A\_SENDER, C\_DISC, BCC1, FLAG, '\0'}; |
|  |  |
|  | write\_message(fd,disc,5); |
|  |  |
|  | unsigned char buf[255]; |
|  |  |
|  | while(1) |
|  | { |
|  | if(read\_message(fd,buf) == 0) break; |
|  | } |
|  |  |
|  | BCC1 = A\_SENDER ^ C\_UA; |
|  | unsigned char ua[6] = {FLAG, A\_SENDER, C\_UA, BCC1, FLAG, '\0'}; |
|  |  |
|  | if(parseMessageType(buf) == C\_DISC) |
|  | { |
|  | write\_message(fd,ua,5); |
|  | close(fd); |
|  | return 0; |
|  | } |
|  |  |
|  | return -5; |
|  | } |
|  |  |

## llopen.h

|  |
| --- |
|  |
| int llopen\_Receiver (int fd);  int llopen\_Sender(int fd);  int llopen(int fd, int flag); |
|  |

## llopen.c

|  |
| --- |
| #include "protocol.h" #include "llopen.h" |
| int llopen\_Receiver(int fd) |
| { |
| unsigned char BCC1 = A\_SENDER ^ C\_UA; |
| unsigned char ua[6] = {FLAG, A\_SENDER, C\_UA, BCC1, FLAG, '\0'}; |
|  |
| disableAlarm(); |
|  |
| unsigned char buf[255]; |
|  |
| while(1) |
| { |
| if(read\_message(fd, buf) == 0) break; |
| } |
|  |
| // analisar sender info |
| if(parseMessageType(buf) == C\_SET) |
| { |
| write\_message(fd, ua, 5); |
| return 0; |
| } |
| else |
| return -5; |
| } |
|  |
| int llopen\_Sender(int fd) |
| { |
| (void) signal(SIGALRM, attend); |
|  |
| unsigned char BCC1 = A\_SENDER ^ C\_SET; |
| unsigned char set[6] = {FLAG, A\_SENDER, C\_SET, BCC1, FLAG, '\0'}; |
|  |
| int cnt = 0; |
| unsigned char buf[255]; |
|  |
| while(cnt < 3) |
| { |
| alarm(3); |
| disableAlarm(); |
|  |
| write\_message(fd, set, 5); |
|  |
| if(read\_message(fd, buf) == 0) break; |
|  |
| cnt++; |
| } |
|  |
| if(cnt == 3) |
| return 2; //no confirmation recieved |
|  |
| // analisar receiver info |
| if(parseMessageType(buf) == C\_UA) |
| return 0; |
| else |
| return -6; |
| } |
|  |
| int llopen(int fd, int flag) |
| { |
| if(flag == SENDER) |
| return llopen\_Sender(fd); |
| else if (flag == RECEIVER) |
| return llopen\_Receiver(fd); |
|  |
| return -1; |
| } |

## llread.h

|  |
| --- |
| int llread(int fd, int flag, unsigned char\*\* message); |
| int checkBCC2(unsigned char \* package, int size); |
|  |
| unsigned char\* destuffing(unsigned char\* buf, int \*size); |

## llread.c

|  |
| --- |
| #include "llread.h" |
| #include "protocol.h" |
| int llread(int fd, int flag, unsigned char\*\* message) |
| { |
| unsigned char\* buf = malloc(600 \* sizeof(unsigned char)); |
|  |
| while(1) |
| { |
| if(read\_message(fd, buf) == 0) break; |
| } |
|  |
|  |
| if(buf[2] != (unsigned char)(flag \* 64)) |
| { |
| unsigned char c1; |
| if(flag == 0) c1 = C\_RR0; |
| else c1 = C\_RR1; |
|  |
| unsigned char BCC1 = A\_SENDER ^ c1; |
| unsigned char rr[6] = {FLAG, A\_SENDER, c1, BCC1, FLAG, '\0'}; |
|  |
| write\_message(fd, rr, 5); |
|  |
| return -3; |
| } |
|  |
| if(buf[3] != (buf[1] ^ buf[2])) |
| return -4; |
|  |
| int size; |
|  |
| unsigned char\* destuffed = destuffing(buf + 4, &size); |
|  |
| if (checkBCC2(destuffed, size) == 1) |
| return -5; |
|  |
| \*message = destuffed; |
|  |
| unsigned char c1; |
| if(flag == 0) c1 = C\_RR1; |
| else c1 = C\_RR0; |
|  |
| unsigned char BCC1 = A\_SENDER ^ c1; |
| unsigned char rr[6] = {FLAG, A\_SENDER, c1, BCC1, FLAG, '\0'}; |
|  |
| write\_message(fd, rr, 5); |
|  |
| return size; |
| } |
|  |
| int checkBCC2(unsigned char \* package, int size) |
| { |
| int i = 1; |
| unsigned char check = package[0]; |
|  |
| for(; i < size - 2; i++) |
| check ^= package[i]; |
|  |
| if(check == package[size - 2]) |
| return 0; |
| else |
| return 1; |
| } |
|  |
|  |
| unsigned char\* destuffing(unsigned char\* buf, int \*size) |
| { |
| unsigned char\* destuff = malloc(600); |
|  |
| int i = 0, j = 0; |
|  |
| while(1) |
| { |
| if(buf[i] == 0x7E) |
| { |
| destuff[j] = buf[i]; |
| break; |
| } |
| else if(buf[i] == 0x7D) |
| { |
| if(buf[i+1] == 0x5E) |
| destuff[j] = 0x7E; |
| else if(buf[i + 1] == 0x5D) |
| destuff[j] = 0x7D; |
|  |
| j++; |
| i+=2; |
| } |
| else |
| { |
| destuff[j] = buf[i]; |
| j++; |
| i++; |
| } |
| } |
|  |
| (\*size) = j + 1; |
|  |
| return destuff; |
| } |

## llwrite.h

|  |
| --- |
| int llwrite(int fd, unsigned char\* package, int flag, int noPackage, FILE\* fileTimePackages); |

## llwrite.c

|  |
| --- |
| #include "llwrite.h"  #include "protocol.h" |
|  |
| int llwrite(int fd, unsigned char\* package, int flag, int noPackage, FILE\* fileTimePackages) |
| { |
| float start\_time = (float)clock() / CLOCKS\_PER\_SEC; |
|  |
| unsigned char BCC2; |
| if(package[0] == C2\_DATA) |
| BCC2 = calculateBCC2(package, 4 + package[2]\*256 + package[3]); |
| else |
| BCC2 = calculateBCC2(package, 5 + package[2] + package[2+package[2] + 2]); |
|  |
| int char\_count; |
| unsigned char \* stuff = stuffing(package, BCC2, &char\_count); |
|  |
| unsigned char\* message = heading(stuff, char\_count, flag); |
|  |
| int cnt = 0; |
| unsigned char buf[255]; |
|  |
| while(cnt < 3) |
| { |
| alarm(3); |
| disableAlarm(); |
|  |
| write\_message(fd, message, 6 + char\_count); |
|  |
| if(read\_message(fd, buf) == 0) |
| { |
| if((parseMessageType(buf) == C\_RR0 && flag == 1) || (parseMessageType(buf) == C\_RR1 && flag == 0)) |
| { |
| float end\_time = (float)clock() / CLOCKS\_PER\_SEC; |
| fprintf(fileTimePackages, "%f\n", (end\_time - start\_time)\*1000); |
|  |
| noPackage != -1 ? printf("Success on sending package no.%d - Transfer time: %f seconds\n", noPackage, (end\_time - start\_time) \* 1000) : |
| printf("Success on sending Start package - Transfer time: %f seconds\n", (end\_time - start\_time) \* 1000); |
| break; |
| } |
| } |
|  |
| noPackage != -1 ? printf("Failure on sending package no.%d, try no.%d\n", noPackage,cnt + 1) : |
| printf("Failure on sending Start package, try no.%d\n", cnt + 1); |
|  |
| cnt++; |
| } |
|  |
|  |
| if(cnt == 3) |
| return 2; //no confirmation recieved |
|  |
| if(flag == 1) |
| return 0; |
| else |
| return 1; |
| } |

## protocol.h

|  |
| --- |
| #ifndef \_PROTOCOL\_H  #define \_PROTOCOL\_H |
|  |
| #include <sys/types.h> |
| #include <sys/stat.h> |
| #include <fcntl.h> |
| #include <termios.h> |
| #include <stdio.h> |
| #include <stdlib.h> |
| #include <unistd.h> |
| #include <string.h> |
| #include <signal.h> |
| #include <sys/stat.h> |
| #include <math.h> |
| #include <strings.h> |
| #include "time.h" |
|  |
| #define FLAG 0x7E |
| #define A\_SENDER 0x03 |
| #define A\_RECEIVER 0x01 |
| #define C\_SET 0x03 |
| #define C\_DISC 0x0B |
| #define C\_UA 0x07 |
| #define C\_RR0 0x05 |
| #define C\_RR1 0x85 |
| #define C\_REJ0 0x01 |
| #define C\_REJ1 0x81 |
|  |
| #define ERROR 0xFF |
|  |
| #define SENDER 0 |
| #define RECEIVER 1 |
|  |
| #define BEGIN 0 |
| #define START\_MESSAGE 1 |
| #define MESSAGE 2 |
| #define END 3 |
|  |
| #define C2\_START 0x02 |
| #define C2\_DATA 0x01 |
| #define C2\_END 0x03 |
| #define T\_SIZE 0x00 |
| #define T\_NAME 0x01 |
|  |
| void attend(); |
|  |
| void disableAlarm(); |
|  |
| int read\_message(int fd, unsigned char buf[]); |
|  |
| void write\_message(int fd, unsigned char buf[], int size); |
|  |
| unsigned char parseMessageType(unsigned char buf[]); |
|  |
| unsigned char calculateBCC2(unsigned char \*message, int size); |
|  |
| unsigned char\* stuffing\_data\_package(const unsigned char\* package, const unsigned char BCC2, int\* char\_count); |
|  |
| unsigned char\* stuffing\_control\_package(const unsigned char\* package, const unsigned char BCC2, int\* char\_count); |
|  |
| unsigned char\* stuffing(const unsigned char\* package, const unsigned char BCC2, int\* char\_count); |
|  |
| unsigned char\* heading(unsigned char \* stuff, int count, int flag); |
|  |
| #endif |

## protocol.c

|  |
| --- |
| #include "protocol.h" |
| int alarm\_flag = 1; |
| int rejj = 0; |
|  |
| void attend() |
| { |
| alarm\_flag = 1; |
| } |
|  |
| void disableAlarm() |
| { |
| alarm\_flag = 0; |
| } |
|  |
| int read\_message(int fd, unsigned char buf[]) |
| { |
| int state = BEGIN; |
| int pos = 0; |
|  |
| int res; |
| unsigned char c; |
|  |
| while(alarm\_flag != 1 && state != END) |
| { |
| res = read(fd,&c,1); |
|  |
| if(res > 0) |
| { |
| switch(state) |
| { |
| case BEGIN: |
| { |
| if(c == FLAG) |
| { |
| buf[pos] = c; |
| pos++; |
| state = START\_MESSAGE; |
| } |
| break; |
| } |
| case START\_MESSAGE: |
| { |
| if(c != FLAG) |
| { |
| buf[pos] = c; |
| pos++; |
| state = MESSAGE; |
| } |
| break; |
| } |
| case MESSAGE: |
| { |
| buf[pos] = c; |
| pos++; |
| if(c == FLAG) |
| state = END; |
| break; |
| } |
| default: state = END; |
| } |
| } |
| } |
|  |
| if(alarm\_flag == 1) |
| return 1; |
|  |
| return 0; |
| } |
|  |
| void write\_message(int fd, unsigned char buf[], int size) |
| { |
| write(fd,buf,size); |
| fflush(NULL); |
| } |
|  |
| unsigned char parseMessageType(unsigned char buf[]) |
| { |
| if(buf[0] != FLAG) |
| return ERROR; |
|  |
| if(buf[1] != A\_SENDER && buf[1] != A\_RECEIVER) |
| return ERROR; |
|  |
| if((buf[2] ^ buf[1]) != buf[3]) |
| return ERROR; |
|  |
| if(buf[2] == C\_DISC || |
| buf[2] == C\_SET || |
| buf[2] == C\_UA || |
| buf[2] == C\_RR0 || |
| buf[2] == C\_RR1 || |
| buf[2] == C\_REJ0 || |
| buf[2] == C\_REJ1) |
| { |
| if(buf[4] == FLAG) |
| return buf[2]; |
| else |
| return ERROR; |
| } |
|  |
| return ERROR; |
| } |
|  |
| unsigned char calculateBCC2(unsigned char \*message, int size) |
| { |
| unsigned char bcc2 = message[0]; |
| int i = 1; |
|  |
| for(; i < size; i++) |
| bcc2 ^= message[i]; |
|  |
| return bcc2; |
| } |
|  |
| unsigned char\* stuffing\_data\_package(const unsigned char\* package, const unsigned char BCC2, int\* char\_count) |
| { |
| unsigned char\* stuff = (unsigned char \*)malloc(265 \* 2 \* sizeof(unsigned char)); |
| \*char\_count = 1; |
| stuff[0] = package[0]; |
|  |
| if(package[1] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[1] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[1]; |
|  |
| stuff[(\*char\_count)++] = package[2]; |
|  |
| if(package[3] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[3] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[3]; |
|  |
| int count = 4; |
| int i = package[2] \* 256 + package[3]; |
|  |
| for(; count < 4 + i; count++) |
| { |
| if(package[count] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[count] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[count]; |
| } |
|  |
| if(BCC2 == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(BCC2 == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = BCC2; |
|  |
| return stuff; |
| } |
|  |
| unsigned char\* stuffing\_control\_package(const unsigned char\* package, const unsigned char BCC2, int\* char\_count) |
| { |
| int size = package[2]; |
|  |
| unsigned char\* stuff = (unsigned char \*)malloc( (5 + size + package[3+size] \* 256 + package[4+size]) \* 2 \* sizeof(unsigned char) ); |
|  |
| \*char\_count = 1; |
|  |
| stuff[0] = package[0]; |
|  |
| if(package[1] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[1] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[1]; |
|  |
| if(package[2] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[2] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[2]; |
|  |
| int count = 3; |
|  |
| for(; count < (3+size); count++) |
| { |
| if(package[count] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[count] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[count]; |
| } |
|  |
| if(package[3+size] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[3+size] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[3+size]; |
|  |
| if(package[4+size] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[4+size] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[4+size]; |
|  |
| count = 5 + size; |
| int start\_pnt = count; |
| size = package[4+size]; |
|  |
| for(; count < (start\_pnt + size); count++) |
| { |
| if(package[count] == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(package[count] == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = package[count]; |
| } |
|  |
| if(BCC2 == 0x7E) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5E; |
| } |
| else if(BCC2 == 0x7D) |
| { |
| stuff[(\*char\_count)++] = 0x7D; |
| stuff[(\*char\_count)++] = 0x5D; |
| } |
| else |
| stuff[(\*char\_count)++] = BCC2; |
|  |
| return stuff; |
| } |
|  |
| unsigned char\* stuffing(const unsigned char\* package, const unsigned char BCC2, int\* char\_count) |
| { |
| if(package[0] == C2\_DATA) |
| return stuffing\_data\_package(package, BCC2, char\_count); |
| else |
| return stuffing\_control\_package(package, BCC2, char\_count); |
| } |
|  |
| unsigned char\* heading(unsigned char \* stuff, int count, int flag) |
| { |
| unsigned char \* message = (unsigned char \*)malloc( (5 + count) \* sizeof(unsigned char)); |
|  |
| message[0] = FLAG; |
| message[1] = A\_SENDER; |
| message[2] = (unsigned char)(flag \* 64); |
| message[3] = A\_SENDER ^ message[2]; |
|  |
| int i = 4; |
|  |
| for(; i < 5 + count; i++) |
| message[i] = stuff[i - 4]; |
|  |
|  |
| message[i] = FLAG; |
|  |
| return message; |
| } |

## receiver.c

|  |
| --- |
| #include "llopen.h" |
| #include "llread.h" |
| #include "llclose.h"  #include "protocol.h" |
|  |
| #define BAUDRATE B38400 |
| #define MODEMDEVICE "/dev/ttyS1" |
| #define \_POSIX\_SOURCE 1 /\* POSIX compliant source \*/ |
| #define FALSE 0 |
| #define TRUE 1 |
|  |
| volatile int STOP=FALSE; |
|  |
| int setup() |
| { |
| int fd; |
| struct termios oldtio,newtio; |
|  |
| /\* |
| Open serial port device for reading and writing and not as controlling tty |
| because we don't want to get killed if linenoise sends CTRL-C. |
| \*/ |
|  |
| fd = open("/dev/ttyS0", O\_RDWR | O\_NOCTTY ); |
| fflush(NULL); |
|  |
| if (fd <0) {perror("/dev/ttyS0"); exit(-1); } |
|  |
| if ( tcgetattr(fd,&oldtio) == -1) { /\* save current port settings \*/ |
| perror("tcgetattr"); |
| exit(-1); |
| } |
|  |
| bzero(&newtio, sizeof(newtio)); |
| newtio.c\_cflag = BAUDRATE | CS8 | CLOCAL | CREAD; |
| newtio.c\_iflag = IGNPAR; |
| newtio.c\_oflag = 0; |
|  |
| /\* set input mode (non-canonical, no echo,...) \*/ |
| newtio.c\_lflag = 0; |
|  |
| newtio.c\_cc[VTIME] = 1; /\* inter-character timer unused \*/ |
| newtio.c\_cc[VMIN] = 0; /\* blocking read until 5 chars received \*/ |
|  |
| /\* |
| VTIME e VMIN devem ser alterados de forma a proteger com um temporizador a |
| leitura do(s) pr�ximo(s) caracter(es) |
| \*/ |
|  |
| tcflush(fd, TCIOFLUSH); |
|  |
| if ( tcsetattr(fd,TCSANOW,&newtio) == -1) { |
| perror("tcsetattr"); |
| exit(-1); |
| } |
|  |
| printf("New termios structure set\n"); |
|  |
| return fd; |
| } |
|  |
|  |
| off\_t parseMessageStart(unsigned char\* message, unsigned char\*\* filename) |
| { |
| off\_t fileSize = 0; |
|  |
| int file\_size\_length = message[2]; |
|  |
| int i = 1; |
| for(; i <= file\_size\_length; i++) |
| fileSize += message[2+i] \* pow(256,file\_size\_length - i); |
|  |
| int filename\_length = message[2+i+1]; |
|  |
| unsigned char\* name = (unsigned char \*)malloc((filename\_length + 1)\* sizeof(unsigned char)); |
|  |
| int k = i + 4; |
| int j = 0; |
| for(; k < filename\_length + i + 4; k++, j++) |
| name[j] = message[k]; |
|  |
| name[j] = '\0'; |
|  |
| (\*filename) = name; |
|  |
| printf("Number of Packages = %li\n", fileSize / 260 + 1); |
| printf("Filename = %s\n", \*filename); |
|  |
| return fileSize; |
| } |
|  |
| int parseMessageData(unsigned char\* message, int messageSize, unsigned char\*\* data) |
| { |
| int length = message[2] \* 256 + message[3]; |
|  |
| unsigned char \* dataAux = malloc(length \* sizeof(unsigned char)); |
|  |
| int i = 4; |
| for(; i < length + 4; i++) |
| dataAux[i-4] = message[i]; |
|  |
| (\*data) = dataAux; |
|  |
| return length; |
| } |
|  |
| void saveData(unsigned char\* fileContent, unsigned char\* data, int sizeData, int \*index) |
| { |
| int i = 0; |
| for(; i < sizeData; i++) |
| fileContent[(\*index) + i] = data[i]; |
|  |
| (\*index) += sizeData; |
| } |
|  |
| void createFile(unsigned char\* fileContent, unsigned char\* filename, off\_t size\_file) |
| { |
| FILE \*file = fopen((char\*)filename, "wb+"); |
| fwrite(fileContent, 1, size\_file, file); |
| fclose(file); |
| } |
|  |
|  |
| int main(int argc, char\*\* argv) |
| { |
| int fd = setup(); |
|  |
| if(llopen(fd, RECEIVER) == 0) |
| printf("Connected\n"); |
| else |
| { |
| printf("Failed\n"); |
| return -2; |
| } |
|  |
| // Initial flag for start package |
| int flag = 0; |
| unsigned char\* message; |
| int messageSize; |
|  |
| while((messageSize = llread(fd, flag, &message)) < 0); |
| flag = 1; |
|  |
| unsigned char\* filename; |
| off\_t size\_file = parseMessageStart(message,&filename); |
|  |
| unsigned char \* fileContent = malloc(size\_file \* sizeof(unsigned char)); |
|  |
| int index = 0; |
| int counter = 0; |
|  |
| while(index < size\_file) |
| { |
| while((messageSize = llread(fd, flag, &message)) < 0); |
| (flag == 0) ? (flag = 1) : (flag = 0); |
|  |
| unsigned char \* data; |
| int sizeData = parseMessageData(message, messageSize, &data); |
| counter++; |
|  |
| saveData(fileContent, data, sizeData, &index); |
|  |
| printf("Received package no.%d\n",counter); |
| } |
|  |
| createFile(fileContent, filename, size\_file); |
|  |
| printf("Finished receiving file %s\n", filename); |
|  |
| return llclose(fd,RECEIVER); |
| } |

## sender.c

|  |
| --- |
| #include "llopen.h" |
| #include "llwrite.h" |
| #include "llclose.h"  #include "protocol.h" |
|  |
| #define BAUDRATE B38400 |
| #define MODEMDEVICE "/dev/ttyS1" |
| #define \_POSIX\_SOURCE 1 /\* POSIX compliant source \*/ |
| #define FALSE 0 |
| #define TRUE 1 |
|  |
| unsigned char n\_seq = 0; |
| volatile int STOP=FALSE; |
|  |
| int setup() |
| { |
| int fd; |
| struct termios oldtio,newtio; |
|  |
| /\* |
| Open serial port device for reading and writing and not as controlling tty |
| because we don't want to get killed if linenoise sends CTRL-C. |
| \*/ |
|  |
| fd = open("/dev/ttyS0", O\_RDWR | O\_NOCTTY ); |
| fflush(NULL); |
|  |
| if (fd <0) {perror("/dev/ttyS0"); exit(-1); } |
|  |
| if ( tcgetattr(fd,&oldtio) == -1) { /\* save current port settings \*/ |
| perror("tcgetattr"); |
| exit(-1); |
| } |
|  |
| bzero(&newtio, sizeof(newtio)); |
| newtio.c\_cflag = BAUDRATE | CS8 | CLOCAL | CREAD; |
| newtio.c\_iflag = IGNPAR; |
| newtio.c\_oflag = 0; |
|  |
| /\* set input mode (non-canonical, no echo,...) \*/ |
| newtio.c\_lflag = 0; |
|  |
| newtio.c\_cc[VTIME] = 1; /\* inter-character timer unused \*/ |
| newtio.c\_cc[VMIN] = 0; /\* blocking read until 5 chars received \*/ |
|  |
| /\* |
| VTIME e VMIN devem ser alterados de forma a proteger com um temporizador a |
| leitura do(s) pr�ximo(s) caracter(es) |
| \*/ |
|  |
| tcflush(fd, TCIOFLUSH); |
|  |
| if ( tcsetattr(fd,TCSANOW,&newtio) == -1) { |
| perror("tcsetattr"); |
| exit(-1); |
| } |
|  |
| printf("New termios structure set\n"); |
|  |
| return fd; |
| } |
|  |
| unsigned char \*readFile(unsigned char\* filename, off\_t \*sizeFile) |
| { |
| FILE \*file; |
|  |
| struct stat fileInfo; |
| unsigned char\* fileContent; |
|  |
| if( (file = fopen((char\*)filename, "rb")) == NULL) |
| { |
| perror("Error reading file.\n"); |
| exit(-1); |
| } |
|  |
| stat((char\*)filename, &fileInfo); |
| (\*sizeFile) = fileInfo.st\_size; |
|  |
| fileContent = (unsigned char \*)malloc(fileInfo.st\_size); |
|  |
| fread(fileContent, sizeof(unsigned char), fileInfo.st\_size, file); |
|  |
| return fileContent; |
| } |
|  |
| unsigned char\* controlPackage(unsigned char c2, const unsigned char\* filename, const off\_t sizeFile) |
| { |
| int res = sizeFile / 256; |
| int quo = sizeFile % 256; |
| int count = 1; |
|  |
| while(res > 0) |
| { |
| res = quo / 256; |
| quo %= 256; |
| count++; |
| } |
|  |
| int size = (5 + strlen((char\*)filename) + count) \* sizeof(unsigned char); |
| unsigned char\* data = (unsigned char \*)malloc(size); |
|  |
| data[0] = c2; |
| data[1] = T\_SIZE; |
| data[2] = count; |
|  |
| res = sizeFile / 256; |
| quo = sizeFile % 256; |
|  |
| int i = 3; |
|  |
| if(res == 0) data[i] = quo; |
| else data[i] = res; |
|  |
| while(res > 0) |
| { |
| res = quo / 256; |
| quo %= 256; |
| i++; |
| if(res == 0) data[i] = quo; |
| else data[i] = res; |
| } |
|  |
| data[i+1] = T\_NAME; |
| data[i+2] = strlen((char\*)filename); |
|  |
| i+=3; |
| for(count = 0; count < strlen((char\*)filename); i++, count++) |
| data[i] = filename[count]; |
|  |
| return data; |
| } |
|  |
| unsigned char\* dataPackage(unsigned char \* content, off\_t \*offset, off\_t end\_offset) |
| { |
| unsigned char\* package = malloc(264 \* sizeof(unsigned char)); |
|  |
| package[0] = C2\_DATA; |
|  |
| package[1] = n\_seq % 255; |
| n\_seq++; |
|  |
| off\_t chars\_to\_send = end\_offset - \*offset; |
|  |
| if (end\_offset - \*offset > 260) |
| chars\_to\_send = 260; |
|  |
| if(chars\_to\_send > 255) |
| { |
| package[2] = 1; |
| package[3] = chars\_to\_send - 256; |
| } |
| else |
| { |
| package[2] = 0; |
| package[3] = chars\_to\_send; |
| } |
|  |
| int i = 0; |
| for(; i < chars\_to\_send; i++, (\*offset)++) |
| package[4+i] = content[\*offset]; |
|  |
| return package; |
| } |
|  |
| int main(int argc, char\*\* argv) |
| { |
| if(argc != 2) |
| { |
| printf("Usage: %s <filename>\n", argv[0]); |
| return -1; |
| } |
|  |
| int fd = setup(); |
|  |
| if(llopen(fd, SENDER) == 0) |
| printf("Connected\n"); |
| else |
| { |
| printf("Failed\n"); |
| return -2; |
| } |
|  |
| int fd\_time\_packages = open("packageTime.txt", O\_WRONLY | O\_APPEND | O\_CREAT, 0644); |
| int fd\_time\_taken = open("fileTime.txt", O\_WRONLY | O\_APPEND | O\_CREAT, 0644); |
|  |
| FILE \*fileTimeTaken = fdopen(fd\_time\_taken, "a"); |
| FILE \*fileTimePackages = fdopen(fd\_time\_packages, "a"); |
|  |
| //Opens the file to be sent |
| off\_t fileSize; |
| unsigned char\* fileContent; |
| fileContent = readFile((unsigned char \*)argv[1],&fileSize); |
|  |
| unsigned char\* start = controlPackage(C2\_START, (unsigned char \*)argv[1], fileSize); |
| off\_t offsetFile = 0; |
|  |
| float start\_time = (float)clock() / CLOCKS\_PER\_SEC; |
|  |
| if(llwrite(fd, start, 0,-1, fileTimePackages) == 2) //ERROR '-1' start package |
| return -1; |
|  |
| int flag = 1; |
| int counter = 1; |
|  |
| while(offsetFile != fileSize) |
| { |
| unsigned char\* package = dataPackage(fileContent, &offsetFile, fileSize); |
|  |
| flag = llwrite(fd, package,flag, counter,fileTimePackages); |
| counter++; |
|  |
| if(flag == 2)//ERROR |
| return -1; |
| } |
|  |
| float end\_time = (float)clock() / CLOCKS\_PER\_SEC; |
|  |
| printf("Finished to send file %s - Transfer time: %f seconds\n", argv[1], (end\_time - start\_time)\*1000); |
|  |
| fprintf(fileTimeTaken, "%f\n", (end\_time - start\_time)\*1000); |
|  |
| return llclose(fd,SENDER); |
| } |

# Anexo II