# StartWith

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

var selectedTeams = from t in teams // определяем каждый объект из teams как t

where t.ToUpper().StartsWith("Б") //фильтрация по критерию

orderby t // упорядочиваем по возрастанию

select t; // выбираем объект

foreach (string s in selectedTeams)

Console.WriteLine(s);

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

var selectedTeams = teams.Where(t => t.ToUpper().StartsWith("Б")).OrderBy(t => t);

foreach (string s in selectedTeams)

Console.WriteLine(s);

# All methods

### Список используемых методов расширения LINQ

* **Select**: определяет проекцию выбранных значений
* **Where**: определяет фильтр выборки
* **OrderBy**: упорядочивает элементы по возрастанию
* **OrderByDescending**: упорядочивает элементы по убыванию
* **ThenBy**: задает дополнительные критерии для упорядочивания элементов возрастанию
* **ThenByDescending**: задает дополнительные критерии для упорядочивания элементов по убыванию
* **Join**: соединяет две коллекции по определенному признаку
* **GroupBy**: группирует элементы по ключу
* **ToLookup**: группирует элементы по ключу, при этом все элементы добавляются в словарь
* **GroupJoin**: выполняет одновременно соединение коллекций и группировку элементов по ключу
* **Reverse**: располагает элементы в обратном порядке
* **All**: определяет, все ли элементы коллекции удовлятворяют определенному условию
* **Any**: определяет, удовлетворяет хотя бы один элемент коллекции определенному условию
* **Contains**: определяет, содержит ли коллекция определенный элемент
* **Distinct**: удаляет дублирующиеся элементы из коллекции
* **Except**: возвращает разность двух коллекцию, то есть те элементы, которые содератся только в одной коллекции
* **Union**: объединяет две однородные коллекции
* **Intersect**: возвращает пересечение двух коллекций, то есть те элементы, которые встречаются в обоих коллекциях
* **Count**: подсчитывает количество элементов коллекции, которые удовлетворяют определенному условию
* **Sum**: подсчитывает сумму числовых значений в коллекции
* **Average**: подсчитывает cреднее значение числовых значений в коллекции
* **Min**: находит минимальное значение
* **Max**: находит максимальное значение
* **Take**: выбирает определенное количество элементов
* **Skip**: пропускает определенное количество элементов
* **TakeWhile**: возвращает цепочку элементов последовательности, до тех пор, пока условие истинно
* **SkipWhile**: пропускает элементы в последовательности, пока они удовлетворяют заданному условию, и затем возвращает оставшиеся элементы
* **Concat**: объединяет две коллекции
* **Zip**: объединяет две коллекции в соответствии с определенным условием
* **First**: выбирает первый элемент коллекции
* **FirstOrDefault**: выбирает первый элемент коллекции или возвращает значение по умолчанию
* **Single**: выбирает единственный элемент коллекции, если коллекция содердит больше или меньше одного элемента, то генерируется исключение
* **SingleOrDefault**: выбирает первый элемент коллекции или возвращает значение по умолчанию
* **ElementAt**: выбирает элемент последовательности по определенному индексу
* **ElementAtOrDefault**: выбирает элемент коллекции по определенному индексу или возвращает значение по умолчанию, если индекс вне допустимого диапазона
* **Last**: выбирает последний элемент коллекции
* **LastOrDefault**: выбирает последний элемент коллекции или возвращает значение по умолчанию

# SelectMany

var r = users.SelectMany(u => u.Languages,

(u, l) => new { User = u, Lang = l })

.Where(u => u.Lang == "английский" && u.User.Age < 28)

.Select(u => u.User);

# Select

List<User> users = new List<User>();

users.Add(new User { Name = "Sam", Age = 43 });

users.Add(new User { Name = "Tom", Age = 33 });

var names = from u in users select u.Name;

# Select anonymous type

var items = users.Select(u => new

{

FirstName = u.Name,

DateOfBirth = DateTime.Now.Year - u.Age

});

# Let

List<User> users = new List<User>()

{

new User { Name = "Sam", Age = 43 },

new User { Name = "Tom", Age = 33 }

};

var people = from u in users

let name = "Mr. " + u.Name

select new

{

Name = name,

Age = u.Age

};

# OrderBy

int[] numbers = { 3, 12, 4, 10, 34, 20, 55, -66, 77, 88, 4 };

var orderedNumbers = from i in numbers

orderby i

select i;

foreach (int i in orderedNumbers)

Console.WriteLine(i);

# OrderBy by class property

var sortedUsers = from u in users

orderby u.Name

select u;

# Two list selecting

List<User> users = new List<User>()

{

new User { Name = "Sam", Age = 43 },

new User { Name = "Tom", Age = 33 }

};

List<Phone> phones = new List<Phone>()

{

new Phone {Name="Lumia 630", Company="Microsoft" },

new Phone {Name="iPhone 6", Company="Apple"},

};

var people = from user in users

from phone in phones

select new { Name = user.Name, Phone = phone.Name };

foreach (var p in people)

Console.WriteLine("{0} - {1}", p.Name, p.Phone);

};

# ThenBy

var result = users.OrderBy(u => u.Name).ThenBy(u => u.Age).ThenBy(u => u.Name.Length);

var result = from user in users

orderby user.Name, user.Age, user.Name.Length

select user;

# Except

string[] soft = { "Microsoft", "Google", "Apple" };

string[] hard = { "Apple", "IBM", "Samsung" };

// разность множеств

var result = soft.Except(hard);

# Intersect

string[] soft = { "Microsoft", "Google", "Apple" };

string[] hard = { "Apple", "IBM", "Samsung" };

// пересечение множеств

var result = soft.Intersect(hard);

# Union|Concat|Distinct

string[] soft = { "Microsoft", "Google", "Apple" };

string[] hard = { "Apple", "IBM", "Samsung" };

// объединение множеств

var result = soft.Union(hard);

var result = soft.Concat(hard).Distinct();

# Aggragate

nt[] numbers = { 1, 2, 3, 4, 5 };

int query = numbers.Aggregate((x, y) => x - y);

int query = 1 - 2 - 3 - 4 – 5

# Count

int[] numbers = { 1, 2, 3, 4, 10, 34, 55, 66, 77, 88 };

int size = (from i in numbers where i % 2 == 0 && i > 10 select i).Count();

Console.WriteLine(size);

# Sum

int[] numbers = { 1, 2, 3, 4, 10, 34, 55, 66, 77, 88 };

List<User> users = new List<User>()

{

    new User { Name = "Tom", Age = 23 },

    new User { Name = "Sam", Age = 43 },

    new User { Name = "Bill", Age = 35 }

};

int sum1 = numbers.Sum();

decimal sum2 = users.Sum(n => n.Age);

# Skip and Take

int[] numbers = { -3, -2, -1, 0, 1, 2, 3 };

var result = numbers.Take(3);

foreach (int i in result)

Console.WriteLine(i);

var result = numbers.Skip(3);

# TakeWhile

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

foreach (var t in teams.TakeWhile(x => x.StartsWith("Б")))

Console.WriteLine(t);

# SkipWhile

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

foreach (var t in teams.SkipWhile(x => x.StartsWith("Б")))

Console.WriteLine(t);

# Group By

var phoneGroups = from phone in phones

group phone by phone.Company;

foreach (IGrouping<string, Phone> g in phoneGroups)

{

Console.WriteLine(g.Key);

foreach (var t in g)

Console.WriteLine(t.Name);

Console.WriteLine();

}

var phoneGroups = phones.GroupBy(p => p.Company)

                        .Select(g => new { Name = g.Key, Count = g.Count() });

# Вложенный запрос

var phoneGroups = phones.GroupBy(p => p.Company)

                        .Select(g => new

                        {

                            Name = g.Key,

                            Count = g.Count(),

                            Phones = g.Select(p =>p)

                        });

# Join

var result = players.Join(teams, // второй набор

p => p.Team, // свойство-селектор объекта из первого набора

t => t.Name, // свойство-селектор объекта из второго набора

(p, t) => new { Name = p.Name, Team = p.Team, Country = t.Country }); // результат

var result = from pl in players

join t in teams on pl.Team equals t.Name

select new { Name = pl.Name, Team = pl.Team, Country = t.Country };

# GroupJoin

var result2 = teams.GroupJoin(

players, // второй набор

t => t.Name, // свойство-селектор объекта из первого набора

pl => pl.Team, // свойство-селектор объекта из второго набора

(team, pls) => new // результирующий объект

{

Name = team.Name,

Country = team.Country,

Players = pls.Select(p => p.Name)

});

foreach (var team in result2)

{

Console.WriteLine(team.Name);

foreach (string player in team.Players)

{

Console.WriteLine(player);

}

Console.WriteLine();

}

# Zip

var result2 = players.Zip(teams,

(player, team) => new

{

Name = player.Name,

Team = team.Name,

Country = team.Country

});

foreach (var player in result2)

{

Console.WriteLine("{0} - {1} ({2})", player.Name, player.Team, player.Country);

Console.WriteLine();

}

# All|Any

List<User> users = new List<User>()

{

new User { Name = "Tom", Age = 23 },

new User { Name = "Sam", Age = 43 },

new User { Name = "Bill", Age = 35 }

};

bool result1 = users.All(u => u.Age > 20); // true

bool result1 = users.Any(u => u.Age < 20); //false хотя бы один

# Отложенное и немедленное выполнение

var selectedTeams = from t in teams where t.ToUpper().StartsWith("Б") orderby t select t;

// выполнение LINQ-запроса

foreach (string s in selectedTeams)

Console.WriteLine(s);

То есть фактическое выполнение запроса происходит не в строке определения: var selectedTeams = from t..., а при переборе в цикле foreach.

После определения запроса он может выполняться множество раз. И до выполнения запроса источник данных может изменяться. Чтобы более наглядно увидеть это, мы можем изменить какой-либо элемент до перебора выборки:

var selectedTeams = from t in teams where t.ToUpper().StartsWith("Б") orderby t select t;

// изменение массива после определения LINQ-запроса

teams[1] = "Ювентус";

// выполнение LINQ-запроса

Немедленное выполнение запроса

С помощью ряда методов мы можем применить немедленное выполнение запроса.Это методы, которые возвращают одно атомарное значение или один элемент.Например, Count(), Average(), First() / FirstOrDefault(), Min(), Max() и т.д.Например, метод Count() возвращает числовое значение, которое представляет количество элементов в полученной последовательности.А метод First() возвращает первый элемент последовательности. Но чтобы выполнить эти методы, вначале надо получить саму последовательность, то есть результат запроса, и пройтись по ней циклом foreach, который вызывается неявно внутри структуры запроса.

Рассмотрим пример с методом Count(), который возвращает число элементов последовательности:

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

// определение и выполнение LINQ-запроса

int i = (from t in teams

where t.ToUpper().StartsWith("Б")

orderby t

select t).Count();

Console.WriteLine(i); //3

teams[1] = "Ювентус";

Console.WriteLine(i); //3

--------

string[] teams = { "Бавария", "Боруссия", "Реал Мадрид", "Манчестер Сити", "ПСЖ", "Барселона" };

// выполнение LINQ-запроса

var selectedTeams = (from t in teams

where t.ToUpper().StartsWith("Б")

orderby t

select t).ToList<string>();

// изменение массива никак не затронет список selectedTeams

teams[1] = "Ювентус";

foreach (string s in selectedTeams)

Console.WriteLine(s);

# Linq providers
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**Now let's achieve the same thing using LINQ to SQL.**  
**Step 1:** Create a new empty asp.net web application and name it **Demo**  
  
**Step 2:**Click on **"View"**menu item and select **"Server Explorer"**  
  
**Step 3:**In **"Server Explorer"**window, right click on **"Data Connections"**and select **"Add Connection"**option   
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**Step 4:** Specify your SQL Server name and the credentials to connect to SQL Server. At this point we should be connected to SQL Server from Visual Studio.  
  
**Step 5:** Adding **LINQ to SQL Classes**  
**a)** Right click on the **"Demo"**project in solution explorer and select **"Add New Item"**option  
**b)** In the **"Add New Item"**dialog box, select **"Data"**under **"Installed Templates"**  
**c)** Select **"LINQ to SQL Classes"**  
**d)** Set **Name = Sample.dbml**  
**e)** Finally click **"Add"**button

# SampleDataContext

protected void Page\_Load(object sender, EventArgs e)

        {

            SampleDataContext dataContext = new SampleDataContext();

            GridView1.DataSource = from student in dataContext.Students

                                   where student.Gender == "Male"

                                   select student;

            GridView1.DataBind();

        }

    }

# **LINQ query using Lambda Expressions.**

IEnumerable<Student>students=Student.GetAllStudents**()**

.Where**(**student=>student.Gender=="Male"**);**  
  
**LINQ query using using SQL like query expressions**

IEnumerable<Student>students=fromstudentinStudent.GetAllStudents**()**

wherestudent.Gender=="Male"

selectstudent**;**  
  
**To bind the results of this LINQ query to a GridView**  
GridView1.DataSource = students;  
GridView1.DataBind();

# **Aggregate Functions**

int[] Numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

            int smallestNumber = Numbers.Min();

            int smallestEvenNumber = Numbers.Where(n => n % 2 == 0).Min();

            int largestNumber = Numbers.Max();

            int largestEvenNumber = Numbers.Where(n => n % 2 == 0).Max();

            int sumOfAllNumbers = Numbers.Sum();

            int sumOfAllEvenNumbers = Numbers.Where(n => n % 2 == 0).Sum();

            int countOfAllNumbers = Numbers.Count();

            int countOfAllEvenNumbers = Numbers.Where(n => n % 2 == 0).Count();

            double averageOfAllNumbers = Numbers.Average();

            double averageOfAllEvenNumbers = Numbers.Where(n => n % 2 == 0).Average();

  string[] countries = { "India", "USA", "UK" };

            int minCount = countries.Min(x => x.Length);

            int maxCount = countries.Max(x => x.Length);

string[] countries = { "India", "US", "UK", "Canada", "Australia" };

            string result = countries.Aggregate((a, b) => a + ", " + b);

  int[] Numbers = { 2, 3, 4, 5 };

            int result = Numbers.Aggregate((a, b) => a \* b);

# Predicate

**What is a Predicate?**  
A predicate is a function to test each element for a condition  
  
In the following example, the Lambda expression (num => num % 2 == 0) runs for each element in List<int>. If the number is divisible by 2, then a boolean value true is returned otherwise false.

**So this means, the line below from the above example**

IEnumerable<int> evenNumbers = numbers.Where(num => num % 2 == 0);

**can be rewritten as shown below**

Func<int, bool> predicate = i => i % 2 == 0;

IEnumerable<int> evenNumbers = numbers.Where(predicate);

 List<int> numbers = new List<int> { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

            IEnumerable<int> evenNumbers = numbers.Where(num => IsEven(num));

            foreach (int evenNumber in evenNumbers)

            {

                Console.WriteLine(evenNumber);

            }

        }

        public static bool IsEven(int number)

        {

            if (number % 2 == 0)

            {

                return true;

            }

            else

            {

                return false;

            }

        }

List<int> numbers = new List<int> { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

            IEnumerable<int> evenNumberIndexPositions = numbers

                .Select((num, index) => new { Number = num, Index = index })

                .Where(x => x.Number % 2 == 0)

                .Select(x => x.Index);

            foreach (int evenNumber in evenNumberIndexPositions)

            {

                Console.WriteLine(evenNumber);

            }

# Model from Database

Add-> Items->ADO EDM

# EmployeeDBContext

 EmployeeDBContext context = new EmployeeDBContext();

            IEnumerable<Department> departments = context.Departments

                .Where(dept => dept.Name == "IT" || dept.Name == "HR");

            foreach (Department department in departments)

            {

                Console.WriteLine("Department Name = " + department.Name);

                foreach (Employee employee in department

                    .Employees.Where(emp => emp.Gender == "Male"))

                {

                    Console.WriteLine("\tEmployee Name = " + employee.FirstName

                        + " " + employee.LastName);

                }

                Console.WriteLine();

            }

# Projections

**Projection Operators (Select & SelectMany)** are used to transform the results of a query. In this video we will discuss **Select**operator and in a later video session we will discuss **SelectMany**operator.   
  
**Select clause**in SQL allows to specify what columns we want to retrieve. In a similar fashion LINQ SELECT standard query operator allows us to specify what properties we want to retrieve. It also allows us to perform calculations.  
  
**For example**, you may have a collection of Employee objects. The following are the properties of the **Employee**class.  
EmployeeID  
FirstName  
LastName  
AnnualSalay  
Gender  
  
**Now using the SELECT projection operator**  
**1.** We can select just **EmployeeID**property OR  
**2.** We can select multiple properties (**FirstName & Gender**) into an anonymous type OR  
**3.** Perform calculations   
    **a)** MonthlySalary = AnnualSalay/12  
    **b)** FullName = FirstName + " " + LastName

Projects **FirstName & Gender**properties of all employees into **anonymous type**.

var result = Employee.GetAllEmployees().Select(emp => new

                    {

                        FirstName = emp.FirstName,

                        Gender = emp.Gender

                    });

omputes **FullName and MonthlySalay**of all employees and projects these 2 new computed properties into anonymous type.

var result = Employee.GetAllEmployees().Select(emp => new

{

    FullName = emp.FirstName + " " + emp.LastName,

    MonthlySalary = emp.AnnualSalary / 12

});

Give **10% bonus**to all employees whose annual salary is greater than **50000**and project all such employee's **FirstName, AnnualSalay and Bonus**into anonymous type.

var result = Employee.GetAllEmployees()

                .Where(emp => emp.AnnualSalary > 50000)

                .Select(emp => new

                 {

                    Name = emp.FirstName,

                    Salary = emp.AnnualSalary,

                    Bonus = emp.AnnualSalary \* .1

                 });

# SelectMany

public static List<Student> GetAllStudetns()

    {

        List<Student> listStudents = new List<Student>

        {

            new Student

            {

                Name = "Tom",

                Gender = "Male",

                Subjects = new List<string> { "ASP.NET", "C#" }

            }

IEnumerable<string> allSubjects = Student.GetAllStudetns().SelectMany(s => s.Subjects);

foreach (string subject in allSubjects)

{

    Console.WriteLine(subject);

}

Rewrite **Example1**using **SQL like syntax.**When using SQL like syntax style, we don't use SelectMany, instead we will have an additional from clause, which will get it's data from the results of the first from clause.

IEnumerable<string> allSubjects = from student in Student.GetAllStudetns()

                                                            from subject in student.Subjects

                                                            select subject;

Projects each string to an **IEnumerable<char>**. In this example since we have 2 strings, there will be 2 IEnumerable<char> sequences, which are then flattened to form a single sequence i.e a single IEnumerable<char> sequence.

string[] stringArray =

{

    "ABCDEFGHIJKLMNOPQRSTUVWXYZ",

    "0123456789"

};

IEnumerable<char> result = stringArray.SelectMany(s => s);

foreach (char c in result)

{

    Console.WriteLine(c);

}

ewrite **Example3**using **SQL like syntax.**

string[] stringArray =

{

    "ABCDEFGHIJKLMNOPQRSTUVWXYZ",

    "0123456789"

};

IEnumerable<char> result = from s in stringArray

                                                from c in s

                                                select c;

foreach (char c in result)

{

    Console.WriteLine(c);

}

**Output:**  
Same output as in **Example 3**  
  
**Example 5:**Selects only the distinct subjects

IEnumerable<string> allSubjects = Student.GetAllStudetns()

                                                                   .SelectMany(s => s.Subjects).Distinct();

foreach (string subject in allSubjects)

{

    Console.WriteLine(subject);

}

Rewrite **Example 5**using **SQL like syntax.**

IEnumerable<string> allSubjects = (from student in Student.GetAllStudetns()

                                                             from subject in student.Subjects

                                                             select subject).Distinct();

foreach (string subject in allSubjects)

{

    Console.WriteLine(subject);

}

Selects student name along with all the subjects

var result = Student.GetAllStudetns().SelectMany(s => s.Subjects, (student, subject) =>

    new { StudentName = student.Name, Subject = subject });

foreach (var v in result)

{

    Console.WriteLine(v.StudentName + " - " + v.Subject);

}

# **Difference between Select and SelectMany in LINQ**

In this example, the **Select()**method returns **List of List<string>**. To print all the subjects we will have to use **2 nested foreach loops**.

IEnumerable<List<string>> result = Student.GetAllStudetns().Select(s => s.Subjects);

foreach (List<string> stringList in result)

{

    foreach (string str in stringList)

    {

        Console.WriteLine(str);

    }

}

**SelectMany()** on the other hand, flattens queries that return lists of lists into a **single list.**So in this case to print all the subjects we have to use just one foreach loop.

IEnumerable<string> result = Student.GetAllStudetns().SelectMany(s => s.Subjects);

foreach (string str in result)

{

    Console.WriteLine(str);

}

# **Ordering Operators in LINQ**

List<Student> listStudents = new List<Student>

        {

            new Student

            {

                StudentID= 101,

                Name = "Tom",

                TotalMarks = 800

            }

IEnumerable<Student> result = from student in Student.GetAllStudents()

                                                      orderby student.Name

                                                      select student;

IEnumerable<Student> result = Student.GetAllStudents().OrderByDescending(s => s.Name);

**The following 5 standard LINQ query operators belong to Ordering Operators category**  
OrderBy  
OrderByDescending  
ThenBy  
ThenByDescending  
Reverse

**a)** Sorts **Students**first by **TotalMarks**in ascending order(Primary Sort)   
**b)** The 4 Students with **TotalMarks**of **800,**will then be sorted by Name in ascending order (First Secondary Sort)  
**c)** The **2 Students**with **Name**of **John**, will then be sorted by **StudentID**in ascending order (Second Secondary Sort)

IEnumerable<Student> result = Student.GetAllStudetns()

    .OrderBy(s => s.TotalMarks).ThenBy(s => s.Name).ThenBy(s => s.StudentID);

foreach (Student student in result)

{

    Console.WriteLine(student.TotalMarks + "\t" + student.Name + "\t" + student.StudentID);

}

Rewrite **Example 1**using **SQL**like syntax. With SQL like syntax we donot use **ThenBy**or **ThenByDescending,**instead we specify the sort expressions using a comma separated list. The first sort expression will be used for primary sort and the subsequent sort expressions for secondary sort.

IEnumerable<Student> result = from student in Student.GetAllStudetns()

                                                      orderby student.TotalMarks, student.Name, student.StudentID

                                                      select student;

foreach (Student student in result)

{

    Console.WriteLine(student.TotalMarks + "\t" + student.Name + "\t" + student.StudentID);

}

Reverses the items in the collection. 

IEnumerable<Student> students = Student.GetAllStudetns();

Console.WriteLine("Before calling Reverse");

foreach (Student s in students)

{

    Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

}

Console.WriteLine();

IEnumerable<Student> result = students.Reverse();

Console.WriteLine("After calling Reverse");

foreach (Student s in result)

{

    Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

}

# **Partitioning Operators in LINQ**

Take  
Skip  
TakeWhile  
SkipWhile

**ake**method returns a specified number of elements from the start of the collection. The number of items to return is specified using the count parameter this method expects.  
  
**Skip**method skips a specified number of elements in a collection and then returns the remaining elements. The number of items to skip is specified using the count parameter this method expects.   
  
**Please Note:** For the same argument value, the Skip method returns all of the items that the Take method would not return.  
  
**TakeWhile**method returns elements from a collection as long as the given condition specified by the predicate is true.   
  
**SkipWhile**method skips elements in a collection as long as the given condition specified by the predicate is true, and then returns the remaining elements

Retrieves only the first 3 countries of the array.

string[] countries = { "Australia", "Canada", "Germany", "US", "India", "UK", "Italy" };

IEnumerable<string> result = countries.Take(3);

foreach (string country in result)

{

    Console.WriteLine(country);

}

Rewrite **Example 1**using SQL like syntax

string[] countries = { "Australia", "Canada", "Germany", "US", "India", "UK", "Italy" };

IEnumerable<string> result = (from country in countries

                                                   select country).Take(3);

Return countries starting from the beginning of the array until a country name is hit that does not have length greater than 2 characters.

string[] countries = { "Australia", "Canada", "Germany", "US", "India", "UK", "Italy" };

IEnumerable<string> result = countries.TakeWhile(s => s.Length > 2);

foreach (string country in result)

{

    Console.WriteLine(country);

}

Skip elements starting from the beginning of the array, until a country name is hit that does not have length greater than 2 characters, and then return the remaining elements.

string[] countries = { "Australia", "Canada", "Germany", "US", "India", "UK", "Italy" };

IEnumerable<string> result = countries.SkipWhile(s => s.Length > 2);

foreach (string country in result)

{

    Console.WriteLine(country);

}

# **Implement paging using skip and take operators**

List<Student> listStudents = new List<Student>

        {

            new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

            new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

  IEnumerable<Student> students = Student.GetAllStudetns();

            do

            {

                Console.WriteLine("Please enter Page Number - 1,2,3 or 4");

                int pageNumber = 0;

                if (int.TryParse(Console.ReadLine(), out pageNumber))

                {

                    if (pageNumber >= 1 && pageNumber <= 4)

                    {

                        int pageSize = 3;

                        IEnumerable<Student> result = students

                                                     .Skip((pageNumber - 1) \* pageSize).Take(pageSize);

                        Console.WriteLine();

                        Console.WriteLine("Displaying Page " + pageNumber);

                        foreach (Student student in result)

                        {

                            Console.WriteLine(student.StudentID + "\t" +

                                                                        student.Name + "\t" + student.TotalMarks);

                        }

                        Console.WriteLine();

                    }

                    else

                    {

                        Console.WriteLine("Page number must be an integer between 1 and 4");

                    }

                }

                else

                {

                    Console.WriteLine("Page number must be an integer between 1 and 4");

                }

            } while (1 == 1);

# **LINQ query deferred execution**

**LINQ operators can be broadly classified into 2 categories based on the behaviour of query execution**  
**1. Deferred or Lazy Operators -**These query operators use deferred execution.   
Examples - select, where, Take, Skip etc  
**2. Immediate or Greedy Operators -**These query operators use immediate execution.   
Examples - count, average, min, max, ToList etc

**LINQ Deferred Execution Example**

 List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            // LINQ Query is only defined here and is not executed at this point

            // If the query is executed at this point, the result should not display Tim

            IEnumerable<Student> result = from student in listStudents

                                          where student.TotalMarks == 800

                                          select student;

            // Add a new student object with TotalMarks = 800 to the source

            listStudents.Add(new Student { StudentID = 104, Name = "Tim", TotalMarks = 800 });

            // The above query is actually executed when we iterate thru the sequence

            // using the foreach loop. This is proved as Tim is also included in the result

            foreach (Student s in result)

            {

                Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

            }

**LINQ Immediate Execution Example 1**

 List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            // Since we are using ToList() which is a greedy operator

            // the LINQ Query is executed immediately at this point

            IEnumerable<Student> result = (from student in listStudents

                                           where student.TotalMarks == 800

                                           select student).ToList();

            // Adding a new student object with TotalMarks = 800 to the source

            // will have no effect on the result as the query is already executed

            listStudents.Add(new Student { StudentID = 104, Name = "Tim", TotalMarks = 800 });

            // The above query is executed at the point where it is defined.

            // This is proved as Tim is not included in the result

            foreach (Student s in result)

            {

                Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

            }

# **Conversion Operators in LINQ**

Convert int array to List<int>

  int[] numbers = { 1, 2, 3, 4, 5 };

            List<int> result = numbers.ToList();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

Convert int array to List<int>

int[] numbers = { 1, 2, 3, 4, 5 };

            List<int> result = numbers.ToList();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

Convert List<string> to string array. The items in the array should be sorted in ascending order.

      List<string> countries = new List<string> { "US", "India", "UK", "Australia", "Canada" };

            string[] result = (from country in countries

                               orderby country ascending

                               select country).ToArray();

            foreach (string str in result)

            {

                Console.WriteLine(str);

            }

Convert List<Student> to a Dictionary. StudentID should be the key and Name should be the value. In this example, we are using the overloaded of ToDictionary() that takes 2 parameters   
**a) keySelector** - A function to extract a key from each element  
**b) elementSelector** - A function to produce a result element from each element in the sequence

List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            Dictionary<int, string> result = listStudents

                                                                     .ToDictionary(x => x.StudentID, x => x.Name);

            foreach (KeyValuePair<int, string> kvp in result)

            {

                Console.WriteLine(kvp.Key + " " + kvp.Value);

            }

Convert List<Student> to a Dictionary. StudentID should be the key and Student object should be the value. In this example, we are using the overloaded of ToDictionary() that takes 1 parameter  
**a) keySelector** - A function to extract a key from each element

  List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            Dictionary<int, Student> result = listStudents.ToDictionary(x => x.StudentID);

            foreach (KeyValuePair<int, Student> kvp in result)

            {

                Console.WriteLine(kvp.Key + "\t" + kvp.Value.Name + "\t" + kvp.Value.TotalMarks);

Create 2 Lookups. First lookup should group Employees by JobTitle, and second lookup should group Employees by City

List<Employee> listEmployees = new List<Employee>

            {

                new Employee() { Name = "Ben", JobTitle = "Developer", City = "London" },

                new Employee() { Name = "John", JobTitle = "Sr. Developer", City ="Bangalore" },

                new Employee() { Name = "Steve", JobTitle = "Developer", City = "Bangalore"},

                new Employee() { Name = "Stuart", JobTitle = "Sr. Developer", City ="London" },

                new Employee() { Name = "Sara", JobTitle = "Developer", City = "London" },

                new Employee() { Name = "Pam", JobTitle = "Developer", City = "London" }

            };

            // Group employees by JobTitle

            var employeesByJobTitle = listEmployees.ToLookup(x => x.JobTitle);

            Console.WriteLine("Employees Grouped By JobTitle");

            foreach (var kvp in employeesByJobTitle)

            {

                Console.WriteLine(kvp.Key);

                // Lookup employees by JobTitle

                foreach (var item in employeesByJobTitle[kvp.Key])

                {

                    Console.WriteLine("\t" + item.Name + "\t" + item.JobTitle + "\t" + item.City);

                }

            }

# **Cast and OfType operators in LINQ**

**In this video we will discuss**  
**1.** Cast and OfType operators  
**2.** Difference between Cast and OfType operators  
**3.** When to use one over the other

**Cast operator**attempts to convert all of the items within an existing collection to another type and return them in a new collection. If an item fails conversion an exception will be thrown. This method uses deferred execution.

ArrayList list = new ArrayList();

            list.Add(1);

            list.Add(2);

            list.Add(3);

            // The following item causes an exception

            // list.Add("ABC");

            IEnumerable<int> result = list.Cast<int>();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

**OfType operator**will return only elements of the specified type. The other type elements are simply ignored and excluded from the result set.  
  
**Example :** In the example below, items **"4"**and **"ABC"**will be ignored from the result set. No exception will be thrown.

ArrayList list = new ArrayList();

            list.Add(1);

            list.Add(2);

            list.Add(3);

            list.Add("4");

            list.Add("ABC");

            IEnumerable<int> result = list.OfType<int>();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

**What is the difference between Cast and OfType operators**  
OfType operator returns only the elements of the specified type and the rest of the items in the collection will be ignored and excluded from the result.   
  
Cast operator will try to cast all the elements in the collection into the specified type. If some of the items fail conversion, InvalidCastException will be thrown.  
  
**When to use Cast over OfType and vice versa?**  
We would generally use Cast when the following 2 conditions are met  
**1.** We want to cast all the items in the collection &  
**2.** We know for sure the collection contains only elements of the specified type

# **AsEnumerable and AsQueryable in LINQ**

**Step 2:** Create a new Console Application. Name it **Demo**.  
  
**Step 3:**Right click on the Demo project in Solution Explorer and Add a new LINQ to SQL Classes. Name it **EmployeeDB.dbml**.  
  
**Step 4:**Click on **View**menu, and select **"Server Explorer".**  Expand **Data Connections**and then Drag and Drop **Employees**table onto **EmployeeDB.dbml**designer surface.

 EmployeeDBDataContext dbContext = new EmployeeDBDataContext();

            // TOP 5 Male Employees By Salary

            var result = dbContext.Employees.Where(x => x.Gender == "Male")

                                    .OrderByDescending(x => x.Salary).Take(5);

            Console.WriteLine("Top 5 Salaried Male Employees");

            foreach (Employee e in result)

            {

                Console.WriteLine(e.Name + "\t" + e.Gender + "\t" + e.Salary);

            }

**Step 6:** Now open **SQL Profiler**and run a new trace and then run the console application.  
  
**Step 7:**Notice that the following SQL Query is executed against the database.

exec sp\_executesql N'SELECT TOP (5) [t0].[ID], [t0].[Name], [t0].[Gender], [t0].[Salary]

FROM [dbo].[Employees] AS [t0]

WHERE [t0].[Gender] = @p0

ORDER BY [t0].[Salary] DESC',N'@p0 nvarchar(4000)',@p0=N'Male'

**Step 8:** Change the LINQ query in the console application   
  
**FROM**

varresult=dbContext.Employees.Where**(**x=>x.Gender=="Male"**)**

.OrderByDescending**(**x=>x.Salary**)**.Take**(**5**);**  
  
**TO**

varresult=dbContext.Employees.AsEnumerable**()**

.Where**(**x=>x.Gender=="Male"**)**

.OrderByDescending**(**x=>x.Salary**)**.Take**(**5**);**

**Step 9:**Run the console application and notice the query generated in SQL Profiler.

SELECT [t0].[ID], [t0].[Name], [t0].[Gender], [t0].[Salary]

FROM [dbo].[Employees] AS [t0]

**Summary:**   
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**AsEnumerable operator breaks the query into 2 parts**  
**1.** The "inside part" that is the query before AsEnumerable operator is executed as Linq-to-SQL  
**2.** The "ouside part" that is the query after AsEnumerable operator is executed as Linq-to-Objects  
  
So in this example the following SQL Query is executed against SQL Server, all the data is brought into the console application and then the WHERE, ORDERBY & TOP operators are applied on the client-side

SELECT [t0].[ID], [t0].[Name], [t0].[Gender], [t0].[Salary]

FROM [dbo].[Employees] AS [t0]

# **GroupBy in LINQ**

return new List<Employee>()

        {

            new Employee { ID = 1, Name = "Mark", Gender = "Male",

                                         Department = "IT", Salary = 45000 },

            new Employee { ID = 2, Name = "Steve", Gender = "Male",

                                         Department = "HR", Salary = 55000 }

Get Employee Count By Department

var employeeGroup = from employee in Employee.GetAllEmployees()

                    group employee by employee.Department;

foreach (var group in employeeGroup)

{

    Console.WriteLine("{0} - {1}", group.Key, group.Count());

}

**Output:**   
![linq group by](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAjCAIAAABHHv5rAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADVSURBVFiF7ZZRDoMwCIa7xYNxdI62BxNCLCBlsNSM78mgwN9KC2M0TdNEeIlWRKRnAJiNl1eJUBYj+Fu0ksPFU7NncSoGADu+LFpEW0AWpPj2ywXR+3DUhZ7PwHBspKemC0XH6uf0QkRE1CI8sjweKXrhnjbsWVTHb/4BoaZ5Z5qfOXVlZ3fHSBun2UBsH99zG3a7K8+zEXuJds5Mahs3VuwZD7QIhot/ylNFG1ULAJ6fGDumPLI2fgTLo+IgAoNnmdmrpp0siC664IxEP8vYNE3TpPIBxZBm6ni0DsQAAAAASUVORK5CYII=)

Get Employee Count By Department and also each employee and department name

var employeeGroup = from employee in Employee.GetAllEmployees()

                                      group employee by employee.Department;

foreach (var group in employeeGroup)

{

    Console.WriteLine("{0} - {1}", group.Key, group.Count());

    Console.WriteLine("----------");

    foreach (var employee in group)

    {

        Console.WriteLine(employee.Name + "\t" + employee.Department);

    }

    Console.WriteLine(); Console.WriteLine();

}

**Output:**   
![linq group by example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAADMCAIAAABx61NMAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAUSSURBVHic7Z1RkqUgDEWZqV6YS3dp82E1Q0EICQQJeM/Xa1TECDGXoB0CAAAAABzwhyy97zv+vq6rLMw2GRLPMqNyIX/J0tigrGW1cisei1zXtdAioWYUkpqBrIgWsa22A4VRvsPPvKpLHxQEHcGDT5lolL6reo667/u+71V2wfAhgFEIFHEKU27F7PoBAAAAsBNEnFLTLKeWl4UAAAAAcEE1TsnSPR3P84WzrYN5q+rM21MFGfAIWRgXDeatuOnIEYs4RJ630s3m890yhtLk+fzkuppUe8rT+tK6MafJuIyyi21kkcD3FMnVZltJ3bWXRYIqxdHMfsfORY7ejTzUS3mfveyiXnWQJjSzx3Z2zQtN0GzSLrcHgO0QzdFu9DR9sNc+qUDY66kRmah9DmON9mmebBcaKjmN0LOItrTFpmOthDMKeZ3RUgejXgh4wOho0uloz+4vujiFcbSZ3zFsYgdkO5lyAIAVCp/SzOOUDoUfw/Mc0Hvap6P1zNzlVAa1j+ULC9rrf9les7RPhEytNk+WHZ7tH+tsjtPZKLRPWl56GdUFkPvHOpfLKF3ehy8/hg/Np8iBUQgacQoZdJTP6WZo01fePU6P0j5OxDf9ZtgStryN34HrKcJbtzzWKrHXPuUx/NX6sUVkUPt86JE8S/s0BxTznHbYoWr0r2Qqh2ipifj93UIYpTtY2Kgv8HzIp8iBUQiq05HlZEqt3KGziE3K2lYrBwBYgTVvBFjzRvChR/Kr2ueA4Zahy/tcv4SK3tt0uGVYvu9zDP0q+WA+5Gjl0FMH2Y+HVPs4n0aC9gFgFdW8D7kyhcdPAmhK3qfPIS23RcRe+zRn7TdlivZhHsA1w5VpID+9iUEdvJU96LxIt9pTjhk1HVR7ykl3Xstc7VPLijjHwCi8JlrS4zbQPt3J6VVMXPNGhpUAAAAAAAAAAAAAAAAAAAAAgJU0/r9P+TtlXt5vbUJekWB/7T2g5Ylnd8vQl1skeDOKk2UsPcu7hOtlyRqYQ5xYJDBGYbzGVfnnqWQNWtKa4yqgl+kcPjMc7ZWQnuV9fPkUJ6jfDHsBRyvTAAAAALAQ0fdTQj20P6C8LAQAAACAC+g3w7Z+qWs8b6V+rX/fiR953ko3HbmvRVQ0vnVAftCgTHGQw4350IHz4dnwKVmLydQMP4blv61gfEe2SeFTQle2WPvy8eyXldNUSbmJP5YYPqmjfZouuZPau7121PCX1pn3qd3ntDz2NWaMzO4vfajjFNLdNPevVVJuGqcZp8xzZwCAxpq38k//TNE+adUOHw3d2GifkyyiwvIb1zGNIJE/nuG+3hWKa7h+CezKNw9djAkL+XgyCP9nWFYdczI/HWFE+6hXMjVPxuzgh35Ha3jujRxK6FiGnorL7LFNGt5Px/Hg6f7jUwoz4DtvQIbifR8G204x6JUnah8Vfrwpg1z76ML8d1huX+P/bSrZv6mVyvpf9tm64UNqH+3+jFYih2EWSQuf7iPap7+njO//BIHyi1SdmrFg86TqT8TLb1dz/6iVJGe3HTWXNu/jWbC8Exzr/hdHzUfWQgByf8ZrNuspD+FbTjZSFYIBAFRgzRsB1rwRYM0bwcQ1b93lyx+ZBmveajtof/Ob5DC+I9uk0z5pUCtpVnNYMSJwEiPah3a0KpmTOWYhV4L8KCssHW1Eq0Fq+2flTmSX8Zo3RhNJHG22Q59RztQ+2m5ozsS8j5atw2gAAABgkH+aWeu5ilC0ZAAAAABJRU5ErkJggg==)

Get Employee Count By Department and also each employee and department name. Data should be sorted first by Department in ascending order and then by Employee Name in ascending order.

var employeeGroup = from employee in Employee.GetAllEmployees()

                                      group employee by employee.Department into eGroup

                                      orderby eGroup.Key

                                      select new

                                      {

                                           Key = eGroup.Key,

                                           Employees = eGroup.OrderBy(x => x.Name)

                                      };

foreach (var group in employeeGroup)

{

    Console.WriteLine("{0} - {1}", group.Key, group.Employees.Count());

    Console.WriteLine("----------");

    foreach (var employee in group.Employees)

    {

        Console.WriteLine(employee.Name + "\t" + employee.Department);

    }

    Console.WriteLine(); Console.WriteLine();

}

**Output:**   
![groupby linq c# example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF0AAADKCAIAAABIcNtvAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAULSURBVHic7Z1bktwgDEVJKgtj6V5aPlyhCHqAMA/B3PPVgzE2apB1Ee4JAQAAAABe+UWLnucJIcQY2c85b/kM8utu4Xd71XSXMUbJUkOY1KwJg13W4MEowZtdtk+fxB/pgPK9pUN6B9gWlFP8GCUodlE8SIyxZbT39TBv+XmeXWbqnEcz/G7MyK+yBV/+xQ8Guyx7UqQLOXk2AQAAAMAX4vpLgRT7X1BOCwEAAADgmkr+iP7pnyH5L3Fd6m3lppUhU/5LW6+7yShWxHwAS26pYqKFLNZm5+BZ81EcL28Him7k6/VKFsnDQHueR7qNdKjHv7CnPf+QrudnOOT5Fnqoero5H1C9nlLBD5/87sDLn+VcQsc+j7eTub31dI+f4ePB6/2H4pLcwsS7o2Af6uBs+PFy9Fc9Sx8Vz+OiueM8RWKYPqKcaxQrFX2UjzT6PKYSSTrFVO5BT1X8S3Fb1XvV57b+WT/UjuJHikNK4/x4oSGc9VakO2s/5SOKB4kN+wN5v6u7cVo/2OPamNF+1ihm6SNrCCvVL8r96Clz/MK6nrxQGmstfreo0GeXavziwa/34EFPTdRHVo4Osn8K0Ec80Ec80Ec8E/VRNd6nl/DDAH30RRPNCCKG6CN+HrXMQHo3QyLgUSgKo+VrYOZR7nffu29pyPqd750+1a4N1kd5eYvY8RDasgzWR1J9qRF66DvX6iMATsPw+wwKY/3Fx5k/Sx91oAQLfjDpI9s+sjV4MPGA/XXW+vnzslE3rddTtnkU/xHaJAJbn3YsPyQdtUoTJWLUQ82X/vHyvf4bhrf303RpxYgtFzXYRfftHfXfQ43zYuz06dFHLbpmF8v0lJgP0HVNlPNEqYJUv0V8Se3QU/Q7hz4CAAAAAAAAAAAAAAAAAAAAAAAnGPbvmvandaNsk1mJ+H5A8UEvH0WxBWgjhv1Sko1G4WqDwZj9mPcxcT+mskeq5ay9A2eiXfo6lu/W2mgazCMe2IXH9v7R7P3F6/cvAwAAAOA88P+PIi0EAAAAgGts7zfqOFmaDSPyX/x6XWrC9PLpdnMkvue/zL/rdy6m/Jf5vXK2Xcl20iu7/jGve9Nx5Cd5OhBxvFwzffoQx8tl37+VufmjPHkYznEuYYhdaOa0CB/Wm0OKM/rij1ks+xGOgeD/HwELTeu7x33bU/RRLiIOlQJT9NGtzNJHoW18HjfpWLTxUsRjus4+d9KxaHZhu3piMNKBed/hHdOkSqffvX7U2OIXxe+6WnzatT8QAJCj6enG2egnbZSYlT8qTtM77MccCegjA6v1Ea0gCQXTtfZiGC/VPKS+vntWHMjnYfv6cNaI0PlB/sUE7MJj+N1zqdyh4zgjfwTA7VT+/xH9s52NummiPnpb+eKfNoYzc/XRZU57W/4okv9nRM89JSbW9ksFzsZU79CustKJrekWbby0dLg4GrnXn44zSviipylpiLEz+SxvtUgfHWcag11yfZT3sypG1gN9BIAHsL+OB/vreH7QOuY2fdR4ySMw7K8Lgj5Kh8KB8ZvESH10EyP10U38IL9rgs/DFh9eJH1UVPAA9BEAHjDoo2o+iK5XsnGgUn8US/VRRwd2PdS/66ORv0tsNcFik03URwk2V9tyPaV+arM6YRdg00epnHocUx/Y+qlND+sbNn2kl98EdAAP7MJTiV/YYIQ+vKshT19594StduFL4xtInn47E3+fwcqpXyYAAJj4C5Lt67kdhASiAAAAAElFTkSuQmCC)

Employee.GetAllEmployees().GroupBy(x => x.Department).OrderBy(c => c.Key)  
.Select(x => new  
{  
Key=x.Key,  
employee = x.OrderBy(c => c.Name)  
});

# **Group by multiple keys in linq**

  public static List<Employee> GetAllEmployees()

    {

        return new List<Employee>()

        {

            new Employee { ID = 1, Name = "Mark", Gender = "Male",   
                                         Department = "IT" },

            new Employee { ID = 2, Name = "Steve", Gender = "Male",   
                                         Department = "HR" },

Group employees by **Department**and then by **Gender**. The employee groups should be sorted first by **Department**and then by **Gender**in ascending order. Also, employees within each group must be sorted in ascending order by Name.

var employeeGroups = Employee.GetAllEmployees()

                                        .GroupBy(x => new { x.Department, x.Gender })

                                        .OrderBy(g => g.Key.Department).ThenBy(g => g.Key.Gender)

                                        .Select(g => new

                                        {

                                            Dept = g.Key.Department,

                                            Gender = g.Key.Gender,

                                            Employees = g.OrderBy(x => x.Name)

                                        });

foreach(var group in employeeGroups)

{

    Console.WriteLine("{0} department {1} employees count = {2}",

        group.Dept, group.Gender, group.Employees.Count());

    Console.WriteLine("--------------------------------------------");

    foreach (var employee in group.Employees)

    {

        Console.WriteLine(employee.Name + "\t" + employee.Gender

            + "\t" + employee.Department);

    }

    Console.WriteLine(); Console.WriteLine();

}

# **Element Operators in LINQ**

Returns the first element from the sequence

int[] numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int result = numbers.First();

Console.WriteLine("Result = " + result);

If the sequence does not contain any elements, then First() method throws an InvalidOperationException

Returns the first even number from the sequence

int[] numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int result = numbers.First(x => x % 2 == 0);

Console.WriteLine("Result = " + result);

**FirstOrDefault :** This is very similar to First, except that this method does not throw an exception when there are no elements in the sequence or when no element satisfies the condition specified by the predicate. Instead, a default value of the type that is expected is returned. For reference types the default is NULL and for value types the default depends on the actual type expected.  
  
**Example 5:**Returns ZERO. No element in the sequence satisfies the condition, so the default value (ZERO) for int is returned.

int[] numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int result = numbers.FirstOrDefault(x => x % 2 == 100);

Console.WriteLine("Result = " + result);

**Last :** Very similar to First, except it returns the last element of the sequence.

**Example 6:**Returns element from the sequence that is at index position 1.

int[] numbers = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int result = numbers.ElementAt(1);

Console.WriteLine("Result = " + result);

**Output:**  
Result = 2  
  
**Example 7:**Throws ArgumentOutOfRangeException

int[] numbers = { };

int result = numbers.ElementAt(0);

Console.WriteLine("Result = " + result);

**Single()**method throws an exception if the sequence is empty or has more than one element.  
  
**Example 9:**Throws InvalidOperationException as the sequence contains more than ONE element.

int[] numbers = { 1, 2 };

int result = numbers.Single();

Console.WriteLine("Result = " + result);

**Output:**  
Unhandled Exception: System.InvalidOperationException: Sequence contains more than one element  
  
**The second overloaded version of the Single() method is used to find the only element in a sequence that satisfies a given condition.** An exception will be thrown if any of the following is true  
**a)** If the sequence does not contain any elements OR  
**b)** If no element in the sequence satisfies the condition OR  
**c)** If more than one element in the sequence satisfies the condition  
  
**Example 10:**Throws InvalidOperationException as more than one element in the sequence satisfies the condition

int[] numbers = { 1, 2, 4 };

int result = numbers.Single(x => x % 2 == 0);

Console.WriteLine("Result = " + result);

**Output:**  
Unhandled Exception: System.InvalidOperationException: Sequence contains more than one matching element

**DefaultIfEmpty :** If the sequence on which this method is called is not empty, then the values of the original sequence are returned.  
  
**Example 12 :**Returns a copy of the original sequence

int[] numbers = { 1, 2, 3 };

IEnumerable<int> result = numbers.DefaultIfEmpty();

foreach (int i in result)

{

    Console.WriteLine(i);

}

**Output:**  
1  
2  
3

# **Group Join in LINQ**

public class Department

{

    public int ID { get; set; }

    public string Name { get; set; }

    public static List<Department> GetAllDepartments()

    {

        return new List<Department>()

        {

            new Department { ID = 1, Name = "IT"},

            new Department { ID = 2, Name = "HR"},

            new Department { ID = 3, Name = "Payroll"},

        };

    }

}

public class Employee

{

    public int ID { get; set; }

    public string Name { get; set; }

    public int DepartmentID { get; set; }

    public static List<Employee> GetAllEmployees()

    {

        return new List<Employee>()

        {

            new Employee { ID = 1, Name = "Mark", DepartmentID = 1 },

            new Employee { ID = 2, Name = "Steve", DepartmentID = 2 },

            new Employee { ID = 3, Name = "Ben", DepartmentID = 1 },

            new Employee { ID = 4, Name = "Philip", DepartmentID = 1 },

            new Employee { ID = 5, Name = "Mary", DepartmentID = 2 },

            new Employee { ID = 6, Name = "Valarie", DepartmentID = 2 },

            new Employee { ID = 7, Name = "John", DepartmentID = 1 },

            new Employee { ID = 8, Name = "Pam", DepartmentID = 1 },

            new Employee { ID = 9, Name = "Stacey", DepartmentID = 2 },

            new Employee { ID = 10, Name = "Andy", DepartmentID = 1}

        };

    }

}

var employeesByDepartment = Department.GetAllDepartments()

                                                                           .GroupJoin(Employee.GetAllEmployees(),

                                                                             d => d.ID,

                                                                             e => e.DepartmentID,

                                                                             (department, employees) => new

                                                                             {

                                                                                 Department = department,

                                                                                 Employees = employees

                                                                             });

foreach (var department in employeesByDepartment)

{

    Console.WriteLine(department.Department.Name);

    foreach (var employee in department.Employees)

    {

        Console.WriteLine(" " + employee.Name);

    }

    Console.WriteLine();

}

**Output:**   
![linq group join c# example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAAC+CAIAAAAZRN4UAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAARMSURBVHic7ZxRluQgCEXtObOwLL2WNh857diCRBCV2O9+pS07JaUiPkxSAgAA8J8vWvT5fPL1dV20sPooJn9oUW5x1fRWeUwYw1haRoal17DXAcPeBgx7G73rmFAOABBg5hjLPcGq0NEw0/JEnT1LdV7xbhYNiPtZ5nXU7n7EqpX8Hb+FvM25rksYt+Yh/Yiux+4W0Ej/JolTiHb1PKuSocd6Wlx9mjuN/te8KTcaUuX2tZqYO5nd0c2bsTtjxam2jRqWG3cPuUSWhKrdb3GqAHihixVLztmS3R6CXsfkWGlgeqxYlS+jd46lRlvLyKjnehnqoUjj3RRyyjkMxRTSQ3o6j1D91ttjNPbLYXtpT8CuA2Avo7Hi4+yii5icA/Ba9NSp2modM7RA0BEc8VnHBLQ2eNnsaRgrg9/0NFeIOUudq9NyixLMDsJK80j6IcfWz/dkQzkBB11RLt/FsfuxYw2zrGPsotTahpW4lEcb83ZsmwbFDnoL2jXjfNQ91vkTbt+hWTSP6kKutotj3f0sXZFWWOy7nTOa1C/TGFKu70WvYWYF6jXO4y38esPylKg2Y63yOMopAHtBDho56CAsykGn5UN3NAdNK1Tix6c41rfStunnFXcx/bziLo51HoptS3VxU8aKh8uAAJjQ6YqG5WiXwKjwii3/IRNd83hUo6IxGisKzr1lPBt5DTaD4rNA057cHpHoeiz+CMyon0Z6SySxIVZsKXa+zDJMjiFf1PNqZqsmq3PQyCkDAAAAAAAwizq6bykt2xN5WkafbQnLr08jvQ5efhOG2S4tXgvfY4LYEtyejGUownnsRJ2DBgCoMJ6leovTf0Y+rBjQtTi4+4BWJfOrPqvyEvbIYlXIJqB9h7rx3D1twfXN/af2lIH7qQRFDprm8h7Rts9xVOvewHL/ov22aUeUo7P1jBVbScqyvCcB7ZLs9FnH2E3aY/3WTehHAJxPNaFnH2YYR+cVPz9fvBoZyxtYJjTDnw3v4hbCRUfUp99oO8ooUVAdF3f1tndxz8bn6KwQkrOdvACcV2xA9zLVktDqxmOjwdlLPM4rvg2LmNM56X07R+tpJnrFvR5i+vsVvdD+RivemdNT/zG2pPeXv9dhKLKxora+EKmxQ7pUzdjvde6x8fqq2FKoNj1W1NZXxZZCNaPEHWptZYMYh2c0W/OefhmdV7m+4Ake70P/BYA4IAddeB7qhdZLGo8gB+2UgzaXq3ZMyTbH2HVG+LJWy3qu5Y8EJuagH4doT/+bmZWD1saQN47OdkUOWlu/KreFqSty0EIM2eM8qgrnLKE32uGAd3EDAAAAAABwCvxz0CXLYmrzPk3xBYKEOJvObfUjxz7KqFCpVLpfSxcQ7uNLs8eoeHJ9kwaktVLt6rmPmWaPeYl+n+DnFW06Yf6X9XKFz3GIFC89La1jgnjI2tAjHgoftZbQjUtrSvEeMRjVFaH7AQDO4h8Xp+ayGiLjOQAAAABJRU5ErkJggg==)   
  
**Example 2:** Rewrite **Example 1**using SQL like syntax.

var employeesByDepartment = from d in Department.GetAllDepartments()

                                                       join e in Employee.GetAllEmployees()

                                                       on d.ID equals e.DepartmentID into eGroup

                                                       select new

                                                       {

                                                          Department = d,

                                                          Employees = eGroup

                                                       };

# **Difference between group join and inner join in linq**

**The following query performs a GroupJoin on the 2 lists**

var result = from d in Department.GetAllDepartments()

                    join e in Employee.GetAllEmployees()

                    on d.ID equals e.DepartmentID into eGroup

                    select new

                    {

                       Department = d,

                       Employees = eGroup

                    };

Notice that we are using the **join**operator and the into keyword to group the results of the join. To perform group join using extension method syntax, we use **GroupJoin()**Extension method as shown below.

var result = Department.GetAllDepartments()

                                        .GroupJoin(Employee.GetAllEmployees(),

                                         d => d.ID,

                                         e => e.DepartmentID,

                                         (department, employees) => new

                                         {

                                              Department = department,

                                              Employees = employees

                                         });

The above 2 queries **groups employees by department**and would produce the following groups.   
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To print the **Department**and **Employee**Names we use 2 foreach loops as shown below.

foreach (var department in result)

{

    Console.WriteLine(department.Department.Name);

    foreach (var employee in department.Employees)

    {

        Console.WriteLine(" " + employee.Name);

    }

    Console.WriteLine();

}

The following query performs an **Inner Join**on the 2 lists

var result = from e in Employee.GetAllEmployees()

                    join d in Department.GetAllDepartments()

                    on e.DepartmentID equals d.ID

                    select new { e, d };

To perform an **inner join**using extension method syntax, we use **Join()**Extension method as shown below.

var result = Employee.GetAllEmployees()

                                     .Join(Department.GetAllDepartments(),

                                      e => e.DepartmentID,

                                      d => d.ID, (employee, department) => new

                                      {

                                           e = employee,

                                           d = department

                                      });

The above 2 queries would produce a **flat result set**as shown below   
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To print the **Department**and **Employee**Names we use just 1 foreach loop as shown below.

foreach (var employee in result)

{

    Console.WriteLine(employee.e.Name + "\t" + employee.d.Name);

}

# **Left Outer Join in LINQ**

Implement a **Left Outer Join**between **Employees**and **Department**collections and print all the Employees and their respective department names. Employees without a department, should display **"No Department"**against their name.

var result = from e in Employee.GetAllEmployees()

                    join d in Department.GetAllDepartments()

                    on e.DepartmentID equals d.ID into eGroup

                    from d in eGroup.DefaultIfEmpty()

                    select new

                    {

                         EmployeeName = e.Name,

                         DepartmentName = d == null ? "No Department" : d.Name

                    };

foreach (var v in result)

{

    Console.WriteLine(v.EmployeeName + "\t" + v.DepartmentName);

}

**Output:** Notice that, we also have **Mary**record in spite of she not having a department. So this is effectively a left outer join.   
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**Example 2 :** Rewrite **Example 1**using extension method syntax.

var result = Employee.GetAllEmployees()

                        .GroupJoin(Department.GetAllDepartments(),

                                e => e.DepartmentID,

                                d => d.ID,

                                (emp, depts) => new { emp, depts })

                        .SelectMany(z => z.depts.DefaultIfEmpty(),

                                (a, b) => new

                                {

                                        EmployeeName = a.emp.Name,

                                        DepartmentName = b == null ? "No Department" : b.Name

                                });

foreach (var v in result)

{

    Console.WriteLine(" " + v.EmployeeName + "\t" + v.DepartmentName);

}

# **Cross Join in LINQ**

 return new List<Department>()

        {

            new Department { ID = 1, Name = "IT"},

            new Department { ID = 2, Name = "HR"},

        };

  return new List<Employee>()

        {

            new Employee { ID = 1, Name = "Mark", DepartmentID = 1 },

            new Employee { ID = 2, Name = "Steve", DepartmentID = 2 },

            new Employee { ID = 3, Name = "Ben", DepartmentID = 1 },

            new Employee { ID = 4, Name = "Philip", DepartmentID = 1 },

            new Employee { ID = 5, Name = "Mary", DepartmentID = 2 },

        };

Cross Join **Employees**collection with **Departments**collections.

var result = from e in Employee.GetAllEmployees()

                    from d in Department.GetAllDepartments()

                    select new { e, d };

foreach (var v in result)

{

    Console.WriteLine(v.e.Name + "\t" + v.d.Name);

}

**Output:**We have 5 elements in **Employees**collection and 2 elements in **Departments**collection. In the result we have 10 elements, i.e the cartesian product of the elements present in Employees and Departments collection. Notice that every element from the Employees collection is combined with every element in the Departments collection.   
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**Example 2 :** Cross Join **Departments**collections with **Employees**collection

var result = from d in Department.GetAllDepartments()

                    from e in Employee.GetAllEmployees()

                    select new { e, d };

foreach (var v in result)

{

    Console.WriteLine(v.e.Name + "\t" + v.d.Name);

}

**Output:** Notice that the output in this case is slightly different from **Example 1**. In this case, every element from the Departments collection is combined with every element in the Employees collection.   
![cross join in linq example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAACBCAIAAADR+goKAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAPASURBVHic7ZtbluQgCIaZObOwLL2WNg912mPLTYwoJnxP3SZeiCK/qQCQJEnyEv7gos/nAwDXdZH/9vOtOFbX2gWgAddwA/grt4sb6sfPZtxF0xdX3sAaD/cs3wj3IDD/TO3Ky+y6LsFHht3HD3bmv6PET/ELiC6Nl0xAy0Ge+R6rmqtl8nGtaJaD7PMNxQbOjLJYSK8LuIMYjL9DTPsNxhcDvssbUDhsbFtgqtp1tMedJNshtD0wYiYg87V9E9LWb2P9OGp7TCjLOaZp+7omjh/kSiPPwuQxWR2cN8TM1/Ecl8NvhQ+am2Cs9/tBzzzWMypWGyJ4EGF8PTP99ltXb4QgMqjtsVPg8sZ9uEP+xiVgjvPkMV69n2sEXzLBtRNkQ02SgLDv7WvCus18bd+IGbK5ICzV9kcwTds39CyzsD6CUX6xIQ8npC/E9xGMZDxpz15NNhfbsoejVrXKZG1/FrY4b31p4U1q+ySxYvB58iSPK/b73v0NYp22HxhlacGJm9reHOd7huJ0/1iz07R9oVkL1tAih0zVv2Zh0PZ1Od4FTAMl7y9tLjsm2L7JkcuP44Hn+X5ebbwS58mgjeOfKg3GylX/epS2X3xYpH+x2cKR03Uujt/bL2C+tq+bCP665qa2VxTe8LA24qXt5WV2oe/tN77h6oGd+e8o8VPEwhvbc8qSWfG9fVgMy16WdMAslsj4avvypAI6PLh+b19q+dnMdS0PaSmLFXs/jto+tXpoDs6l5RRUCG2/a6nXwl5+EfpAbd9P5tJSzNX2fpYLcVQVV8o3OWRzQmfr51wQUWqPBoVXbJA7wzfIu44r4xveskHswlHb7zI12iNOklAcnEvrou2bkBZkG+tnjrbHxLfcxKtzaRWfb0ZGClXZ9/r/tiL4dnPJpu1VbyGHYnIK6/0cd7T9w3NpZRMGtT03b3V5LYeBsXbW/I9xcC6tGufvbytJ8jwOzqV10fb92jgmXtr+Ybw6l1aP87BKq1vx0valDvaZvZoMM1nbq51Zq2xkqbY/C/ZUB0gkl6dYFwbkAbOSJH4cnEu7VNsPjFIIwn70a/sH5tL28+pcWoO2h99uz3l4v2/LLai+dl/bH59LK3j1pX38//DzfL7MYFG0PRe0uSrAh9ye8qa1Mf86VdsvPixmLu1bOTiX1kXb102fuHn0a3sp1J1ouYnMpaUo7+2aQryWONG+BiE6lktmnyfrfH7gOttyeh8+gxjkbXmKcmfCDevZqe1L3wEdHk7PpSWJFaQWK/Z+Mpc2SZLkDfwHiTM9lGXtwzEAAAAASUVORK5CYII=)   
  
**Example 3 :** Rewrite **Example 1**using extension method syntax  
  
To implement **Cross Join**using extension method syntax, we could either use SelectMany() method or Join() method  
  
**Implementing cross join using SelectMany()**

var result = Employee.GetAllEmployees()

                        .SelectMany(e => Department.GetAllDepartments(), (e, d) => new { e, d });

foreach (var v in result)

{

    Console.WriteLine(v.e.Name + "\t" + v.d.Name);

}

**Implementing cross join using Join()**

var result = Employee.GetAllEmployees()

                                     .Join(Department.GetAllDepartments(),

                                               e => true,

                                               d => true,

                                               (e, d) => new { e, d });

foreach (var v in result)

{

    Console.WriteLine(v.e.Name + "\t" + v.d.Name);

}

# **Set operators in LINQ**

Return **distinct**country names. In this example the default comparer is being used and the comparison is case-sensitive, so in the output we see country USA 2 times. 

string[] countries = { "USA", "usa", "INDIA", "UK", "UK" };

var result = countries.Distinct();

foreach (var v in result)

{

    Console.WriteLine(v);

}

For the **comparison to be case-insensitive**, use the other overloaded version of **Distinct()**method to which we can pass a class that implements **IEqualityComparer**as an argument. In this case we see country USA only once in the output.

string[] countries = { "USA", "usa", "INDIA", "UK", "UK" };

var result = countries.Distinct(StringComparer.OrdinalIgnoreCase);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Example 3:**Notice that in the output we don't get unique employees. This is because, the default comparer is being used which will just check for object references being equal and not the individual property values.

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Distinct();

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output:**   
![linq distinct c# example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAAyCAIAAADKlYLXAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAFnSURBVGiB7ZhdDsQgCITdzR7Mo3u0fSBpDCCF1r/uzvfW1saRCjJNCQAAAAAAzOTVelBKyTmzO/WlfMruDIXEHDOyy9aAJGRHeRtqVH0EGyPHz4Hm9cze61t+VAU2O0TqVMCgzc7jJfcOQ83K5VGrqcW0olZnq2f8gZ6PNjPrlA0pYXqOitFCBkstMip8f9lstY+I6MeTJ0OKrCsWLznT48g5l1LYae5fVCwfnx4sopV6FEf7Xd5/yRdkC2PPOiemRv+lSmL91+V6DwDYB/jHGPCPMeAfY8A/wj/CPxrAP44F/jEM/CP8IwD/SAf/uCT/T/3jIO76x2i/1xe/f+zFXf+4nMli+vjHrVDrQ91PnPYixqK6+cdpFUQqUf0j+/BS2LWN2cc/LgkWEQ0EnWOXs7iDf1wYLInd6KfGlvRz1z8yfVsdBU6YeDuUv+wf69LuaRK3SpTdcSZHs7//E/BzAgAAAACz+QKQCZSZqrqROgAAAABJRU5ErkJggg==)   
  
**To solve the problem in Example 3, there are 3 ways**  
**1.** Use the other overloaded version of **Distinct()** method to which we can pass a custom class that implements **IEqualityComparer**  
**2.** Override **Equals()**and **GetHashCode()**methods in **Employee**class  
**3.** Project the properties into a **new anonymous type**, which overrides **Equals()**and **GetHashCode()**methods  
  
**Example 4 :**Using the overloaded version of **Distinct()**method to which we can pass a custom class that implements **IEqualityComparer**  
  
**Step 1 :**Create a custom class that implements **IEqualityComparer<T>** and implement **Equals()**and **GetHashCode()**methods

public class EmployeeComparer : IEqualityComparer<Employee>

{

    public bool Equals(Employee x, Employee y)

    {

        return x.ID == y.ID && x.Name == y.Name;

    }

    public int GetHashCode(Employee obj)

    {

        return obj.ID.GetHashCode() ^ obj.Name.GetHashCode();

    }

}

**Step 2 :** Pass an instance of **EmployeeComparer**as an argument to **Distinct()**method

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Distinct(new EmployeeComparer());

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output:**   
![iequalitycomparer example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAjCAIAAADgw0iQAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAFBSURBVGiB7ZhBDoQwCEU7Ew/Wo/dosyAxDVBKI7bV+W+nkvCLgGBKAAAAwJv5GM9KKTlndqe+lE/ZnVshMadHdtkySEK2h68tQpVFMBtpPwfy6/F+5RUeLcc2OwSoKyAwtZUwyUxhqKW3PFg1tZhWsOqS7No3i85mZg+yISVMz9kWWsgYqZ3kRMkmm62yhhh9Z7LZp965hsMkHTyOnHMphX2X7UMNF93TY0S06ovCJ+2VuUnaydHDdjYnlMbcpEpic9NQCwcATCZmp1tS292dLpCAnc4znt2Hf6e7QsBOt5wJYsJ2uq1Qm0A9EHSHCXaoyJ3u1u5gK1F3Ova+pTB/GobtdEtiRIyenz5NQ6Uas9MtjJHEHsdTIwFtAnY6Jmur7u6EiZdnfPlOV3drz3C3VVlsilEK1hT+J+D3AAAAAPADSL0UQa1+ITgAAAAASUVORK5CYII=)   
  
**Example 5 :**Override **Equals()**and **GetHashCode()**methods in **Employee**class

public class Employee

{

    public int ID { get; set; }

    public string Name { get; set; }

    public override bool Equals(object obj)

    {

        return this.ID == ((Employee)obj).ID && this.Name == ((Employee)obj).Name;

    }

    public override int GetHashCode()

    {

        return this.ID.GetHashCode() ^ this.Name.GetHashCode();

    }

}

**Example 6 :** Project the properties into a **new anonymous type**, which overrides **Equals()**and **GetHashCode()**methods

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Select(x => new { x.ID, x.Name }).Distinct();

foreach (var v in result)

{

    Console.WriteLine(" " + v.ID + "\t" + v.Name);

}

# **Union, Intersect and Except operators in LINQ**

**Union**combines two collections into one collection while removing the duplicate elements.  
  
**Example 1:**numbers1 and numbers2 collections are combined into a single collection. Notice that, the duplicate elements are removed.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Union(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![union in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAABnCAIAAACCQ4VyAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADUSURBVFiF7ZfRDsMgCEXZ0g/j0/m0PZg0HSNAKVrsvG9Nc1XgKAqw5BURKX/fAQ8AbGcNmogoskhTU9he7Ps3E4gYG/p28djgOzxvYEc+FFaCBeAoX023SXMRj+LnKdkN52YrqbFMBuFKOkua9rVFyM7fb9zm5DipbtMpUoAuLV+wNY+eeqHcpgc8bdEzCh8iGWV5v8EjyAzeS+TWYeag1J1rnZNFldffOl64xjIpz4aIzdCZSaf+iUlnozLOyeJvHCj0zBmL8hSa4t1971ny5NiW4ANCOcEolNhMhQAAAABJRU5ErkJggg==)

When **comparing elements**, just like **Distinct()**method, **Union(), Intersect()**and **Except()**methods work in a slightly different manner with **complex types**like **Employee, Customer**etc.   
  
**Example 2 :**Notice that in the output the duplicate employee objects are not removed. This is because, the default comparer is being used which will **just check for object references being equal**and not the individual property values.

List<Employee> list1 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Susy"},

    new Employee { ID = 103, Name = "Mary"}

};

List<Employee> list2 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 104, Name = "John"}

};

var result = list1.Union(list2);

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output :**   
![union in linq example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAABICAIAAABtMtw3AAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAJaSURBVHic7ZpdcsUgCIVtpwtz6S6tD85Yi4AY/3PP93ZNMhBEwrnqHAAAAAAA6OFLuhBC8N6TkfxneZWMTCU6kyySn9INrnDbzrfiB+tZhNxT3r+GaNdivX8Wf1jbOifEqOrA8ASnkSrzhcCuwe3xysmdkeKVr03L/U5afTor65FO9IT4k+qDRBkmtqQQaE7pHJU7kdZpK2u/s71XW6RKG9fhvQ8hkC+15aXaVt/tYYpICy1GUHqK9lPlrWVLottbE02ln2JdIv3Ug4oOANjFAN23a50fUV/KrwAZST/zcf3bMc/DNXZ7dd/nMEb37UX6s4XtJJoeyRmm+xQbM0gvZkxwu76TaIuUZGBxmCJNr83q4Saac6q0sSVMKZuagpVE3wOLvbqPuHtssVciS5yXpvxW3edqFdplcs+o77YsjvuoLgixR/8Qjmj0X8atuo/tKqda793v6+/oesh9mE2v7tu+tpfNTa/uOxB2IqXWwf1fudN1X7Vtm4SX9/vIlEs9s50xum9XnXLytCkS9dl0vm2/ryoG2TS0MED3nV+5dBbpPndeP8UWb4uT0H0moPsqHNUbvgSc87SCc55WcM7TCs55Wos6znmG/BFlynHO829Q5226r4rHOU870kLT2/Rb9/ssui93ifRTDyo6AGAXw3SfEz7AszFWmVN0H/vIGtKb6yHYr/vsT93OgP2+lG6HxKu6HpWWYqLu21KbFKo6LtVfEtBqigw755kurcksvZ9WeDypvbrv5PwayyfqvmcM2O8rr66UfqVFdlzSfex/VVPcBQAAAMBb+QWoILTPJg+jwQAAAABJRU5ErkJggg==)   
  
**Example 3 :**To solve the problem in **Example 2**, there are 3 ways  
**1.** Use the other overloaded version of **Union()**method to which we can pass a custom class that implements **IEqualityComparer**  
**2.**Override **Equals()**and **GetHashCode()**methods in **Employee**class  
**3.** Project the properties into a new anonymous type, which overrides **Equals()**and **GetHashCode()**methods

**Intersect()**returns the common elements between the 2 collections.  
  
**Example 4 :**Return common elements in numbers1 and numbers2 collections.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Intersect(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Except()** returns the elements that are present in the first collection but not in the second collection.  
  
**Example 5:**Return the elements that are present in the first collection but not in the second collection.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Except(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output :**   
![except in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAuCAIAAABMPRWSAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAACTSURBVEiJ7VZBDoAgDEPjw3j6nuaBZDG6kgKDoNLTAqGwjhVCWPgHNjQhIhrHGGu4RURZrjHCXrPJA4c5WpkCApPO6ygYOltdXd90lm/DoQNIgXMsfI0gS6IgG8pmKaIIyKXMXJoafZxLQd/Vg2jsbF1zg610XpScS/Fy+lS653256eJwU8Z1AHSGomek5/9lYSacSPxR5y41KPsAAAAASUVORK5CYII=)

# **Generation Operators in LINQ**

**Range operator generates a sequence of integers within a specified range.** This method has 2 integer parameters. The start parameter specifies the integer to start with and the count parameter specifies the number of sequential integers to generate.  
  
For example to print the first 10 even numbers without using LINQ, we would use a for loop as shown below.

for (int i = 1; i <= 10; i++)

{

    if (i % 2 == 0)

    {

        Console.WriteLine(i);

    }

}

To achieve the same using LINQ, we can use **Range**method as shown below.

var evenNumbers = Enumerable.Range(1, 10).Where(x => x % 2 == 0);

foreach (int i in evenNumbers)

{

    Console.WriteLine(i);

}

Output :    
![linq range example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAABHCAIAAACWOMCwAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADUSURBVFiF7ZdRDsQgCETtZg/G0TnafpiQjQ4W0LbbLu+rMc2II4iWkjyTDY4ys3wT0dQMzCxy398WXlMzd7z7odnVaXhXenctry7YChGaCipZWWSB3VDlYjuL5apWoHiBXFirwOMTLnPNMXPx8Yl7RWVlx3giqndi3ALXfqVRHJ93TWgu79ToiKgKXVlkp9RsVquFv7ob3y7v0rukZ+eO0hgXbyN9xjUjMCXBq8eSt9o/IO+kh3m1sJwFbT633NiKSHQDK9xyY1tNDwGRmLm+JMlhfADd+JY+Vo5gnwAAAABJRU5ErkJggg==)

**Repeat**operator is used to generate a sequence that contains one repeated value.  
  
**For example**the following code returns a string sequence that contains **5 "Hello" string objects**in it.

var result = Enumerable.Repeat("Hello", 5);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![linq repeat n times](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAABGCAIAAADjMktIAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADFSURBVGiB7ZVLDsMgDAXdKgfz0X20LrIAQSnGbvoRM6voBYiFCSMCAP/KrY/MTERUtXl+wTnspB48yv3cA3N6VPXp50e5n/fUdx3H0uh8v1bXGe6fmdWrSHUW66MZLs65znD/RpPDZcVY66/k2hog+H/03b+ItfvPc8/Vbz35hxsCPwX+xb8F/NuCf3Pg31mOf3cG/+LfAv5twb858O8sx787g3/xbwH/tuDfHPh3luPfncG/+LeAf1vwbw78O8vxLwB8hwd3JEp+1mLuyQAAAABJRU5ErkJggg==)

**Empty operator returns an empty sequence of the specified type**. For example  
Enumerable.Empty<int>() - Returns an empty IEnumerable<int>  
Enumerable.Empty<string>() - Returns an empty IEnumerable<string>

  IEnumerable<int> result = GetIntegerSequence() ?? Enumerable.Empty<int>();

        foreach (var v in result)

        {

            Console.WriteLine(v);

        }

# **Concat operator in LINQ**

**Concat operator concatenates two sequences into one sequence.**  
  
The following code will **concatenate both the integer sequences** (numbers1 & numbers2) into one integer sequence. Notice that the duplicate elements ARE NOT REMOVED.

int[] numbers1 = { 1, 2, 3 };

int[] numbers2 = { 1, 4, 5 };

var result = numbers1.Concat(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output :**   
![linq concat example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAABSCAIAAADb6mMrAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAACwSURBVFiF7VZbDoAgDKvGg3H0Hc0PEqJhwBwQHq6fxA72aB1g2ABElP/gVDMBXDpaAUSkf7YEi5KP+Ciuk3Ou5o7ZwOSMd9rfEn7OVn7OqlrFCKNNYyTamJOZj8IULNA0N6+AcbNdNZ6tPcwjvFavk456ZshyVbTu8+qwnWQf8h93kgL0NtRXGDzZM4sd4g1QwoRwSISxmEC9TD/5r8K+7l2l5+QSJ6nQzB5mO4lhGG4rUopSPPGIvQAAAABJRU5ErkJggg==)

**What is the difference between Concat and Union operators?**  
Concat operator combines 2 sequences into 1 sequence. Duplicate elements are not removed. It simply returns the items from the first sequence followed by the items from the second sequence.   
  
Union operator also combines 2 sequences into 1 sequence, but will remove the duplicate elements.

# **SequenceEqual Operator in LINQ**

**Example 1 :**SequenceEqual() returns true.  
  
string[] countries1 = { "USA", "India", "UK" };

string[] countries2 = { "USA", "India", "UK" };

var result = countries1.SequenceEqual(countries2);

Console.WriteLine("Are Equal = " + result);

**Example 2 :** In this case, **SequenceEqual()**returns false, as the default comparison is case sensitive.   
  
string[] countries1 = { "USA", "INDIA", "UK" };

string[] countries2 = { "usa", "india", "uk" };

var result = countries1.SequenceEqual(countries2);

Console.WriteLine("Are Equal = " + result);

**Example 3:**If we want the comparison to be **case-insensitive**, then use the other overloaded version of SequenceEqual() method to which we can pass an alternate comparer.  
  
string[] countries1 = { "USA", "INDIA", "UK" };

string[] countries2 = { "usa", "india", "uk" };

var result = countries1.SequenceEqual(countries2,StringComparer.OrdinalIgnoreCase);

Console.WriteLine("Are Equal = " + result);

**Example 4 :** SequenceEqual() returns false. This is because, although both the sequences contain same data, the data is not present in the same order.  
  
string[] countries1 = { "USA", "INDIA", "UK" };

string[] countries2 = { "UK", "INDIA", "USA" };

var result = countries1.SequenceEqual(countries2);

Console.WriteLine("Are Equal = " + result);

**Example 5 :** To fix the problem in Example 4, use **OrderBy()**to sort data in the source sequences.  
  
string[] countries1 = { "USA", "INDIA", "UK" };

string[] countries2 = { "UK", "INDIA", "USA" };

var result = countries1.OrderBy(c => c).SequenceEqual(countries2.OrderBy(c => c));

Console.WriteLine("Are Equal = " + result);

**Example 6 :** When comparing complex types, the default comparer will only check if the object references are equal. So, in this case SequenceEqual() returns false.  
  
List<Employee> list1 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Susy"},

};

List<Employee> list2 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Susy"},

};

var result = list1.SequenceEqual(list2);

Console.WriteLine("Are Equal = " + result);

**To solve the problem in Example 6, there are 3 ways**  
**1.** Use the other overloaded version of SequenceEqual() method to which we can pass a custom class that implements IEqualityComparer  
**2.** Override Equals() and GetHashCode() methods in Employee class  
**3.** Project the properties into a new anonymous type, which overrides Equals() and GetHashCode() methods

# **Quantifiers in LINQ**

All these methods return true or false depending on whether if some or all of the elements in a sequence satisfy a condition.  
  
**All()**method returns true if all the elements in a sequence satisfy a given condition, otherwise false.  
  
**Example 1 :**Returns true, as all the numbers are less than 10

int[] numbers = { 1, 2, 3, 4, 5 };

var result = numbers.All(x => x < 10);

Console.WriteLine(result);

There are 2 overloaded versions of **Any()**method. The version without any parameters checks if the sequence contains at least one element. The other version with a predicate parameter checks if the sequence contains at least one element that satisfies a given condition.  
  
**Example 2 :**Returns true as the sequence contains at least one element

int[] numbers = { 1, 2, 3, 4, 5 };

var result = numbers.Any();

Console.WriteLine(result);

**Example 3 :** Returns false as the sequence does not contain any element that satisfies the given condition (No element in the sequence is greater than 10)

int[] numbers = { 1, 2, 3, 4, 5 };

var result = numbers.Any(x => x > 10);

Console.WriteLine(result);

There are 2 overloaded versions of the **Contains()**method. One of the overloaded version checks if the sequence contains a specified element using the default equality comparer. The other overloaded version checks if the sequence contains a specified element using an alternate equality comparer.  
  
**Example 4 :**Returns true as the sequence contains number 3. In this case the default equality comparer is used.

int[] numbers = { 1, 2, 3, 4, 5 };

var result = numbers.Contains(3);

Console.WriteLine(result);

**Example 5 :** Returns true. In this case we are using an alternate equality comparer (StringComparer) for the comparison to be case-insensitive.

string[] countries = { "USA", "INDIA", "UK" };

var result = countries.Contains("india", StringComparer.OrdinalIgnoreCase);

Console.WriteLine(result);

When comparing complex types like **Employee, Customer**etc, the default comparer will only check if the object references are equal, and not the individual property values of the objects that are being compared.  
  
**Example 6 :**Returns false, as the default comparer will only check if the object references are equal.

List<Employee> employees = new List<Employee>()

{

    new Employee { ID = 101, Name = "Rosy"},

    new Employee { ID = 102, Name = "Susy"}

};

var result = employees.Contains(new Employee { ID = 101, Name = "Rosy" });

Console.WriteLine(result);

**To solve the problem in Example 6, there are 3 ways**  
**1.** Use the other overloaded version of **Contains()**method to which we can pass a custom class that implements **IEqualityComparer**  
**2.** Override **Equals()**and **GetHashCode()**methods in **Employee**class  
**3.** Project the properties into a new anonymous type, which overrides **Equals()**and **GetHashCode()**methods