# Intro

function User(name){

this.name = name;

this.sayHello = () => {

console.log('Hello ', this.name);

};

}

var Jhon = new User('Jhon');

Jhon.sayHello();

PS C:\Users\24Scroll\Desktop\Nodejs\1\Samples\001\_Simple> node main.js

## Module

require('./mod');

console.log('Hello from MAIN module!');

## Global

//Переменные обьявленные внутри модуля, являются локальными для модуля

var x = 10;

function test(){

console.log('Test function, number = ', x);

};

// что бы переменная была доступна в другом модуле, можно сделать ее свойством глобального обьекта

// для доступа к глобальному объекту используется переменная global

global.number = x;

global.func = test;

require('./mod');

console.log(number);

func();

## Exports

//На практике обьект global не используется

//Переменные обьявленные внутри модуля, являются локальными для модуля

var x = 10;

function test(){

console.log('Test function, number = ', x);

};

// для того чтобы сделать переменные доступны в другом модуле, необходимо добавить их в обьект exports

// exports - объект, который возвращается функцией require

exports.number = x;

exports.func = test;

// exports = x; // Error

var obj = require('./mod');

console.log(obj);

## Module

console.log('test module');

module.exports.x = 10;

module.exports.y = 15;

var mod = require('./mod.js');

// Объект module хранит информацию о текущем модуле

console.log(module);

//Module {

// id: '.', - путь к запускаемому файлу

// exports: {}, - обьект который возвращается функцией require

// parent: null, - родительский модуль

// filename: 'D:\\Node\\006\_Module\\main.js', - Абсолютный путь к файлу

// loaded: false, - статус обработки модуля

// children: - дочерние модули

// [ Module {

// id: 'D:\\Node\\006\_Module\\mod.js',

// exports: {},

// parent: [Circular],

// filename: 'D:\\Node\\006\_Module\\mod.js',

// loaded: true,

// children: [],

// paths: [Object] } ],

// paths: - пути по которым происходит поиск модуля

// [ 'D:\\Node\\006\_Module\\node\_modules',

// 'D:\\Node\\node\_modules',

// 'D:\\node\_modules' ] }

## Connect module

function CreateConnection(){

this.connect = () =>{

console.log('Connection established!');

}

}

function testConnection(){

console.log('Test connection...');

new CreateConnection().connect();

}

// проверяем является ли модуль подключаемым или запускаемым

// если модуль подключается, мы возвращаем функцию, если модуль запускается, устанавливаем тестовое соединение

if(module.parent){

module.exports = CreateConnection;

}

else{

testConnection();

}

var db = require('./dbConnection');

var cn = new db();

cn.connect();

## Load modules

/\* Алгоритм поиска модулей при вызыове функции require('имя\_модуля')

1. Если модуль является системным, происходит его загрузка

2. Если 'имя\_модуля' начинается со знака '/' - поиск модуля будет производится в корне файловой системы

3. Если 'имя\_модуля' начинается со знака '/', './', '../' - поиск осуществляется несколькими способами:

3.1 Происходит поиск файла 'имя\_модуля' по указанному пути (см. Загрузка файла)

3.2 Происходит поиск директории имя которой 'имя\_модуля' по указанному пути (см. Загрузка директории

4. Поиск папки node\_modules

4.1 Поиск модуля происходит в директории node\_modules

4.2 Если в текущем каталоге нет каталога node\_modules, происходит переход в каталог уровнем выше, и производится поиск в нее

5. Ошибка, модуль не найден

\*/

// Загрузка файла

// 1. Если 'имя\_модуля' или 'имя\_модуля.js' происходит загрузка JavaScript файла

// 2. Если 'имя\_модуля.json', происходит парсинг файла и загружается JavaScript объект

// 3. Если 'имя\_модуля.node', происходит загрузка бинарного файла

// Загрузка директории

// 1. Если 'имя\_модуля' соответствует имени директории и в ней есть файл package.json, происходит парсинг сожержимого в объект

// и поиск свойства main (в свойстве находится путь к загружаемым модулям).

// Если все прошло успешно, со свойства извлекается значение и происходит загрузка файла (см. Загрузка файла)

// 2. Если предыдущий пункт не выполнен, происходит загрузка файла с именем index (см. Зашрузка индекс файла)

// Загрузка index файла

// 1. Если 'имя\_модуля/index' или 'имя\_модуля/index.js' происходит загрузка JavaScript файла

// 2. Если 'имя\_модуля/index.json', происходит парсинг файла и загружается JavaScript объект

// 3. Если 'имя\_модуля/index.node', происходит загрузка бинарного файла

var obj = require('custom'); // Нужно ввести имя подключаемого файла

console.log(obj.name);
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Caching

// В node.js при первом подключении модуля происходит выполнение кода в подключаемом модуле, и модуль помещается в кеш

// при повторном подключени того же модуля, среда проверяет путь к подключаемому файлу, если в кеше уже есть такой путь, то возвраoается уже существующий объект

var user = require('./cache')

user.sayHello();

require('./sample');

user.sayHello();

module.exports = {

fname : "Ivan",

lname : "Ivanov",

age : 25,

sayHello : function () {

console.log('Hello! ', 'My name is ', this.fname, ' I\'m ', this.age, ' years old!')

}

}

var test = require('./cache');

test.fname = 'Sergey';

test.age = 30;

# Events

## Emitter

// Для работы с событиями, необходимо подключить модуль 'events'

var evt = require('events');

// Все обьекты которые генерируют события в Node.js должны быть экземплярами класса EventEmitter, или его наследников

var emitter = new evt.EventEmitter();

// Что бы установить слушателя на событие, необходимо воспользоваться методом on(), который доступен на обьекте события

emitter.on('create', function(){

console.log('Folder was created!');

});

// Метод emit предназначен для генерации события

emitter.emit('create');

## Custom events

var evt = require('events');

// Создаем функцию конструктор, которая будет унаследована от функции EventEmitter

// Объект созданый функцией позволит подключиться к файлу и считать из него данные

function ReadFile(){

this.\_file = "";

}

// В прототип ридера записываем объект EventEmitter что бы была возможность генерировать события

ReadFile.prototype = new evt.EventEmitter();

// fileName - имя файла

// callback - функция, которая вызовется после того как данные будут прочитаны

ReadFile.prototype.readDataFromFile = function(path, callback){

this.file = path;

if(typeof callback == 'function'){

this.on('readData', callback)

}

this.\_read();

};

ReadFile.prototype.\_read = function(){

console.log('Loading...');

var someDataFromFile = 'Text text text'; // данные считанные из файла

this.emit('readData', someDataFromFile);

console.log('Data was read.');

}

module.exports.Reader = ReadFile;

// Для работы с событиями, необходимо подключить модуль 'events'

var fileReader = require('./readFile.js');

// Создаем объект ридера

var reader = new fileReader.Reader();

// функция readDataFromFile подключается к файлу, считывает данные и передает в нашу callback функцию

reader.readDataFromFile('file.js', function(responce){

console.log(responce);

});

## Add Listener

'use strict'

var count = 0;

var print = () => {

count++;

console.log('Click - ', count);

}

// Для работы с событиями, необходимо подключить модуль 'events'

var evt = require('events');

var emt = new evt.EventEmitter;

// метод on и addListener добавляют обработчик на событие

emt.on('click', print);

emt.addListener('click', print);

// добавив обработчик с помощью метода once, обраюотчик сработает только один раз и будет удален

emt.once('click', print);

// Вызов обработчиков

emt.emit('click');

emt.emit('click');

## Synchronous

// Обработчики, которые установленны на определенное событие, вызываются синхронно

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

emt.on('event', function(){

console.log("Listener № 1");

});

emt.on('event', function(){

console.log("Listener № 2");

});

emt.on('event', function(){

console.log("Listener № 3");

});

// Генерируем событие myEvent и в функцию обработчик передаем 2 параметра

emt.emit('event');

## Asynchronous

// Обработчики, которые установленны на определенное событие, вызываются синхронно

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

emt.on('event', function(){

setImmediate(() => {

console.log("Listener № 1");

});

});

emt.on('event', function(){

console.log("Listener № 2");

});

emt.on('event', function(){

setImmediate(() => {

console.log("Listener № 3");

});

});

// Генерируем событие myEvent и в функцию обработчик передаем 2 параметра

emt.emit('event');

## Remove Listener

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

// Добавляем обработчик на событие myEvent

emt.on('myEvent', test);

console.log('Listener added!');

// Генерируем событие myEvent

emt.emit('myEvent');

// Удаляем обработчик с события myEvent

emt.removeListener('myEvent', test);

console.log('Listener removed!');

// Повторно генерируем событие myEvent

emt.emit('myEvent');

function test(){

console.log('test function!');

}

## Prepend Listener

// Для работы с событиями, необходимо подключить модуль 'events'

var evt = require('events');

var emt = new evt.EventEmitter;

emt.on('myEvent', function(){

console.log('test string 1');

});

// Метод prependListener добавляет подписчика в начало цепочки

emt.prependListener('myEvent', function(){

console.log('test string 2');

});

emt.once('once', function(){

console.log('First once listener');

});

// Метод prependListener добавляет подписчика в начало цепочки

emt.prependOnceListener('once', function(){

console.log('Seconds once listener');

});

emt.emit('myEvent');

emt.emit('once');

## Loggin event add and remove

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

var count = 0;

// придобавлении нового подписчика, генерируется событие newListener

emt.on('newListener', function(event, listener){

if(event == 'myEvent'){

console.log('myEvent was be added to emt.')

}

});

// когда подписчик удаляется, срабатывает событие removeListener

emt.on('removeListener', function(event, listener){

if(event == 'myEvent'){

console.log('myEvent was be remowed from emt.')

}

});

emt.on('myEvent', test);

console.log(emt.listenerCount('myEvent'));

emt.removeListener('myEvent', test);

console.log(emt.listenerCount('myEvent'));

function test(){

console.log('test event!');

}

## Parametrs

var evt = require('events');

var emitter = new evt.EventEmitter();

emitter.on('click', function(a, b){

console.log('function 1');

console.log(a, b);

});

emitter.on('click', function(){

console.log('function 2');

console.log(arguments);

});

emitter.emit('click', 1, 2);

## Arrow function

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

// Когда вызывается функция обработчик, ключевое слово this внутри нее указывает на объект EventEmitter,

// от этого можно избавиться используя стрелочную функцию

emt.on('myEvent', function(){

console.log('Ordinary function: ');

console.log(this);

});

emt.on('myEvent', () => {

console.log('Arrow function: ')

console.log(this)

});

// Генерируем событие myEvent и в функцию обработчик передаем 2 параметра

emt.emit('myEvent');

## Max Listener

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

// emt.setMaxListeners(20);

for (var index = 0; index < 10; index++) { // попробовать 11

(function(){

var current = index;

emt.on('myEvent', function(){

console.log(current);

});

})();

}

// функция возвразает количество зарегистрированных обработчиков указанного события

console.log('EMT has', emt.listenerCount('myEvent'), 'listeners.');

// Генерируем событие myEvent

emt.emit('myEvent');

## Listeners

var evt = require('events').EventEmitter;

// создаем обьект события

var emt = new evt();

emt.on('myEvent', function(){

console.log('First listener.');

});

emt.on('myEvent', function(){

console.log('Second listener.');

});

// метод listeners возвращает массив функций обработчиков для указаного события

var listeners = emt.listeners('myEvent');

for (var index = 0; index < listeners.length; index++) {

listeners[index]();

}

# Console

## Enviroment

### Cache

require('./test.js');

require('./simple.js');

console.log('Main file is loaded!');

console.log('');

console.log(require.cache); // свойство cache объекта require, хранит закешированные модули

### FileInfo

// \_\_dirname - глобальная переменная, хранит имя текущей директории

console.log("Directory name:", \_\_dirname);

// \_\_filename - глобальная переменная, хранит имя текущего файла

console.log("File name:", \_\_filename);

### Path1

// path модуль ядра, обеспечивающий обработку и преобразование путей к файлам

var path = require('path');

// С помощью метода basename можно получить имя файла с расширением

var filename = path.basename(\_\_filename);

console.log('Current file: ', filename);

// path.resolve - метод преобразующий относительный путь в абсолютный

console.log(path.resolve('./test'));

// метод возвразает расширение файла

var extension = path.extname(\_\_filename);

console.log('Current file, has', extension, 'extensions!');

// path.isAbsolute проверяет, является ли путь абсолютным

var abs = path.isAbsolute(\_\_dirname);

console.log('path.isAbsolute(', \_\_dirname, ') - ', abs);

console.log('path.isAbsolute(','public/myProject/test', ') - ', path.isAbsolute('public/myProject/test'));

### Path2

// path модуль ядра, обеспечивающий работу с путями директорий и файлов

var path = require('path');

var file = '004\_Path\_2.js';

// метод join предназначен для генерации путей, на основе принятых параметров

var filePath = path.join(\_\_dirname, file);

console.log(filePath);

// Парсит заданый путь и возвращает объект

var pathParts = path.parse(filePath);

console.log(pathParts);

console.log('Systems separator:', path.sep);

var objFormated = {

root: 'D:\\',

dir: 'D:\\Node\\003\_ConosleProgram\\001\_Environment',

base: '004\_Path\_2.js',

ext: '.js',

name: '004\_Path\_2'

}

// Метод format генерирует новый путь на основе свойств объекта

var obj = path.format(objFormated);

console.log(obj);

### Process

// Объект process является глобальным и всегда доступен, без подключения модулей.

// Этот объект предоставляет информацию и позволяет управлять текущим процессом

// Свойство хранит информацию о архитектуре процессора

console.log(process.arch);

// Свойство хранит путь по которому запускается Node js, путь по которому находится исполняемый файл, и аргументы командной строки

console.log(process.argv);

// возвразает путь к серверу

console.log(process.execPath);

// метод возвращает версию Node js

console.log(process.version);

// метод возвращает название платформы, на которой выполняется приложение

console.log(process.platform);

// возвращает информацию об использовании памяти

console.log(process.memoryUsage());

// {

// heapTotal: 1826816, - используемая движком V8, память

// heapUsed: 650472, - используемая движком V8, память

// external: 49879 - память используемая внешними библиотеками

// }

## Utils

### Inherits

var utils = require('util');

function Base(){

this.name = "Base function"

}

Base.prototype.say = function(){

console.log('Hello, this is a %s function', this.name);

}

function Derived(){

this.name = "Derived";

}

// Метод utils.inherits позволяет производить наследование

utils.inherits(Derived, Base);

Derived.prototype.getData = function(){

console.log('Some data from Derived function')

}

var derived = new Derived();

derived.getData();

derived.say();

### Format

var utils = require('util');

// %s - Строка

// %d - Число (целое или число с плавающей запятой)

// %j - JSON

// %% - символ '%'

var user = {

name : "Ivan",

age : 25,

salary : 10000,

bonus: 15

}

var str = utils.format('Hello, my name is %s. I\'m %d years old! My bonuses from the salary are %d%%', user.name, user.age, user.bonus);

console.log(str);

console.log();

console.log('%j', user);

### Inspect

var utils = require('util');

var user = {

name : "Ivan",

age : 25,

salary : 10000,

bonus: 15

}

var objInfo = utils.inspect(user);

console.log(objInfo);

var point = {

name : "A",

x : 10,

y : 20,

inspect : function(){

return utils.format('Point %s[%d:%d]', this.name, this.x, this.y);

}

}

console.log(point);

### Check type

var utils = require('util');

var obj = { name: "Some object" };

var numb = 10;

var str = "Some string";

var und = null;

var arr = [1,2,3,4,5];

console.log('arr is array:', utils.isArray(arr));

console.log('obj is object:', utils.isObject(obj));

console.log('numb is number:', utils.isNumber(numb));

console.log('str is string:', utils.isString(str));

console.log('und is NULL:', utils.isNull(und));

console.log('und is function:', utils.isFunction(und));

## Console

### Console

// Объект Console, является глобальным и обеспечивает простую отладку приложений в Node.js

// По умолчинию, объект console сконфигурирован на передачу информации в\из process.stdout и process.stdin

console.log('Simple message.');

console.info('Some data'); // алиас функции console.log()

console.error(new Error('Somthig wrong!'));

var name = "---";

console.warn('Danger ${name}!'); // алиас функции console.error()

var obj = {name : "Ivan", age : 25};

console.dir(obj);

### Console time

var arr = [];

// функция console.time(label) позволяет запустить таймер, для замера продолжительности выполнения операции.

console.time('1-st');

for (var index = 0; index < 1000000; index++) {

arr[index] = (index + 1) \* 2;

}

// функция console.timeEnd(label) останавливает таймер который был вызван функцией console.time(label)

console.timeEnd('1-st'); // Время в миллисекундах

### Buffer

// Класс Buffer позволяет работать с потоками двоичных данных.

// Он является глобальным объектом, поэтому не нужно использовать функцию require

// Метод Buffer.alloc - создает буфер, проинициализированный нулями на указанное количество байт

var buff1 = Buffer.alloc(10);

console.log('empty buffer:', buff1);

// Метод Buffer.allocUnsafe создает непроинициализированный буфер

var nibuff = Buffer.allocUnsafe(10);

console.log('uninitialized buffer:', nibuff);

console.log('Lenght of buffer:', buff1.length);

console.log(Buffer.byteLength('hello world', 'utf-8'));

var buff1 = Buffer.from([10, 20, 30, 40, 50, 60, 70, 80, 90]);

var buff2 = Buffer.from('Hello world!!!', 'utf8');

// Возможные значения кодировок

// 'ascii' - только для 7-битных ASCII-cтpoк. Этот метод кодирования очень быстрый, он сбрасывает старший бит символа;

// 'utf' - Uniсоdе-символы UTF-8;

// 'binary' - хранит двоичные данные в строке, используя младшие 8 бит каждого символа.

// 'base64' - строка, закодированная в системе Base64;

// 'hex' - кодирует каждый байт как два шестнадцатеричных символа

var buff3 = Buffer.from([50, 60, 70, 80, 90, 10, 20, 30, 40]);

console.log(buff1[2]);

// buf.compare(target[, targetStart[, targetEnd[, sourceStart[, sourceEnd]]]])

// метод сравнивает два буфера, и возвращает 0 - если буферы равны, 1 если buf > target, -1 если buf < target

console.log('Compare buffer:', buff1.compare(buff2));

console.log('index compare:', buff1.compare(buff3, 5, 9, 0, 4));

// Buffer.concat метод объединяющий несколько буферов в один

var newBuff = Buffer.concat([buff1, buff2]);

console.log(newBuff);

// метод проверяет является ли параметр типом Buffer

console.log(Buffer.isBuffer(newBuff));

var symb = buff2.indexOf('l');

console.log('Position of symbol \'l\' from start', symb);

symb = buff2.lastIndexOf('l');

console.log('Position of symbol \'l\' from end', symb);

// Типизированный массив, который хранит 16 разрядные значения

var arr1 = new Uint16Array(11);

// свойство buffer возвращает буфер на который указывает массив

const buf1 = Buffer.from(arr1.buffer);

var arr2 = new Uint16Array(4);

const buf2 = Buffer.from(arr2.buffer);

var arr4 = new Uint16Array(10);

const buf4 = Buffer.from(arr4.buffer);

// Метод buf.write(string[, offset][, length][, encoding]) - запись данных в буфер, аргументы:

// string - данные в строковом виде

// offset - индекс буфера, с которого начнется запись

// length - количество байтов для записи

// encoding - кодировка; по умолчанию utf-8

buf1.write('123', 2, 2);

buf2.write('1234', 2, 3);

// buf.toString([encoding][, start][, end]) - чтение данных из буфера, аргументы:

// encoding - кодировка; по умолчанию utf-8

// start - индекс, с которого начать чтение данных буфера

// end - индекс, до которого читать данные буфера

var bufData = buf1.toString('utf-8', 2, 3);

console.log(bufData); // 1

// конкатенация буферов: Buffer.concat(list[, totalLength]), аргументы:

// list - список буферов для конкатенации

// totalLength - длина буфера, получаемого в результате конкатенации

var buf3 = Buffer.concat([buf1, buf2], 28);

console.log(buf3.toString()); //12

// копирование буферов: buf.copy(targetBuffer[, targetStart][, sourceStart][, sourceEnd]), аргументы:

// targetBuffer - буфер, в который копировать данные

buf2.copy(buf4, 0, 0, 3);

console.log(buf4.toString());

## File Stream

### Fs

var fs = require('fs');

console.log("Going to open file!");

// открыть файл

// open(filename, flag, callback)

// filename - имя файла

// flag - флаг, который указывает каким образом открывать файлы

// r - открыть для чтения. Генерирует исключение при отсутствии файла;

//r+ - открыть для чтения и записи. Генерирует исключение при отсутствии файла;

//rs - открыть для чтения в синхронном режиме;

//rs+ - открыть для чтения и записи в синхронном режиме;

//w - открыть для записи. Если файл не существует, он будет создан. Если файл существует, его содержимое будет очищено;

//w+ - открыть для чтения и записи. Если файл не существует, он будет создан. Если файл существует, его содержимое будет очищено;

//а - открыть для записи в конец файла. Если файл не существует, он будет создан;

//а+ - открыть для чтения и записи в конец файла. Если файл не существует, он будет создан

// callback - функция, которая вызывается после завершения чтения

fs.open('demofile.txt', 'w+', function (err, fd) {

console.log('opening file!');

if (err) {

console.log(err);

}

else {

// Метод write - альтернатива методу writeFile; позволяет записать данные в файл и принимает такие аргументы:

// fd - дескриптор файла

// buffer - данные в виде буфера или строки,

// offset, length - определяют часть буфера, которую следует записать в файл

// position - отступ от начала файла, куда будут записаны данные

// callback - функция, принимающая аргументы err, written, string

fs.write(fd, 'This is the file content!', { encoding: 'utf-8' }, function (err, written, string) {

console.log('writing to file!');

if (err) throw err;

console.log(written); // written - количество байтов, которое потребовалось для записи данных

console.log(string); // строка, записанная в файл

});

var arr = new Uint16Array(1024);

var buf = Buffer.from(arr.buffer);

// Метод read позволяет читать данные из файла, принимает аргументы:

// fd -дескриптор файла

// buffer - буфер, в который будут помещены прочитанные данные

// offset, length - определяют часть буфера, которую следует записать в файл

// position - отступ от начала файла, данные которого считываются

// callback - функция, принимающая аргументы err, bytesRead, buffer

fs.read(fd, buf, 0, buf.length, 0, function (err, bytes) {

console.log('reading from file!');

if (err) throw err;

console.log(bytes);

console.log(buf.slice(0, bytes).toString());

})

// закрыть файл

fs.close(fd, function (err) {

if (err) throw err;

console.log('file closed!');

})

}

});

### writeFile

// Модуль fs предназначен для работы с файлами. методы содержащиеся в модуле имеют синхронную и асинхронную формы

var fs = require('fs');

var utils = require('util');

user = {

fname : "Ivan",

lname : "Ivanov",

age : 30,

position : "developer"

}

console.log('File writing...');

fs.writeFile('text.txt', utils.format('%j', user), function(err){

if(err){

console.log(err);

return;

}

console.log('File was wrote!');

});

### readFile

var fs = require('fs');

fs.exists('text.txt', function(){

fs.readFile('text.txt', {encoding : 'utf-8'}, function(err, data){

if(err){

console.log(err);

return;

}

console.log("it's- "+ data);

var obj = JSON.parse(data);

console.log(obj.fname, obj.lname, obj.age, obj.position);

});

});

### readDir

var fs = require('fs');

fs.readdir('testdir', function(err, filenames){

console.log(filenames);

});

### Watcher

var fs = require('fs');

fs.watch('text.txt', function(event, filename){

console.log('File %s is %s.', filename, event);

});

fs.writeFile('text.txt', 'test string', function(err){

if(err) throw err;

console.log('data was wrote');

});

## Stream

### Read and write stream

// Потоки(Streams) - объекты, которые позволяют считывать данные или записывать данные в источник в непрерывном режиме.

// В NodeJS есть 4 типа потоков:

// Readable - поток, который используется для операций чтения

// Writable - поток, который используется для операци записи

// Duplex - поток, который может быть использован и для операций чтения, и для операций записи

// Transform - тип duplex-потока, в котором выходные данные рассчитываеются на основе входных данных

var fs = require('fs');

var writeData = 'This is the file content!';

// поток для записи данных

// генерирует события error(при ошибке), finish(при завершении текущей операции записи данных)

var writerStream = fs.createWriteStream('output.txt');

writerStream.write(writeData, 'utf-8');

writerStream.end();

writerStream.on('finish', function() {

console.log('Write completed');

});

writerStream.on('error', function(err) {

console.log(err);

});

// поток для чтения данных

// генерирует события error(при ошибке), data(когда данные доступны для чтения),

// end(когда больше нет доступных данных для чтения)

var readData = '';

var readerStream = fs.createReadStream('output.txt');

readerStream.setEncoding('UTF8');

readerStream.on('data', function (chunk) {

readData += chunk;

});

readerStream.on('end', function () {

console.log(readData);

});

readerStream.on('error', function (err) {

console.log(err);

});

### Pipe stream

// Piping streams - перенаправление данных одного потока к другому потоку

var fs = require("fs");

// создать поток для чтения данных

var readerStream = fs.createReadStream('input.txt');

// создать поток для записи данных

var writerStream = fs.createWriteStream('output.txt');

// передача данных потока readerStream потоку writerStream

readerStream.pipe(writerStream);

writerStream.on('finish', function () {

console.log('data written to file output.txt')

});

## Mock url

var url = require('url');

// Строка URL - структурированная строка, состоящая из многочисленных значимых компонентов.

// При применении к ней метода parse возвращается объект URL, содержащий все эти компоненты в качестве свойств

var mockUrl = 'http://user:pass@host.com:8080/p/a/t/h?query=string#hash';

// при вызове url.parse со вторым параметром true

// функция будет парсить параметры запроса(queryString)

var mockUrlObj = url.parse(mockUrl);

console.log(mockUrlObj);

// метод url.format преобразует объект URL в строку URL

var formattedUrl = url.format(mockUrlObj);

console.log(formattedUrl);

// метод url.resolve(from, to) преобразует второй аргумент(целевой URL) по образцу первого аргумента(базовый URL)

var resolvedUrl = url.resolve('http://example.com/one/two', '/two/three');

console.log(resolvedUrl); // 'http://example.com/two/three'

## Timers

// setTimeout(callback, delay[, ...arg])

// callback - функция, которая будет вызвана через указанный интервал времени

// delay - задержка (в миллисекундах)

// ...arg - аргументы, которые будут использованы при вызове callback

var timeout = setTimeout(function () {

console.log('timeout example');

}, 2000)

// clearTimeout(timeout); // отмена setTimeout

// setInterval(callback, delay[, ...arg])

// callback - функция, которая будет вызвана через указанный интервал времени

// delay - задержка (в миллисекундах)

// ...arg - аргументы, которые будут использованы при вызове callback

var counter = 0;

var interval = setInterval(function () {

console.log('interval ' + counter);

counter++;

if (counter > 10) {

clearInterval(interval); // отмена setInterval

}

}, 100)

# Http

## createServer

var http = require('http');

var server = http.createServer();

var server = http.Server();

server.on('request', function(request, response){

console.log('Connection established!');

console.log(request.method);

// Завершает конфигурацию ответ

response.end();

// response.end("Responce is configured!", 'utf8', () => { console.log('finish'); });

});

server.listen(8080)

server.on('listening', function(){

console.log('Server running on port 8080');

});

## write and writeHead

var http = require("http");

var server = http.createServer(function(request, response) {

// writeHead - метод позволяет записать в ответ заголовки и статус код

response.writeHead(200, {"Content-Type": "text/plain"});

// write - метод позволяет создать тело ответа в виде потока writeable Stream

response.write("Hello World");

// end - завершает конфигурациюответа и отправляет его

response.end();

}).listen(8080, function(){

console.log('Server running on port 8080');

});

## request

var http = require('http');

var utils = require('util');

http.createServer(function(req, res){

var requestInfo = utils.format('HTTPVersion: %s \nMethod: %s \nStatus code: %s \nMessage: %s \nURL: %s',

// верисия http протокола

req.httpVersion,

// http глагол

req.method,

// статус код

req.statusCode,

// текстовое описание статус кода

req.statusMessage,

// запрашиваемый ресурс

req.url);

console.log(requestInfo);

console.log();

// headers - свойство содержит объект с заголовками

for (var key in req.headers) {

console.log(key, ":", req.headers[key]);

}

// отправляем ответ клиенту

res.end();

}).listen(8080, 'localhost');

## headers

var http = require('http');

http.createServer(function(req, res){

// возвращает массив c заголовками, четные элементы массива - имена заголовков, нечетные - значения заголовков

console.log(req.rawHeaders);

// setHeader - метод записывает в ответ указаный заголовок и его значение

res.setHeader('Content-Type', 'text/plain');

//

var ct = res.getHeader('Content-Type');

console.log(ct);

// свойство определяет будет ли сервр отправлять заголовок Date. Если значение свойства false - дата не отправляется

res.sendDate = false;

//

console.log(res.headersSent);

res.end('<h1>Test page</h1>');

console.log(res.headersSent);

}).listen(8080);

## returnPage

var http = require('http');

var url = require('url');

var fs = require('fs');

http.createServer(function(req, res){

var path = url.parse(req.url).pathname;

path = '005\_returnPage/' + path.substr(1);

console.log(path);

fs.readFile(path, function(err, data){

if(err){

console.log(err);

res.writeHead(404, { 'Content-Type' : 'text/plain'});

res.end('Not Found!');

}

else{

res.writeHead(200, { 'Content-Type' : 'text/html'});

res.write(data.toString());

console.log(data.toString());

console.log('data was sent');

res.end();

}

});

}).listen(8080, function(){

console.log('Server starting!');

});

## queryParam

const http = require('http');

const url = require('url');

const server = http.createServer();

var port = 8080;

server.on('request', function(req, res) {

var method = req.method;

var \_url = req.url;

    console.log('Method:', method, '; URL:', \_url);

    var parsed = url.parse(req.url, true);

    console.log(parsed);

    if (parsed.pathname == '/test' && parsed.query.message) {

        res.statusCode = 200; // OK

        res.end(parsed.query.message);

    }

    else {

        res.statusCode = 404; // Not Found

        res.end('Page not found on server!');

    }

});

server.listen(port);

server.on('listening', function() {

    console.log('Server running on port ' + port);

})

## get

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.6/css/bootstrap.min.css" />

<title>Just a Page</title>

<script>

window.onload = function() {

    var btn = document.getElementById('btn');

    var container = document.getElementById('output');

        // функция для отправки GET запроса при нажатии на кнопку

    function makeRequest() {

        var xhr = new XMLHttpRequest();

        xhr.open('GET', 'request');

        xhr.onload = function() {

                container.innerHTML += this.responseText;

        };

        xhr.onerror = function() {

                console.log('error!');

        };

        xhr.send();

    };

    btn.addEventListener('click', makeRequest);

};

</script>

</head>

<body>

<button class="btn-lg btn btn-success" id="btn">Get Data!!!</button>

<div id="output"></div>

</body>

</html>

var http = require('http');

var fs = require('fs');

var url = require('url');

var path = require('path');

var port = 8080;

const server = http.createServer(function(req, res) {

    // обработка ошибок запросов

    req.on('error', function(err) {

       console.log(err);

    });

console.log(req);

if (req.url == '/') {

// чтение файла index.html

var file\_path = path.join(\_\_dirname, '009\_index.html');

fs.readFile(file\_path, function (err, data) {

// обработка ошибок

if (err) {

console.log(err);

res.writeHead(404, { 'Content-Type': 'text/plain' });

res.write('Not Found!');

} else {

res.writeHead(200, { 'Content-Type': 'text/html' });

// записать в овет содержимое читаемого файла

res.write(data.toString());

}

res.end();

});

}

else if (req.url == '/request') {

res.writeHead(200, { 'Content-Type': 'text/html' });

res.write('<h2>Data from server!</h2>');

res.end();

console.log('data sent!');

}

else {

res.writeHead(404, { 'Content-Type': 'text/html' });

res.end('Resource not found');

}

}).listen(port);

console.log('server running on port ' + port);

## post

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.6/css/bootstrap.min.css" />

<title>Just a Page</title>

<script>

window.onload = function() {

    var btn = document.getElementById('btn');

    var container = document.getElementById('output');

    function makeRequest(data) {

        var xhr = new XMLHttpRequest();

        xhr.open('POST', 'data');

        xhr.onload = function() {

var data = JSON.parse(this.responseText);

            for (var i = 0; i < data.length; i++) {

container.innerHTML += `Product: ${data[i].name} - ${data[i].price}$ <br/>`;

}

        };

        xhr.onerror = function() {

            console.log('error!!!');

        };

        xhr.send(data);

    };

    btn.addEventListener('click', function() {

var data = '<h3>This is some data!</h3>';

makeRequest(data);

});

};

</script>

</head>

<body>

<button class="btn-lg btn btn-success" id="btn">Get Data!!!</button>

<div id="output"></div>

</body>

</html>

var http = require('http');

var fs = require('fs');

var url = require('url');

var path = require('path');

var port = 8080;

var data = [

{name : 'Book', price : 10},

{name : 'Pen', price : 20},

{name : 'Lamp', price : 30},

{name : 'Pencil', price : 40},

{name : 'Desk', price : 50}

];

var server = http.createServer(function(req, res) {

// обработка ошибок запросв

req.on('error', function (err) {

console.log(err);

});

if (req.url == "/") {

// чтение файла index.html

var file\_path = path.join(\_\_dirname, '010\_index.html');

fs.readFile(file\_path, function (err, data) {

// обработка ошибок

if (err) {

console.log(err);

res.writeHead(404, { 'Content-Type': 'text/plain' });

res.write('Not Found!');

} else {

res.writeHead(200, { 'Content-Type': 'text/html' });

// записать в овет содержимое читаемого файла

res.write(data.toString());

}

res.end();

})

} else if (req.url == "/data") {

var body = '';

// получение данных POST запроса

req.on('data', function () {

body = data.toString();

// создание тела ответа

res.writeHead(200, { 'Content-Type': 'application/json' });

res.write(JSON.stringify(data));

res.end();

console.log('data sent!');

});

} else {

res.writeHead(404, { 'Content-Type': 'text/html' });

res.end('Resource not found');

}

}).listen(port);

console.log('server running on port ' + port);

## getHandle

// сервер для обработки запроса

var server = http.createServer(function (req, res) {

console.log('request')

res.end('GET request path: ' + req.url);

}).listen(port);

## postHandle

var http = require('http');

var fs = require('fs');

var url = require('url');

var port = 8080;

var server = http.createServer(function(req, res) {

console.log(res);

     var body = '';

    // обработка ошибок запросв

    req.on('error', function(err) {

       console.log(err);

    });

    // получение данных POST запроса

    req.on('data', function(data) {

       body = data.toString();

       // создание тела ответа

       res.writeHead(200, {'Content-Type': 'text/html'});

        res.write(body);

        res.end();

        console.log(`data from request: ${body}`);

    });

}).listen(port);

## request method

var http = require('http');

http.createServer(function (req, res) {

// формирование разных ответов сервера для запросов с различными HTTP методами

switch (req.method) {

case 'GET': {

var response\_text = 'GET request to path ' + req.url

console.log(response\_text);

res.end(response\_text);

break;

}

case 'POST': {

var response\_text = 'POST request to path ' + req.url

console.log(response\_text);

res.end(response\_text)

break;

}

}

}).listen(8080);

# Express

## simple

// создаем приложение, которое будет принимать запросы, обрабатывать их, и отправлять ответы

var app = express();

// обработчик, который будет срабатывать на get запросы, для маршрута '/'

app.get('/', function(request, response){

console.log(request.url);

response.send('<h1>Hello, world!</h1>');

});

app.get('/about', function(request, response){

console.log(request.url);

response.send('<h1>About Page</h1>');

});

app.get('/products', function(request, response){

console.log(request.url);

response.send('<h1>Products Page</h1>');

});

app.listen(8080);

## route pattern

var express = require('express');

var app = express();

// в качестве маршрута можно задать регулярное выражение, которому должен соответствовать маршрут

app.get('/[a-zA-Z]\*\.html$/', function(request, response){

response.send(request.url);

response.end();

});

app.listen(8080, function(){

console.log('Server started on port: 8080');

})

## acceptable

var express = require('express');

var app = express();

var port = 8080;

// метод all позволяет установить обработчик на маршруты, при обращении к которым протокол не имеет значения

app.all('\*', function(req, res) {

// http метод => GET

    console.log('method: ' + req.method);

// параметры адресной строки в виде объекта

    console.log('query: ' + req.query);

// протокол (http или https)

    console.log('protocol: ' + req.protocol);

// true или false(true если req.protocol == 'https')

    console.log('secure: ' + req.secure);

    // req.accepts - метод, который проверяет типы данных (MIME type), которые допустимы

    // для данного запроса. Если тип данных недопустим, возвращает false

    console.log('accepts: ' + req.accepts(['text/html', 'application/json']));

// возвращает указанный заголовок запроса

console.log('content type header: ' + req.get('Content-Type'));

console.log('------------------------');

    res.end();

});

app.listen(port, function() {

    console.log('app running on port ' + port);

});

## response cookie

var express = require('express');

var http = require('http');

var path = require('path');

var app = express();

var port = 8080;

app.get('/', function(req, res) {

    // метод cookie позволяет создавать cookies

    res.cookie('someCookie', 'this is a cookie', {

        httpOnly: true,

maxAge: 2000

    });

    res.cookie('anotherCookie', 'this is another cookie!');

    // удалить cookie

    res.clearCookie('anotherCookie');

    // метод sendFile позволяет указывать в ответе файл для чтения браузером

    res.sendFile(path.join(\_\_dirname,'/data/007\_index.html'));

});

app.listen(port, function() {

    console.log('app running on port ' + port);

});

## set headers

var express = require('express');

var app = express();

var port = 8080;

app.get('/', function(req, res) {

// res.locals = свойство, хранящее локальные переменные данного цикла request/response

    res.locals.prop1 = 'this is a response property!';

    console.log(res.locals.prop1);

    // метод res.append позволяет установить заголовки ответа

    res.append('Set-Cookie', 'foo=bar; Path=/; HttpOnly');

    res.append('Warning', '199 Miscellaneous warning');

    // метод res.set делает то же самое

    res.set('Cache-Control', 'no-cache');

res.send('<h1>Sample Response</h1>' + '<h3>' + res.locals.prop1 + '</h3>');

});

app.listen(port, function() {

    console.log('app running on port ' + port);

});

## route params

var express = require('express');

var app = express();

// В маршрутах допустимо задавать параметры, для этого необходимо в маршруте определить сегмент, в котором будет находится параметр

// для передачи параметра в сегменте, необходимо перед именем параметра установить двоеточие (:)

// http://example.com/home/index.html?category=notebooks&product=100

// http://example.com/home/index/notebooks/100

app.get('/category/:categoryId', function(request, response){

// для получения параметра из сегмента используется сойство params объекта request

console.log(request.params);

});

app.get('/category/:categoryId/product/:productId', function(request, response){

console.log(`category: ${request.params['categoryId']}`);

console.log(`product: ${request.params['productId']}`);

});

app.listen(8080);

## middleware next

// при получении запроса от клиента, запрос передается в конвеер обработки запросов.

// Конвеер обработки состоит из компонентов, которые в терминологии express называются Middleware

var express = require('express');

var app = express();

// для регистрации middleware используется функция use, all, app.METHOD()

// 1. request - данные запроса

// 2. response - объект для управления ответом

// 3. next - следующая в конвейере обработки функция

app.use('/', function(request, response, next){

console.log('Prehandler...');

// передаем управление следующему обработчику

next();

});

app.get('/', function(request, response){

console.log('Main handler');

// завершаем ответ от сервера

response.end();

});

app.get('/about', function(request, response){

console.log('About handler');

// завершаем ответ от сервера

response.end();

});

app.listen(8080, function(){

console.log('Server start')

});

## cookie parser

// при получении запроса от клиента, запрос передается в конвеер обработки запросов.

// Конвеер обработки состоит из компонентов, которые в терминологии express называются Middleware

var express = require('express');

var app = express();

// для регистрации middleware используется функция use

// 1. request - данные запроса

// 2. response - объект для управления ответом

// 3. next - следующая в конвейере обработки функция

var cookieParser = {

getCookie: function (req, res, next) {

var cookies = req.get('Cookie');

console.log("all -", cookies);

var cookieCollection = cookies.split(';');

var tempCookies = {};

for (var i = 0; i < cookieCollection.length; i++) {

var elem = cookieCollection[i];

// foo = bar

var pos = elem.indexOf('=');

var key, value;

if (pos != -1) {

key = elem.substring(0, pos);

value = elem.substring(pos + 1);

}

tempCookies[key] = decodeURIComponent(value);

}

req.cookies = tempCookies;

next();

}

}

app.use('/', cookieParser.getCookie);

app.get('/', function(req, res){

console.log(req.cookies)

})

app.get('/index', function (req, res) {

console.log('Main handler');

res.cookie('someCookie', 'this is another cookie!');

res.cookie('anotherCookie', 'this is another cookie!');

res.end();

});

app.listen(8080, function () {

console.log('Server start')

});

## logger

var express = require('express');

var fs = require('fs');

var app = express();

var path = 'logger.txt';

app.use(function(request, response){

var data = `Address : ${request.ip}; Time: ${new Date().toLocaleString()}; URL : ${request.url}\n`;

fs.appendFile(path, data, function(err){

console.log('data wrote');

});

});

app.get('/', function(request, response){

console.log('Main handler');

response.end();

});

app.listen(8080, function(){

console.log('Server start')

});

## class router

var express = require('express');

var app = express();

// Класс Router позволяет определить маршрут, в пределах которого можно создавать подмаршруты и задавать им обработчики

var router = express.Router();

router.route("/")

.get(function(req, res){

res.send("List of products. Get method.");

})

.post(function(req, res){

res.send("Product created. POST method.");

});

router.route("/:id")

.get(function(req, res){

res.send(`Product ${req.params.id}`);

});

app.use("/products", router);

app.get("/", function(req, res){

res.send("Главная страница");

});

app.listen(8080);

## static files

var express = require('express');

var path = require('path');

var app = express();

var catalog = 'data/012\_example';

// компонент express.static() указывает на каталог с файлами

app.use('/', express.static(path.join(\_\_dirname ,catalog)));

// app.get('/', function(req, res){

// res.sendFile(path.join(\_\_dirname, catalog, 'index.html'));

// });

app.listen(8080);

## get and post request
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<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8">

<link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.6/css/bootstrap.min.css" />

<title>Make Requests!</title>

<style>

div {

    margin-top: 25px;

}

</style>

<script>

window.onload = function() {

    var btns = document.getElementsByTagName('button');

    // отправка GET запроса

    btns[0].addEventListener('click', function() {

        var getReq = new XMLHttpRequest();

        var str = encodeURIComponent('This is a sample GET request! <br />');

        getReq.open('GET',`/test?text=${str}`);

        getReq.onload = function() {

            document.getElementById('output').innerHTML += this.responseText;

        };

        getReq.send();

    });

    // отправка POST запроса

    btns[1].addEventListener('click', function() {

        var postReq = new XMLHttpRequest();

        postReq.open('POST','/test');

        postReq.setRequestHeader('Content-Type', 'application/x-www-form-urlencoded');

        postReq.onload = function() {

            document.getElementById('output').innerHTML += this.responseText;

        };

        var str = encodeURIComponent('This is a sample POST request! <br />');

        postReq.send(`text=${str}`);

    });

}

</script>

</head>

<body>

<h2>Press button to make request to server!</h2>

    <div><button class="btn-success btn btn-lg">GET</button></div>

    <div><button class="btn-success btn btn-lg">POST</button></div>

    <div id="output"></div>

</body>

</html>

var express = require('express');

// модуль оторы позволяет распарсить данные входящего запроса и поместить их в req.body

var bodyParser = require('body-parser');

var url = require('url');

var app = express();

var port = 8080;

// static - middleware функция для работы с файлами

app.use(express.static('data/013\_example'));

// middleware для обработки тела запроса в кодировке urlencoded

app.use(bodyParser.urlencoded({ extended: true }));

//Метод app.route() позволяет создавать обработчики маршрутов

app.route('/')

    .all(function(req, res) {

        console.log('request to main page!');

        // перенаправление на страниу index.html

        res.writeHead(301, {'Location':'index.html'});

        res.end();

});

app.route('/test')

    .get(function(req, res) {

        // чтение параметров GET запроса

        var data = url.parse(req.url, true).query;

        res.writeHead(200, {'Content-Type':'text/html'});

        res.end(data.text);

    })

    .post(function(req, res) {

        // чтение данных POST запроса

        var data = req.body.text;

        res.writeHead(200, {'Content-Type':'text/html'});

        res.end(data);

    })

app.listen(port, function() {

    console.log('app running on port ' + port);

});

## sub app

var express = require('express');

var port = 8080;

// вложенные приложения используются для маршрутизации

var app = express(); // главное приложение

var admin = express(); // вложенное приложение

var user = express();

app.get('/', function(req, res) {

    res.writeHead(200, {'Content-Type':'text/html'});

    res.write('<a href="/admin">admin page</a>');

    res.write('<br />');

    res.write('<a href="/user">user page</a>');

    res.end();

});

admin.get('/', function (req, res) {

// свойство mountpath содержить текущий путь маршрутизации(route)

console.log(admin.mountpath); // /admin

res.send('Admin Homepage');

});

// событие mount генерируется, когда происходит привязка дочернего(вложенного)

// приложения к родительскому

admin.on('mount', function() {

    console.log('admin mounted');

});

user.get('/', function (req, res) {

    console.log(user.mountpath); // /user

    res.send('User Homepage');

});

user.on('mount', function() {

    console.log('user mounted');

});

// связывание главного приложения со вложенным

app.use('/admin', admin);

app.use('/user', user);

app.listen(port, function() {

    console.log('app running on port ' + port);

});

## error handle

var express = require('express');

var app = express();

var port = 8080;

app.use(function(req, res, next) {

    if (req.url == '/') {

        res.send('Hello');

    } else {

        next();

    }

});

app.use(function(req, res, next) {

    if (req.url == '/forbidden') {

        next(new Error('access denied!'));

    } else {

        next();

    }

});

app.use(function(req, res, next) {

    if (req.url == '/test') {

        res.send('Test');

    } else {

        next();

    }

});

app.use(function(req, res, next) {

    next(new Error('page not found!'));

})

// если у middleware функции 4 аргумента, express воспринимает ее как обработчик ошибок

app.use(function(err, req, res, next) {

    res.status(500).send('Ooops...Something went wrong!');

    next(err.message);

});

app.listen(port, function() {

    console.log('app listening on port ' + port);

});

# Databases

## Mongodb

CMD -> mongod // Starting server

CMD -> mongo //shell for work with mongo

### connect

// для работы с mongodb необходимо подключить модуль. Для этого используйте комманду - npm i mongodb

// MongoClient основной клас для работы с БД, через него происходят все взаимодействия с БД

var MongoClient = require('mongodb').MongoClient;

var format = require('util').format;

// Путь, по которому устанавливается соединение c БД, test - имя базы к которой подключаемся

var url = 'mongodb://localhost:27017/test';

// Используем метод connect для подключения к серверу, функция которая передается в метод, принимает два параетра

// err - ошибка, которая возникла при установке соединения с БД

// db - ссылка на объект БД

MongoClient.connect(url, function(err, db) {

if(err) throw err;

console.log('Connection established!');

// Закрываем подключение с БД

db.close();

});

### insert

var MongoClient = require('mongodb').MongoClient;

var url = "mongodb://localhost:27017/userCollectionDB";

MongoClient.connect(url, function(err, db){

// в mongoDB нет таблиц, все данные хранятся в коллекциях, и для того что бы работать с БД необходимо получить объект коллекции

// метод collection применяется для получения объекта коллекции

var collection = db.collection('users');

var user = {firstName : "Ivan", lastName : "Ivanov", age: 30};

// метод insertOne позволяет добавить новый объект (документ) в коллекцию, принимает два параметра:

// 1-й - объект оторый необходимо добавить

// 2-й - функция обратного вызова которая выполнится после добавления объекта

collection.insertOne(user, function(err, result){

if(err){

console.log(err);

return;

}

// result.ops - объект полученный обратно из базы данных, содержащий идентификатор

console.log(result.ops);

db.close();

});

});

### insert many

var MongoClient = require('mongodb').MongoClient;

var persons = require('./persons');

var url = 'mongodb://localhost:27017/userCollectionDB1';

MongoClient.connect(url, function(err, db){

var collection = db.collection('users');

// метод insertMany используется для добавления множества обьектов

collection.insertMany(persons, function(err, results){

if(err) throw err;

console.log('Data added!');

console.log('\*\*\*\*\*\*\*\*\*\* Result \*\*\*\*\*\*\*\*\*\*');

console.log(results);

console.log('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*');

db.close();

});

});

### find

var MongoClient = require('mongodb').MongoClient;

var url = 'mongodb://localhost:27017/userCollectionDB1';

MongoClient.connect(url, function(err, db){

var collection = db.collection('users');

// Метод find возвращает специальный объект - Cursor

var cursor = collection.find();

// Метод toArray - все полученные данные преобразовывает в массив и передает в функцию обратного вызова

cursor.toArray(function(err, res){

console.log('\*\*\*\*\*\*\*\*\*\* All Data \*\*\*\*\*\*\*\*\*\*');

console.log(res);

console.log('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*');

// Метод find(параметр) - возвращает коллекцию объектов, которые соответсвуют условию

collection.find({name : "Sergey"}).toArray(function(err, res){

console.log('\*\*\*\*\*\*\*\*\*\* Employees with name Sergey \*\*\*\*\*\*\*\*\*\*');

console.log(res);

console.log('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*');

// Метод findOne - позволяет найти одну запись в коллекции с указанными параметрами

collection.findOne({age : {$lt : 30} }).then(function(value){

console.log('\*\*\*\*\*\*\*\*\*\* Employee with age less than 30 \*\*\*\*\*\*\*\*\*\*');

console.log(value);

console.log('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*');

// закрываем подключение к базе данных

db.close();

});

});

});

});

### delete

var MongoClient = require('mongodb').MongoClient;

var url = 'mongodb://localhost:27017/userCollectionDB';

// Для удаления объектов (документов) из коллекции используется используется несколько методов

// deleteMany() - удаляет все документы, которые соответствуют определенному критерию

// deleteOne() - удаляет один документ, который соответствует определенному критерию

// findOneAndDelete() - получает и удаляет один документ, который соответствует определенному критерию

// drop() - удаляет всю коллекцию

MongoClient.connect(url, function(err, db){

var collection = db.collection('users');

collection.find().toArray(function(err, res){

console.log(res);

});

// collection.deleteOne({name : "Sergey", age: 37}, function(err, result){

// console.log(result);

// collection.find().toArray(function(err, res){

// console.log(res);

// db.close();

// });

// });

collection.deleteMany({name: "Ivan"}, function(err, result){

console.log(result);

db.close();

});

});

### update

// Для удаления объектов (документов) из коллекции используется используется несколько методов

// updateOne: обновляет один документ, который соответствует критерию фильтрации, и возвращает информацию об операции обновления

// updateMany: обновляет все документы, которые соответствуют критерию фильтрации, и возвращает информацию об операции обновления

// findOneAndUpdate: обновляет один документ, который соответствует критерию фильтрации, и возвращает обновленный документ

var mongoClient = require("mongodb").MongoClient;

var users = [{name: "Bob", age: 34} , {name: "Alice", age: 21}, {name: "Tom", age: 45}];

mongoClient.connect("mongodb://localhost:27017/userCollectionDB", function(err, db){

var collection = db.collection("users");

collection.insertMany(users, function(err, results){

collection.findOneAndUpdate(

// критерий выборки

{age: 25},

// параметр обновления

{ $set: {age: 21}},

// доп. опции обновления

{

returnOriginal: false

},

function(err, result){

console.log(result);

db.close();

}

);

});

});

## MSSQL

### connect

var express = require('express');

var app = express();

var port = 8080;

var mssql = require('mssql');

// параметры соединения с бд

var config = {

    user: 'test',                 // пользователь базы данных

    password: '12345',              // пароль пользователя

    server: 'localhost',            // хост

    database: 'testdb',          // имя бд

    port: 1433,                     // порт, на котором запущен sql server

pool: {

max: 10,                    // максимальное допустимое количество соединений пула

min: 0,                    // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000    // время ожидания перед завершением неиспользуемого соединения

}

}

app.use(function(req, res) {

    // mssql.ConnectionPool -

    var connection = new mssql.ConnectionPool(config);

    connection.connect(function(err){

        // mssql.Request -

        var request = new mssql.Request(connection);

        // request.query -

        request.query('SELECT \* FROM items', function(err, data) {

            if (err){

                console.log(err);

                return;

            }

            else {

                console.log(data);

                res.send(data.recordset);

            }

        });

    });

});

app.listen(port, function() {

    console.log('app listening on port ' + port);

});

### data records

var express = require('express');

var app = express();

var port = 8080;

var mssql = require('mssql');

// параметры соединения с бд

var config = {

    user: 'test',                 // пользователь базы данных

    password: '12345',              // пароль пользователя

    server: 'localhost',            // хост

    database: 'testdb',          // имя бд

    port: 1433,                     // порт, на котором запущен sql server

    pool: {

        max: 10,                    // максимальное допустимое количество соединений пула

        min: 0,                    // минимальное допустимое количество соединений пула

        idleTimeoutMillis: 30000    // время ожидания перед завершением неиспользуемого соединения

    }

}

app.use(function (req, res) {

    var connection = new mssql.ConnectionPool(config);

    connection.connect(function (err) {

        // Для выполнения запросов к бд используется метод request.query(command, callback(err, data))

        // метод query принимает такие аргументы:

        // command - выражение t-sql

        // callback - функция с параметрами err(ошибка) и data(результат запроса к бд)

        var request = new mssql.Request(connection);

        request.query('SELECT \* FROM items', function (err, data) {

            if (err) console.log(err);

            else {

                var html = ``;

                var allItems = data.recordset;

                for (let i = 0; i < allItems.length; i++) {

                    html += `<h3> ${allItems[i].name} - ${allItems[i].description}</h3>`

                }

                res.send(html);

                // завершить соединение

                connection.close();

            }

        });

    });

});

app.listen(port, function () {

    console.log('app listening on port ' + port);

});

### query stream

var express = require('express');

var app = express();

var port = 8080;

var mssql = require('mssql');

// параметры соединения с бд

var config = {

    user: 'test',                 // пользователь базы данных

    password: '12345',              // пароль пользователя

    server: 'localhost',            // хост

    database: 'testdb',          // имя бд

    port: 1433,                     // порт, на котором запущен sql server

pool: {

max: 10,                    // максимальное допустимое количество соединений пула

min: 0,                    // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000    // время ожидания перед завершением неиспользуемого соединения

}

};

app.use(function(req, res) {

    mssql.connect(config, function(err) {

        var html = ``;

        // для постепенной обработки данных по мере их поступления в node-mssql используется метод query и обработчики событий

        var request = new mssql.Request();

        request.stream = true; // включить режим потока данных

        request.query('select \* from items');

        // событие обработки колонки таблицы бд

        request.on('recordset', function(columns) {

            console.log(columns);

        });

        // событие обработки ряда таблицы бд

        request.on('row', function(row) {

            html += `<h2>${row.id} ${row.name} ${row.description}</h2>`;

        });

        // обработчик ошибок

        request.on('error', function(err) {

            console.log(err);

        });

        // обработчик события завершения запроса

        request.on('done', function(affected) {

            res.send(html);

            console.log('done');

        });

    });

});

app.listen(port, function() {

    console.log('app listening on port ' + port);

});

### query param

var express = require('express');

var app = express();

var port = 8080;

var mssql = require('mssql');

// параметры соединения с бд

var config = {

    user: 'test',                 // пользователь базы данных

    password: '12345',              // пароль пользователя

    server: 'localhost',            // хост

    database: 'testdb',          // имя бд

    port: 1433,                     // порт, на котором запущен sql server

pool: {

max: 10,                    // максимальное допустимое количество соединений пула

min: 0,                    // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000    // время ожидания перед завершением неиспользуемого соединения

}

};

app.use(function(req, res) {

    var connection = new mssql.ConnectionPool(config);

    connection.connect(function(err){

         // конструктор для предварительного форматирования запросов к бд - PreparedStatement

            var ps = new mssql.PreparedStatement(connection);

            // метод input позволяет указать значение параметра, который будет использован в запросе

            // аргументы:

            // name - имя параметра

            // type - SQL тип данных

            ps.input('param', mssql.Int);

            // подготовка запроса

            ps.prepare('SELECT \* FROM items WHERE id=@param ', function(err) {

                if (err) console.log(err);

                // выполнение запроса

                ps.execute({param: 2}, function(err, data) {

                    if (err) console.log(err);

                    res.send(data.recordset);

                    console.log('prepared statement executed');

                });

            });

    });

});

app.listen(port, function() {

    console.log('app listening on port ' + port);

});

### transaction

var express = require('express');

var mssql = require('mssql');

var app = express();

var port = 8080;

// параметры соединения с бд

var config = {

    user: 'test',                 // пользователь базы данных

    password: '12345',              // пароль пользователя

    server: 'localhost',            // хост

    database: 'testdb',          // имя бд

    port: 1433,                     // порт, на котором запущен sql server

    pool: {

        max: 10,                    // максимальное допустимое количество соединений пула

        min: 0,                    // минимальное допустимое количество соединений пула

        idleTimeoutMillis: 30000    // время ожидания перед завершением неиспользуемого соединения

    }

};

var connection = new mssql.ConnectionPool(config);

app.get('/', function (req, res) {

    connection.connect(function (err) {

        // транзакция - безопасная операция над бд с возможностью отката изменений в случае ошибки при выполнении запроса

        var transaction = new mssql.Transaction(connection);

        transaction.begin(function (err) {

            var request = new mssql.Request(transaction);

            request.query("INSERT INTO items (name, description) VALUES ('test item', 'some text')", function (err, data) {

                if (err) {

                    console.log(err);

                    transaction.rollback(function (err) {

                        console.log('rollback successful');

                    });

                } else {

                    transaction.commit(function (err, data) {

                            console.log('data commit success');

                            res.send('transaction successful');

                    });

                };

            });

        });

    });

});

// демонстрация отката изменений в случае ошибки при выполнении запроса к бд

app.get('/error', function (req, res) {

    var transaction = new mssql.Transaction(connection);

    transaction.begin(function (err) {

        var request = new mssql.Request(transaction);

        request.query("bad sql", function (err, data) {

            if (err) {

                console.log(err);

                transaction.rollback(function (err) {

                    if (err) {

                        console.log('rollback error');

                    }

                    else {

                        console.log('rollback successful');

                        res.send('transaction rollback successful');

                    }

                });

            } else {

                transaction.commit(function (err, data) {

                    if (err) {

                        console.log('could not commit data');

                    }

                    else {

                        console.log('data commit success');

                        res.send('transaction successful');

                    };

                });

            };

        });

    });

});

app.listen(port, function () {

    console.log('app listening on port ' + port);

});

# Cookies

## Cookie

var express = require('express');

var app = express();

app.use(function(req, res){

console.log(req.headers['cookie']);

// Отправляем файл

res.sendFile(\_\_dirname + '/index.html');

});

app.listen(8080, function(){

console.log('Server started');

});

## Headers

var express = require('express');

var app = express();

app.use('/', function (req, res) {

console.log('Cookies from client:', req.headers['cookie']);

// Метод позволяет записать в заголовок только один кукис

//res.setHeader('Set-Cookie', 'TestHeader=HeaderValue');

// Метод принимает имя заголовка - первым параметром и его значение - вторым параметром

res.setHeader('Set-Cookie', ['item3=value3', 'item4=value4']);

// Метод позволяет задать статус код ответа и объект с заголовками

//res.writeHead(200, { 'Set-Cookie': ['item1=value1', 'item2=value2'] });

console.log('Method getCookie():', res.getHeader('Set-Cookie'));

// записываем в ответ содержиое файла

res.sendFile(\_\_dirname + '/index.html');

});

app.listen(8080, function () {

console.log('Server start on port', 8080);

});

## CookieParser

var express = require('express');

var cookieParser = require('cookie-parser');

var app = express();

app.use(cookieParser('Secret string'));

app.get('/', function(req, res){

// Установка куков

res.cookie('login', 'admin', { maxAge : 10000 });

console.log(req.cookies);

// Удаление куков

res.clearCookie('login');

res.end();

});

app.listen(8080);

// Documentation - https://www.npmjs.com/package/cookie-parser

## Session views

// Сеансы - один из способов хранения состояния. Для работы с сеансами в express установим модуль express-session

// При использовании этого middleware сессии будут автоматически создаваться для кажого пользователя и все сессионные переменные

// автоматически попадут в req.session

var cookieSession = require('cookie-session')

var express = require('express')

var app = express()

app.use(cookieSession({

// Имя сессии

name: 'session',

// серкретные ключи

keys: ['key1', 'key2']

}));

app.get('/', function (req, res, next) {

console.log(req.ip)

// Создаем свойство в сессии

if(req.session.isNew)

console.log('Session created!');

req.session.views = (req.session.views || 0) + 1;

res.end(req.session.views + ' views')

})

app.listen(8080)

# Authentication
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<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet " />

<title>Log in</title>

<script>

window.onload = function() {

var btn1 = document.getElementById('btn1');

var inputs = document.getElementsByTagName('input');

btn1.addEventListener('click', function() {

var xhr = new XMLHttpRequest();

xhr.open('POST', '/login');

// create object with user data

var userData = {

username: inputs[0].value,

password: inputs[1].value

};

// Set the content type

xhr.setRequestHeader('Content-Type', 'application/json');

// send data

xhr.send(JSON.stringify(userData));

xhr.onload = function() {

alert(this.responseText);

};

xhr.onerror = function() {

alert('server error!');

}

});

            var btn2 = document.getElementById('btn2');

            btn2.onclick = function() {

                var xhr = new XMLHttpRequest();

                xhr.open('GET', '/logout');

                xhr.send();

                xhr.onload = function() {

                    alert(this.responseText);

                };

            };

            var btns = document.querySelector('.btns');

            btns.onclick = function(e) {

                if (!e.target.dataset.page) return false;

                var target = e.target.dataset.page;

                var xhr = new XMLHttpRequest();

                xhr.open('GET', '/' + target);

                xhr.send();

                xhr.onload = function() {

                    window.location.href="/" + target

                }

            }

}

</script>

</head>

<body>

<div class="panel well" style="width: 350px; padding: 25px; text-align: center">

<h2 style="margin-bottom: 35px">Log in</h2>

<form name="login">

<div class="form-group">

<label>Username</label> <input class="form-control input-lg" type="text" id="login" />

</div>

<div class="form-group">

<label>Password</label> <input class="form-control input-lg" type="text" id="password" />

</div>

<div class="form-group">

<input type="button" value="Log in" class="btn btn-lg btn-success" id="btn1" />

                <button value="Log out" class="btn btn-lg btn-danger" id="btn2">Log out</button>

</div>

</form>

</div>

    <div class="panel btns">

    <h2>Pages: </h2>

    <button data-page="admin" class="btn btn-info btn-lg">Admin page</button>

    <button data-page="user" class="btn btn-success btn-lg">User page</button>

    <button data-page="guest" class="btn btn-warning btn-lg">Guest page</button>

    </div>

</body>

</html>

var express = require('express');

var app = express();

var cookieParser = require('cookie-parser');

var session = require('express-session');

var bodyParser = require('body-parser');

var path = require('path');

var jsonParser = bodyParser.json();

app.use(jsonParser);

var port = 8080;

// зарегистрированные пользователи, которые могут быть авторизованы

var users = [

{ username: 'admin', password: '12345' },

{ username: 'foo', password: 'bar' },

{ username: 'user', password: 'test' }

]

// создание хранилища для сессий

//var sessionHandler = require('./js/session\_handler');

//var store = sessionHandler.createStore();

// создание сессии

app.use(cookieParser());

app.use(session({

//store: store,

resave: false,

saveUninitialized: true,

secret: 'supersecret'

}));

app.set('views', path.join(\_\_dirname, 'pages'));

app.set('view engine', 'ejs');

app.get('/', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'index.html'));

});

app.post('/login', function (req, res) {

var foundUser;

// поиск пользователя в массиве users

for (var i = 0; i < users.length; i++) {

var u = users[i];

if (u.username == req.body.username && u.password == req.body.password) {

foundUser = u.username

};

};

if (foundUser !== undefined) {

req.session.username = req.body.username;

console.log("Login succeeded: ", req.session.username);

res.send('Login successful: ' + 'sessionID: ' + req.session.id + '; user: ' + req.session.username);

} else {

console.log("Login failed: ", req.body.username)

res.status(401).send('Login error');

}

});

app.get('/logout', function (req, res) {

req.session.username = '';

console.log('logged out');

res.send('logged out!');

});

// ограничение доступа к контенту на основе авторизации

app.get('/admin', function (req, res) {

// страница доступна только для админа

if (req.session.username == 'admin') {

console.log(req.session.username + ' requested admin page');

res.render('admin\_page');

} else {

res.status(403).send('Access Denied!');

}

});

app.get('/user', function (req, res) {

// страница доступна для любого залогиненного пользователя

if (req.session.username.length > 0) {

console.log(req.session.username + ' requested user page');

res.render('user\_page');

} else {

res.status(403).send('Access Denied!');

};

});

app.get('/guest', function (req, res) {

// страница без ограничения доступа

res.render('guest\_page');

});

app.listen(port, function () {

console.log('app running on port ' + port);

})

var cookieParser = require('cookie-parser');

var session = require('express-session');

// подключение модуля connect-mssql

var MSSQLStore = require('connect-mssql')(session);

var mssql = require('mssql');

module.exports = {

createStore: function () {

var config = {

user: 'test', // пользователь базы данных

password: '12345',   // пароль пользователя

server: 'localhost', // хост

database: 'testdb', // имя бд

port: 1433,          // порт, на котором запущен sql server

pool: {

max: 10, // максимальное допустимое количество соединений пула

min: 0, // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000 // время ожидания перед завершением неиспользуемого соединения

}

}

return new MSSQLStore(config);

}

}

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<title>Admin Page</title>

</head>

<body>

<h1>Hello, Admin!</h1>

</body>

</html>
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOoAAAE4CAIAAADad/iJAAAAAXNSR0IArs4c6QAAL2VJREFUeF7tfW1sW9eZ5k1SMg2ZlGxGTMZUt1QBsgvyh4hFaBQUdqTZldBG2TE9gDMoaYyUgUiP6a6lbEVPLBmWDEuGRQWSuxYzFpOImkhqTRWwgTE9sFJUmh0JA6kL08BSwJBoRUzEdExvQyNDdkvaER1n33P5/X35eS/JcyAYMnk+3vO8D4+Oju5znmckku8SuGAE6hOBZ+szbBw1RgAhgOmLeVDHCGD61nHycOiYvpgDdYwApm8dJw+HjumLOVDHCDCNvp0jC9en1HUMKA69lgg8U/tzX4lEvLfnruUk8ViNikCtV1/g7tWrVxsVTTyvGiNQU/pGuPvSSy/lnmTflPXDESV6X9x7dmbhutUKXxfxbqLGtKiX4WpHXwrcTQbtSL9aHLCe0miOazQXVusFThxnbRGoEX2L5C5gEAqHWQKZjFdbOPBo9YVALehbPHcBw41Z81ZQNmi2XpvSvsapL1BxtLVCgIaTh7xTg71vZ2DuhHEnWounPD2pl/uWT0xu1AoSPE79IFCL1bccNAJOly/MYnHL6QO3bVgEGEtf9cQSeexgVvPcq8u2hk0Anlg5CDBw8yB3a89YQuVMCrdtFgSYtfpKtXKh33sXc7dZ6FfuPJlF33ElYbead8udFG7fLAgwbfPQLLjjeVYEAWatvhWZEu6keRDA9G2eXDfgTDF9GzCpzTMlTN/myXUDzhTTtwGT2jxTwvRtnlw34EwxfRswqc0zJUzf5sl1A860/unbd9k61Ycyozy7YL1Mfpe3UKxWqJvo+8WOntItllVTRDlnNSbQV8J/693vvvXDr0GQnO/xf3jxu4Pvwtd3/vxPmRBcuQDna79l1B0fxUKoMiBmBEOeeZ7Dfp7zDNHK+4u+b337G+HP7v/hwedPv3j0tIyJ4abNgABa8hhTvvPCywTxeO/BjWuPv8wXFEcxMKbtaeMTRHB/08lOrspVX5w/Kom8Y558357j4TWotnBUAg/B+53WycnbXuJQ76BB1SGEhoR/79bshVW4iAK2GUM8+62wIlLzrtlwZQv6yzN6JBJe9/CYRtGK2uyvWy5Z7CHlyIdDLe5ttrRD4L2jObcS23nEpCXi3hH9MbkQPZS/Z9OM4wWZKiUZsfrGgv1VYC/09Osy8fC7oj9TsZ7LNYdug76T5TDpNcf1c26RXJhUr00p98zrj2sNFje/S6tvz9FFm1xin9Ue1y84CJmqH+ny28QC39rUKY12cj0o6u0/EmsYr+lkHT6mlcLLeUYnGwkHxnTigG1Sqzk15+R29g9Eg2gVcW+9rUlwNyk0VZ9a7LfqQVN9HHOXKnPJeoyi75NH/3Bh7869fw+wuNLvS7R/yco6FVWnmHDdNO8ECCKwu2ja8SXV8u2YFncDRMi7Mbe9z2/rRHzLUrz22duuEBHYsDl9XJ4YauyYxqdtqKXL4vCyWWgVJku85k2HTyBUEES+0VED6TG5YG9r1oa63zHZvQJJR+Tz5XMsb0DI2UoQq6qLIm2iMhPo+9Jzz0NA4a9QVI/C//J39z/4m08/JZ7lyV6EvURm4bHYPm9Mykl4g8GkKsGgN/q/kCcQ5HDjNEzt5uAguqlw+aOtOQrt+Zn5j5ZAofRGW1LljJr5Rkft+FwOW6KyoNtV4Ku3jeDwRWR/wVAstIwpbVxBquqheev8Za0Cq6qLoDK99G3nvfm28C31K18nvvjt7hNC8s2By9+CV9488+q3YRP8b48+zzETviC+LWgXJFOUzY5lXygTcv0+B0UoVGcHlSyHddo4adDe2S/QKOfoqF34IHzgXCZvV4l8JVTTubsN2S3nTkU2G/rhboox42o0bx44bS8ean3xG8SjT259sgYaixeefhHmwCuHXn766a/cSx88zpqhDdc+p12jbYcbTHjKkxpZ8nIlVBiOSDkEr31gUMnbd6xRlB1JRXx2yGe3uzwhSX/KZjpzpcwzOqpsX3cGZKqR7kO5V1Hp4Nz1Ge2hjK4DTidWVRf3oaR19Q3Z7pve+Y3pnU9u/PIJCns38LML8F/0ys9/+vj35GuZxbtiWXXze0bM1uvmfsGWPflnstfj7xmxXDePKlmuVcvKA4pguG6uOVgd45brlonXw56cP+RRb/lGJ0fbfW/ulk+kmyX3Dx8tjMV/C8wdi/riErnZMGv47tUVrKqmmDWohsVC1LGqeE24kwXLqstCtcHp2zd1PeU3sf01zWjs1LUs3MpvzJFqJ0YU3tlTV7A0tWQ0G5y+JeNS3Ybqy9ajbUTQu708bkJ/CcGlRAQwfUsEDjdjAgK0/urGBABwDPWMAKZvPWev6WPH9G16CtQzAJi+9Zy9po8d07fpKVDPAGD61nP2mj52TN+mp0A9A4DpW8/Za/rYMX0rSQEQBS1ETBXTSmXlzQQ8LEFqqkvqtnPkQ2uj2EYzgb5NqzSu5CeHel9bxhOaRtE3M4G+BFYaUycfrpmMABOeeZB886/fbiXu/fqDvT/6sbrlidN9Lb/SmPR+W3e0KDtINa9zefbSGnKob++b0HZJBPBa8D48DPMePAwDxsgg4UXViL1bYC7LeU0b1SgT/u1Zg/+Y5bDHMPQ+POErHbw6LtmbGHrPRRC9Yx/1+qeHTK6EZhi6dNw0Gz+GceAptq6Q3StSSAjHnG7aFx/C79yEV8OLurgrXRzpNNFyVN5MCHtPD6s6WvlQD/TNV8ZB35xD3kwkIgcNtYvV1eIA1SdZeZOUf3Kk6pEhFamx9qJIARH0rsC9zSL1zcfjT9qh+AMmCDIdnDr8ZDBi9Y3hRlFpDNW5cgV3bVyn0RvX/WJ1v5qUNshbWY5lA7xo8fA73kSy4HRjZKm2v5Nln9AiGc8p073QhscnEHWjxoe6JLwDXlsH+l4pF4W9dhchPjmpk4Y2jUjSPGULiPv1MYkEV9zimdVpdNM7wgF9v4jUFesMN8JyWR4Dukx5MyESCx6uQf+6ifWQqLdPFQUiU94c1TfPgRpZb3KL2lvTqdZtMLzOQepr3YQNEOlTRcUeQhHXNqRJcDepXSO4RjOKvtSUxigDB07b9IYXxLy7FpsrLJL2oBdXjKOLW+jFjXV3RKaZbowcCIXZfKFEFBPyeLf2fEIJNOb0iFguh7dFBN8L24Usj2OHkPbKBPtbxhXQH8M4t2d3vK1yVUQ1fODesoCUmNQVt+7vkLpiUDdP25wHuZewTHkz6JsvGJP0zTED5wx5M3GkC6mr34+oqy2p6mo0Iuifw7vLSH0dctk23GGRvCsSSB59cyO4RjOBvkUqjVFWwmF/jCcOn5/NIhMv7h2+PLeA1MJD8sgqmG6M7LWYl9181fjCwszZXqSPd9m9YaFMSfSIBV7Hqicgkr/O6RbxPI41UjMcDLjjT+OGnL5gTDUcDkcl72l1/OFwbvpmypvJG09mri0tfURqkuMlsyYf1NX3E+rqULK6GjUD/TNfMRqVNw/KuWxOS6S3hPQ6I7BGcI2ml76lKo0hFfE7ILqEgmDAgzavg+q2h2vmaeP4qTlHNL8h++LoKbjNBEl4DUjC614zntFpJ8mtwAAspTsOD0v4Wp9c4LF/7N3cCwjEx9oE3j1koOwPhlic+EJNcGQCbsgPAyUX0BUn1YHa2a+myMHpIyNI37xqNF4yaNf2cxOffCevvhne920aEvLmrLuF9AEywCkQAQPfppW+pSmNEYpcqeqkkkdwhN0jKlnYvbVFEBIBD37/2ba7vLzOHlHKHjTdGDnk2fMGDtgctGavOTw8WYfAh9Zb1z0vR9YhDHk20JrrAjZLukf6SElz+xGDsmX/ri1Nxmnf8YQlnUNIV8yRqoY7Ilc6UCwJfXNQXEDfvO7c58g1AxF1tV4DYurUcnNnj6ccJNXXOUoueTNR167RtN5xhpTGybpaUBqjjSaFEnR7hVrz9cg1YuY59GPVdmNLOaQxWzWE37HpDZJEAmNklQTdgQbnBqtmG6EYvGroEKB30O1ji3DIABuMPa9GQuyso+9hLT4pF9g3IyQFzfAyHFyMmN+INDBNZkqXd0xm+Xk96Ip16Fa1dRfaPFMtSN881j++0AFN1x1eIvm2q7Q+HoC6us3QP2qG7uGoxe5tS/2ghG4bLaKJ/hH0PmzN728az7xPzi5PSQeHathMqseEg7Ni8SAPzuaoXP9RbM9NUR8OzuRuXWPYRtO6eWhQtsCfjskbomJfC2ez/R2ZnslzpAONZBuNV196aETHqOopqwr0zfe3VxpG31yP9KUj9XhMRiKANw+MTAsOihoCmL7UcMK1GIkApi8j04KDooYApi81nHAtRiKA6cvItOCgqCGA6UsNJ1yLkQhg+jIyLTgoaghg+lLDCddiJAKYvkRpytuWvhnr/HAu4zhG5roBg2LCX91AaXziFeLevy79/Al4Gh9545VXXgCkw7+94/n7f8K+sA1IuspNiRGrL1YaVy6hzdUTI1bfIpXG6a7CXQIHcqwAYa2WsIB8EmVQObIwQFjQQ5UFJbhOWVR5G3UjPoy8hdHzwJOLYImcS46LbIp5W2jcVPUyKECbi0G0zpYRq28MAYpK40KuwimAFiHBFWrHdBK/bQK0yibkRqyFnW1hOW6aepnWbDbd4IyiLzWlcSFX4ZQcFiHBBdVwy97mlagb8V1wI1YKM7TKmQRJVy83HYXonDAT6Fuk0riQq3AKnEVIcEk34qML0cfMwU8L6YoLy3Ez1Mt0prPZxqaXvqUqjbm8uFV8qqdxXIDMY8U1v1QluAekG3Hci/g4uoUEropI1ypnMiRFvdxsBKJ3vrTStzSlMXga8xSwMU33NPb4/FxxjxpZGiP9MVJoEkRhCW4c/3ukG/HZbmEWN+KEHFd1cWnhfBbX7Jh6md50NtvoTDh5KBrzxGkAqG4dnH6Ri/TK5HQOTvR3wLnBgW97yytXRk8eOk/Dq+Q1ZzEJbtLVYPBi/M4vuOhEPTF8FN0TBlWDzpsnJm3JclzyjjOgryq8rLsUip08pKqXL1ngtAKXWiFQl/RNAafvslUWoW9NCxycaYkVnRFumMCFNgRo3TzQNuuyB+Z194hZ3n172R3hDspCANO3WPheG56/bjVrhd6Pl1fxPqFY9Cpcv/43DxUGBHdXTwjg1beesoVjTUMA0xdToo4RwPSt4+Th0DF9MQfqGAFM3zpOHg4d0xdzoI4RwPSt4+Th0DF9MQfqGAFMX4rJ6xxZuN4oTsAUp1wH1ZjwV7caKo2lJ2dGRI63kA0lLg2AACNW39opjfl8fuQ5YFwaAgFGrL5FKo2RNUvorld0GEyFwZvX2T08piHlwQk7X/IpXpkzZm8WeajSKbWCBIgsQdRwJ4sIOadsOOEH0wBWwA1BXTQJRqy+MTQpKo2hOlcs8MxqjyNfaf2EThbcnDql0ZyaAjtfMB7OZTC1ck6D/Ar372hQQwJ8gjN8gCnIhgtrjxuGHMyfCKPoS01pjEAFU+HFiKkwMh7enI4aD9uu7NwXylWHKOGeTYRMQTbcCFbAlPCph0pMoG+RSmMEa9zTOMN4+CEYD0d3CAXwzyZCpiAbLqw9roe8N0iM9NK3VKVxAvwM4+EWMB7ej7zPYkdFl0JuikdsonUWEXK66XFmnilojxuEHMyfBq30LU1pnAIqaTzcczZqPKwaVgrAePgBVPGGgq1yPfI9lg4MKkkjWCjAdoLLRV7yeUXICdPjxrQCZj4vKUbIhJMHiqHGq6WZwop7R/TH5OTJA7qZLKb1BdWwQYVUw8G9W3bW0agaWdw3df6NNrb/7uypK/c4GSJkborpMXQlGpwbEzkMZyw9MSfaDO1xseHj+pVDoB7pW7nZF9ETfGbkbm1jOAEXMW2GV6V188BwbBLhcaTaRnICrhvcCwaK6VsIIvVlq3VhXEnYrebdQnXx+zVGAG8eagw4Hq6SCODVt5Jo4r5qjACmb40Bx8NVEgFM30qiifuqMQKYvjUGHA9XSQQwfSuJJu6rxghg+tYYcDxcJRHA9K0kmrivGiOA6VtjwPFwlUSgeelbmpVxOvbgM2C93FexjMCTFWRvJXVbmRlVbC616IgJ9AWl8bvffeuHX4P5gqfxDy9+d/Bd+PrOn/9pVYPbMp7QjK7WAuNajdF4MyqIXFUZUnD0aIXaKY2pRoTr1QcCTHjmQVKk0jjpAd89m2YcVlBeXGyc04s4Q0KcZCiUaJ6kVSafKl53CDs7BGwiuL9mHF1xZ+aUNCmy3worjkqQE7LTOjl520sQwt7Tw6qOVj408O/dujK+6kb7geSad82GK1tIrZcILLi/6WJ1tTg051aSvI8KejLHXWniM2oeLTQjVt8YK6gpjVV9arHfqif9AxF3CSpexHkkxLm1ylyplLAOHddOrPuF3f2qXAtSm1xiB9mzfsFByFT9SlRNJBY8XDPqNbqJ9ZCoty/WNF7TyTp8TEtaK0YMmudgOnqTW9Temj5IEZ7MsaZNpIVmFH2pKY2D4TBLIJOBK2GkUPIizi0hzqNVDrps7+0EiJBrcctDCGUkMbMUr332NsieAxs2p4/LI5VIO6YLRtsuampxeNmsWKzxmjcdPoFQARWPdIkJ1833YRQisGsx7fjS+i/Ckznesom00Eygb5FK440r5q2gbGjeOn9ZqwAxJiUv4twS4rxa5XCUE75Q7Lss9D04iDoMufzB6NscxcDYzLWlpY+s1t62RJPMmnwW23cf7pyIFBDopfVfhCdzvGUTaaHppW9pSuOQ3XLulObUnJPbqR/uJih6EeeSEOfTKudYbgu+fGRkUMlyrBqNlwzatf0C1fmC9liNNIPmyMtUPZkTwzSPFppW+palNA44nb4wi8UlqHkRR5KbkBDHk51Tq1yQpDkrSEV8dshnt7s8QXG/PNelP2Tzdec+R64ZiBg06zVgyJxaCnsyN7UWGh220lZCtvsmW9Lou4GfwX6xUFFfXDoqQRftBb2OVTNqbzLdmhjWzS7o4PssXsSoUqrz8KKLINDOkyy7JtMyaJVH59+A/8DJhenSCpwdlFNcN9ccY/3jCx1wYrHu8BJ5CPxgxbLaZugfNfegc4tlu7dNlDJy6LbRIproH0Hvxz2ZC8SWrIWOANSwhQkHZw0Lbo0nBgdncreuqcTQmL5FcAxsuIfkSRf2BB1zuun4711FdFSFqnAby8SIwjv7oyvNJCjF9K0ClWrdpXrKqmojgve3V8ZN5J9CmqZg+jZNqhtxorSePDQioHhOtUQA07eWaOOxKowApm+FAcXd1RIBTN9aoo3HqjACmL4VBhR3V0sEMH1riTYeq8IIYPpWGFDcXS0RwPStJdp4rAoj0Aj0bembsc4Px586rDBCqd3VcqyqTqQxOmfCX91q6GncGEnDs4ghwIjVFyuNMSFLQ4ARq2+ZSmP0IBhvS0MqbhMiW79j0ytWhBfB/5WU4CZEw3eM55BoGNS8WsISfWRMObIwQFhOoLqkwLhF2dFKSoeXZy+tJSmME2PldD8uLRG4VSkIMGL1jQVeotI4MW/hgL5fFLBNajU6ww1CLks83MiVygjr2xrtJIiGe/qP5IWKK1dw18Z1Gr1x3S9W96vTFRBkYwrux6XkA7cpCgFG0bc0pXFivqA5bt3fmbWB7Dfk3Zi2OQ/i74Fo2ESKhi15RcNk/QOnbXrDC9LhXYvNFRZJSaFDeqHgflxUInDlUhBgAn3LVBonpp0mGvaHk+XBlETDZF9xw2SCcPj8CZl7Cr4U3I9LyQduUxQC9NK3IkrjxHzDB2EWpyX2f46IwyqIRawGj5VcN/59l1AQDHiy95IiXS44EK5QDQRopW9llMYJWOw7nrCkd6T7EAecjFXDHamqx3T4PD4/V9yjBnEvr3tEJUPiz0jhSlUnkRmyEL0cdm9twWuqi0sL57szMxCTLlcjN7jPggjQSl+kNH7nN6Z3PrnxyycoUlAaX4D/old+/tPHvydfyyygNLZet1qvmzV89+pKipB2x2SG37Z0sxbrgkHp3XbluVsE7gRZtW0HhEfHLNarR4N2R+KCkKDbK9Sar1tmtSL/unkuu5gNpMsQA3IsVBxsLS8WBBpXqAYCTDg4q8a8oM9D+rlZmdMwZEYG85RLmt93ejs4ONMSKzojWpFxoR0BWlff6s2ec6hTb1AKvA5bUdwtFBCvu0fM8u7bC9XD79cIgcair/TkzBLaV1jhB7+c2FmYtJR54UgiC68Nz1+3mrVC78fLq00l5q0REUsbpoE3D6UBglvVEwKNtfrWE/I41goggOlbARBxF3QhgOlLF/J43AoggOlbARBxF3QhgOlLF/J43AoggOlbARBxF3QhgOlLF/J43AoggOlbARBxF3QhgOlLF/J43AogQAN9JRLS+gwXjEDZCNSavsDdq1evlh027gAjgBCo6TMPEe6+9NJLf/InnTngzyX0be+b0HZJBKC9hDvwl8ffQ3fgJ7sBrzuIHqET3IDhZal6ZEgl4ZPWQzfNRhAKY1Vwg7K9dqtvnLuFkMwq9JW3shzLBlD/Wjz8jjdJO+AUN2Cxoi3abxYTYKwKLoR5vb5fI/pS5i7gmFXou2IcXdxC6t+NdXeQw4WlNYcbcDYTYKwKrld6Foq7FvQthrsQb1ahr7h3+PLcwkdLS9dj1lQ53ICzmQBjVXAhGtTr+7Wg796e+403/hvsd+NfBdDKEPpKBwfVbQ/XzNPG8VNzCVUal482EWRJdgPOYgKMVcH1StD8cdeCvkUil0XoKxHwCP/ett3l5XX2iCJ354AbME/Rn+EGnMcEGKuCi8wE86vX9OSBAhzo5CF01ys6LEE3jO2vWyYX7XDI0D4wNdTThl5K3FxGiF8fGVLLBWziwOdYdfL6RdGTh87TE/3kDWUxE2Du4FVDhwD9H/V4yYJ6xKUREGAifQNzcFVekeD2nl9SE6tvXVorsh2uXtcIMHDzUDSevPYjY+g+kR3M3aKxq/MGdUxf1diH5EUh182jKoHXNju7Uee5wOEXjQDTNg9FTwA3aGYE6nj1bea04blHEMD0xUyoYwQwfes4eTh0TF/MgTpGANO3jpOHQ8f0xRyoYwQwfes4eTh0TF/MgTpGgCn0FYufiaAY/6YMUMFj8MMRJaUO6sCjGIV4rUaWzZQwY1AlRtBXrOadHYg+5KsceOXywDNZnQCrAdvDlTOaU1d2q9F1pfpEIf6I2SFWaqpF90M/faUD/PMqbvjhl5HY3Q+/bOt5der0czVjcNGY4QaMQYDmZx46T7880MF+uPnZ+PtP4w/hvnaSP9jFCTk+G51+EsiC1KHeQYOqQ8iHt/x7t2YvrCLPYXHviP6YXEj6EG96RYowMigmkJtxyO4VKkB4HNxfm73J6dd3wXPDwf31udFFWHTjHsXkN/ZbYcVR8knju/NnriA1c3qJ2iMnLI+vTCLL40IhRZ5SJkMildCDR0kl9H2khP44yTI5m0wavJeHeJsgosZ66Yx00Lr6qnn6juc8tt+dSeIuRHjvff+l5QAhf+VsX9aPeZtY4FubOoUMioOiXtKgWKgFM2O/bUKn0RpuhJPNjAmuuMUzp9NOgJlx94he5J7VacbWfMLON1UZnbfJJfYrWs2pBSfr8JsDcSFSWr2IEhqqTSHL4z7S8rhQSEn+yt2G4V6OY05/XDthC4Blsir5x0wWmXR8dKyXzmQDrfTN/TPIF/4qnDAkTqu3Yxqftu2SBsUOL5sFyxiYGQv3t6+QZsYPNozJZsZE0PWxxRUKuRahbtiNvifcK04vWyB+LX38+3bSDzmwccPhEwgVOcIDJbRx4wFpeXwbLI9lyPKYekggkA47lt8n/ZVvr7vDInnSlRfZZNLxKLBemmH0XQ2Yt78UqV6dOfls8hIkVfNmtHyW67NpuHQkS+EotOdn5pHq2PpGG/l+mplxIMXMmMjmbEwQLHbCRzM6SDgc3S64AgmTwowAwuH4jiZueUw9JBBI8w+PkvZHVqSaZnNIFVOkZJNJx9/EemmG0Zcgtt77fHr9cUvXH88MPxcJTnn65bOqFwKb//dM9o0v+LOeHVSyHNZp46RBe2efbHSAzIxFsY8AJTPjHEsrpZfjSujOqOVxrpDizEwJCZTQxzWa2Ndo6mc0i0w6HhPWS6enh/7Ng2vRf8kWZLVE6SsWsrzrv0v+TS4tZKmIzw757HaXJyTplwvJd+8hM+OuwW4haWZsUOY3M6ZE0dyVQAmtR5bHhyKWx5tbRM6Qes9mhBRRQpMC6XiRnp6zzmhhKnlk0vHKWC+dhBz99IVg3KuB6cXoj/idxc/OLX6VRwrsurnmYHWMW65bJl4Pe6K2gztz5k1kZrxgtQwrfTv5zYzLpC9peTwPzoc6ZHlsgrOEXCGR/spkSN54SCGbcdHOUo6ayf3D0ow++TfE0G2jBd4cMZNbi6WZk8lvYhflzMTRfHBWJpNq35w8ODPpilVCC0+S/spvm0tw+YSDMy2xrJveqv1sGT8iI1ZfpqIEl05Ef8eK/KY1lf0gr0D4HGGnflgpuO+wlcBdImKj7ME2yllRxqtvcZ8d6quvVD8z0iUkTzcO/Pd3bky+v5HtbzB5hlcMXzMc5if9aaa4UJuhNqZvM2S5YeeINw8Nm9pmmBimbzNkuWHniOnbsKltholh+jZDlht2jpi+DZvaZpgYpm8zZLlh54jp27CpbYaJYfo2Q5Ybdo5MoW9FlcZ1n6060D8zA2NG0JdGpXE0C6rzC/PD1KT1tchbHeifawFD4THopy8jlMY8DpcVfwi9MGq4BkMQoPmZh5KUxgRHMTCm7Wnjg1Z3nzQzdmlAs0A+WGjRTZOuLnBTyQBBKnsLWhwvc/Uxq0Ni/87xNPUD9JVDXZzNZjlZ8JykLs4SQ1L+ed3DYxoFskKKGR/F9c+JmRL+7dkfmfCDZ6mfG1pX3xKVxhEzY5Nec1w/506YGWdfEApbHO8YT2hAdBR0zGmycDfSazZ1cRab5RTBc0JdnE8/TAgHxnTigG0SpMtzTm4nONUlJhIRF8NboCzC3M2SYFrpm/snUD6lMchxQd9gBq0uiH0XTTu+fD/IKmRxnE1dnGmznEPwnFc/DG0Ee1sRhfOOye4VSDoiAihU/KEDNl8ojqv4GPIjmzlh0Erf0pTGIMf1eeO+b95gHlFwdu1uCZLdbOriLDbLXE4w4I4LnWKC57z6YRBJsyUqS/S5+N42gsNPKPUeWMzLbp5q3PLhzMjrYuawhjGR0Erf0pTG6Gc5L6uZMbwT+/2Ll/hNrJDFcWKxy5eVdHVxNptlUvCcVV2cWz8cPggfOJcTwmNNqiWj+2PjmRPkhSb9eu0hxtCGKYHQTF+AoVilMbHhQmbGWqTV5SlPamQxfbzH5+eKe9RSDghsQAMcucWBgsUx0vwGwgcsFj/3tWqZ6uJsNsuk4DlTXZw1BtXFpYXz3QRhX3cGZKqR7kN57nQLedxe/wGbw2cKaxgTB80nD3Ec4M8WbvdX8N/4N3kgEveeTTUzJk8eCE7nIJgZwzVnB77tLa9cGT15oGJxzOkcntWDMCfnyQNclCZSxHyWSVfkrDbL6BoyPWm+DGciGwFld64YXEBfVXhZdwm8FMXqiwbyzjOQFQWdN3WTt2MnD87BuSQz5oi9My5JCDCFviUnpXfsI2RmPPlxyT0UbEhd35bSVRnqYqCvlljRGbG4uEBy6N88FGRP7gq8dtV5dFPIduW4C4fHKepiqtdcpwVZlro4Ii7ex2e8halRj6vvkbEFjQx+PkMJ+pzr5tlVOHWqYqG++patLn5teD4iLrbNjpP3vuKSF4F6pC9OKUYgikBdbx5wFpsdAUzfZmdAXc8f07eu09fswWP6NjsD6nr+mL51nb5mDx7Tt9kZUNfzx/St6/Q1e/CYvs3OgLqeP1PoW47SmHG6XOxCXKvPBCP+6oaUxu2PTpxDTm59l1+Vuj+7lNfeolbg4HGYjgD9qy8jlMZMTxOOLzsCNK++JSmNE/bFxJ5NM74a1+XCFOFRYLA2JlW7EaXvItioRKXCws4OARsexL1jPLeS5XEYcLKQOsE6mAQKmsicSLkZ8zqWR1yI9zfNk+Z7yU8IZVERYxfiWn3caF19S1Maq/rUYr9VT9r6ja+mACUcAGtjUrWrM9xI8hEGeZFURljfRjbIfmEPaYNcRGlTyj1mPfS54OZ3afVJUmCCwC7ERQBZ8aq00jf3bPIpjYPhMEsgkyX7+kU7AtVu6/4OqdoNeTemk62Ngy6bifQRtmx5CKGsuAt1fDsmC/JQ9m6Ytvf5bV1JbmvYhbjilCymQ1rpW5rSeOOKeSsoG5q3zl/WKlIUYmnWxv4Ua+OYs7EvlOxxTAmrYChmaRXyBIIcLuwiYgW7EFNCsFqVaKVviUrjkN1y7lTkUg/9MKgd4wVUuyxOS+y/JVgbs9nRj8MhbuRx+EhhsWKfkkMyIdfvc6RkA7sQV4uchfulmb4QYNFK4+ikAk6nL8xiJdPMTip9SdUuWBsPdxRnbewNBYVy0q1Yqh1UJvm8E60KgwoJmNvhdd6+Yy1EYBfiwtSqRQ366QuzLMrTmFBfXCLlaGYN3726YktGacdkJn2ELdYFg9K7XZy18YZ1fY91eNAMbUW7O/tJ/d73+HvOWqzzo0q2a3VxJdkcE7sQ14KlOceg+eCsmnM/pCd9hIfMD8oZJflUjmo/2IWYKlLl1mPE6lvuJDLbcw516g1Kgddhy8HdCimKs0WOXYgrn89cPTbW6is9CT7CrVEfYS/4CJuL9RHOwKmo1Re7ENeOueRIjUXfGoOHh6MbgQbdPNANKx6/Nghg+tYGZzxKVRDA9K0KrLjT2iCA6VsbnPEoVUEA07cqsOJOa4MApm9tcMajVAUBTN+qwIo7rQ0CmL61wRmPUhUEmELfcpTGVQGmRp12jixcn1LXaLDGG4YRf3XDSuPGI1ZtZkT/6ouVxrXJdEOOQvPqW5LSOLskOKExJvZuaS6AhjPTKxj5Hg8J3NssaYfAm2FfnEtULOw9PazqaOUDAfx7t65Ebu3PKmmOjnkY3I1If+JUL6BszsYwl87AHHi5pcunG5JtFZ8UratvaUrj7Bgc6VeLA9ZTpL8f4m5ur2ChiGsbymVfnE1ULBILHq4ZQWk8sR4S9fapyM6zSpqF2jGdxG+b0Gn0JuRPrE0WJed1Ns4jn654zhuoQ1rpmxvHfErj7K1Cafrj3F7BPsdy7scos4mKd0wXjDakNHZZHF42CyTOOSTN8HLL3uaVqD/xXfAnViYsO/Nqkonc8ukGIlvlp0IrfUtTGmcHYWMW6Y9B6nNtSvsaKCtzewUHg8lqn7TesomKOYqBsZlrS0sfWa3gOYxKDkkzOebRBRAyoa83Uv2J82qSidzy6crnvIF6pJW+JSqNAf4skuCQfXH01HE9qT82dBMFvIJzpTCLqPjIyKCS5Vg1Gi8ZtGv7ZMMckmbwNAZ/YvL+lMiXbjpuHY6a5dMk55RPNxDZKj8VmukLEypeaZxbEgzmxE5XRH9MxSs4C5xZRMUiPjvks9tdnqC4Xx7ZDOSQNN8j/YnPdguTb5+QDs5dnwE37Tzuyok4ssinK5/zBuqR5pOHOJLFeRrHTICDezY7SyVCl5GpJ5ZUEiQTCt533DQbP4bTgUyvYPLkgbcZu8gsLY/o5KHFvc2GYwm4Cs2LulmDbg71joz1y/mkTbGD6BGS96BxFNrzcfPi9YCyh0CXqaExJ4aT/IlPTNqAvmMih+GM5QEnw13ZBXepRU4eRBeXjkbCj4/bQCyr2lSYQt+qTbCIjouStSX1W46kGegrd2vPWKpqC1oEBnVWlf7NA12AwR2S0d+xIr9pTfWVEklBSXO+TuE+FLnQ772LuVsK9KgNXn0TyBWx+pYvaVZfth5tg63C9vK4aQvzt0T+YvqWCBxuxgQEmnfzwAT0cQxlIoDpWyaAuDmdCGD60ok+HrtMBDB9ywQQN6cTAUxfOtHHY5eJAKZvmQDi5nQigOlLJ/p47DIRwPQtE0DcnE4EakTfV8k5Rv7NW4pS3ipHFj4cKc7jihwc3U19uaS/ESfFXpFOCsGB38+PQPXpy3r2ve997T+TUbwlZ59/Pn88W0bd8dFUr8GapVA19uH8cAmfhpoFiAdKR6DK9GU9+9EPOOJnv/qcHPcPz37tv/7g+YkULzYGpYTH4bLIm9lxqRcEqvjMw6uc537S88KL3tBP7E//VwyP/6HgqP7D0/+z/nj4/2WFKK68Ra7CXYF1R7oRcUKR63duekWKsAVkugSYWalHBiO2w5HnfTmDV0cle1ND7+0SHNXENVVoccgYezSGfOrXfiusOCpBkmCndXLyYf/CoDxqsrV/R3POHXn2lxB3gD+y3z4/5+wa6pdB937H8uT0GsiN8j46XC/pr/c4q7f6Pjv9gxfYvw7+OIm7ANb/tIf+1kHIfsB+hwJymUbEQi0ofEkpr9ZwIyyXxVzdug3DvRzHnP64dsIWEKv7VZxd06qDo3hTxSGUgyqRxzaX9lhXm1xin9Ue1y9ANKp+5Q5sWu7sE0GHSRN/mL1VxF07o9FbnCyFdqQ3fOOURmt2EPLeY0mmsBRmgatUD4Hq0bcCMWcYEYOUV7i/TUp5Qw82jHHT4iNd4rBj+X3StPj2ujsskncSxM7cTbdQNTymkfrWzbb0ZxK99tnb0E1gw+b0cXnibNHet8+BJDmwse4Osn0O9H1oa9MTFAgVFZgb7qISCFSPvk/P/uLRwX/k/kTx7H9JChQ2D/9dTjh/cfAupejTjIjTFL6BmGkxn8XmHx6NPn4+JOeyOcgUM7S2ag/JZKzdmyuZ9lgHB1FCu/zBHKGEwwnOJ39PKXJcqRYIVI++xO9CXx5fC33+x5yzyuciDP7Rf+KohF/+8y9ybXwLThikvCywKo7WSzEtBhVvksR3dAXqcDqPKTj7+6x2FWwhcGlEBKpIXwRX+Olf/SLkfvrMyyR2Lz598o+/+GK8dG3BPWRa3DWIpLxgWmxQxkyLIyregXa4QSReOJ1D/VKv7dKkzSNSwc4YLhc5PWed0SYuDknPZyB8wGLxMNPriOdVpi/J4NP/+8k/k5AsOQ4ufVEWODtz5k1kWrxgtQwrfTsx0+KQzbhoZylHzeT+YWlGLyWUerXUtwF73pDNvO4THxvqLMjL9fXdkKzfUv5fNMqaIm5cBAJVPDgrIgpcFSNQEgLVX31LCgs3wghQQQDTlwpKuA5DEcD0ZWhicFhUEMD0pYISrsNQBDB9GZoYHBYVBDB9qaCE6zAUAUxfhiYGh0UFAUxfKijhOgxFANOXoYnBYVFBANOXCkq4DkMRwPRlaGJwWFQQaAj6tvTNWK8NJ3uo5Zh658iHVuwgTIUXdVKn2o/sSPhvnXiFuPevSz9/wvke/8gbr7zyAiAT/u0dz9//09M6wQiHyVgEqr76PvM8h/085xmilfcXfd/69jfCn93/w4PPn37xCHOXsZyoo8Cqvvp+86/fbiXu/fqDvT/6sbrlidN97drjL/Pgg5TGobte4WEQDQf371y5ye3Td7VxkauPadSyCy2zOAwnRL+kUDkhT14zjq4gA+JYIdXLJrAAyjRArqOc4VDjCFR99Y2N9KvAXujp12Xi4XdFf6ZiPZcnBVyxwDOnBQPhgLDnrF7kBj3w2B2fsPMYMhMmiCwOwymdcaVSwjoEkuN1v7C7P9ImvWQYIGNG1CcCNaPvk0f/cGHvzr1/D7C40u9LtH/JyolX0LW26ApFDITDbvQ94V5xedkCManwzXQYTu0J5MnvkZLjxS0PIZRlvTUn3QC5PnOHoyaqTd+XnkO3QoW/QlA/Cv/L393/4G8+/ZR4lid7MSJ/y1pi+mL0ZuJ7FpukfKbDcHofafLkLEOkGyBjItQpAtWjbzvvzbeFb6lf+TrxxW93nxCSbw5c/ha88uaZV79NEI//7VHk3qiiSxaH4aL7AA19qgFyCT3gJkxAoGr05bS9eKj1xW8Qjz659cka/Mr1wtMvwhx45dDLTz/9lXvpg8elzV6axWG4UE8xV+GMenED5EI94PcZikDV6Buy3Te98xvTO5/c+OUTNPfdwM8uwH/RKz//6ePfk6+VUFw31xysjnFQGk/0hvfhqrGSChggk5pks5rnXl22ldQHbsQABKp9cMaAKSaFAAdncrcOOwgzKytlRFO11beMmKrUlCMdwA7CVcKWrm6bhL7qKet1y7iSsK+a0Z8+cGkQBJpr89AgScPTiCHQJKsvTnhjIoDp25h5bZJZPdPV9f0mmSqeZuMhgFffxstpE80I07eJkt14U/3/Um8bXRt7ZUEAAAAASUVORK5CYII=)

var crypto = require('crypto');

module.exports = {

encrypt\_pass: function (password) {

var hash = crypto.createHmac('sha1', 'abc').update(password).digest('hex');

return hash;

}

}

var mssql = require('mssql');

var connection = require('./db\_handler');

var pass\_handler = require('./password\_handler');

module.exports = {

    curr\_user: '',

    get\_users: function(req, res){

        var request = new mssql.Request(connection);

        request.query('SELECT \* FROM users', function(err, rows) {

            var users = rows.map((row) => {

                return '<h3> ' + row.username + ' </h3>'

            });

            res.send(users.join(''));

        })

    },

    check\_user: function(req, res, next) {

        var self = this;

        var ps = new mssql.PreparedStatement(connection);

        var inserts = {

            username: req.body.username

        };

        ps.input('username', mssql.Text);

        ps.prepare('SELECT \* FROM users WHERE username LIKE @username', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                if (err) console.log(err);

                ps.unprepare();

                // имя пользователя найдено

                if (rows.length > 0) {

                    self.curr\_user = rows[0].username;

                    // перейти к проверке пароля

                    next()

                }

                // имя пользователя не найдено

                else {

                    res.status(404).send('user not found!');

                }

            })

        });

    },

// проверка пароля

check\_pass: function (req, res) {

        var self = this;

        var inserts = {

            password\_hash: pass\_handler.encrypt\_pass(req.body.password) // хэширование пароля

        }

        var ps = new mssql.PreparedStatement(connection);

        ps.input('password\_hash', mssql.Text);

        ps.prepare('SELECT \* FROM users WHERE password LIKE @password\_hash', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                if (err) console.log(err);

                ps.unprepare();

                // пароль верный

                if (rows) {

                    req.session.username = self.curr\_user;

                    res.status(200).send('user ' + req.session.username + ' logged in!');

                }

                // пароль неверный

                else {

                    res.status(404).send('wrong password!');

                }

            })

        });

    }

}

module.exports = function (app) {

    app.get('/logout', function(req, res) {

        req.session.username = '';

        console.log('logged out');

        res.send('logged out!');

    });

    // ограничение доступа к контенту на основе авторизации

    app.get('/admin', function (req, res) {

        // страница доступна только для админа

        if (req.session.username == 'admin') {

            console.log(req.session.username + ' requested admin page');

            res.render('admin\_page');

        } else {

            res.status(403).send('Access Denied!');

        }

    });

    app.get('/user', function (req, res) {

        // страница доступна для любого залогиненного пользователя

        if (req.session.username.length > 0) {

            console.log(req.session.username + ' requested user page');

            res.render('user\_page');

        } else {

            res.status(403).send('Access Denied!');

        }

    });

    app.get('/guest', function (req, res) {

        // страница без ограничения доступа

        res.render('guest\_page');

    })

}

var cookieParser = require('cookie-parser');

var session = require('express-session');

// подключение модуля connect-mssql

var MSSQLStore = require('connect-mssql')(session);

var mssql = require('mssql');

module.exports = {

createStore: function () {

var config = {

user: 'test', // пользователь базы данных

password: '12345',   // пароль пользователя

server: 'localhost', // хост

database: 'testdb', // имя бд

port: 1433,          // порт, на котором запущен sql server

pool: {

max: 10, // максимальное допустимое количество соединений пула

min: 0, // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000 // время ожидания перед завершением неиспользуемого соединения

}

};

return new MSSQLStore(config);

}

}

var mssql = require('mssql');

var connection = require('./db\_handler');

var pass\_handler = require('./password\_handler');

module.exports = {

    addUser: function(req, res) {

        var inserts = {

            username: req.body.username,

            password\_hash: pass\_handler.encrypt\_pass(req.body.password)

        };

        var ps = new mssql.PreparedStatement(connection);

        ps.input('username', mssql.Text);

        ps.input('password\_hash', mssql.Text);

        ps.prepare('INSERT INTO users (username, password) VALUES (@username, @password\_hash)', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                if (!err) res.status(200).send('user created successfully!');

                else console.log(err);

                ps.unprepare();

            })

        })

    }

}

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet " />

<title>Log in</title>

<script>

window.onload = function() {

            var xhr = new XMLHttpRequest();

            xhr.open('GET', '/all');

            xhr.send();

            xhr.onload = function() {

                document.getElementById('container').innerHTML = this.responseText;

            }

var btn = document.getElementById('btn');

var inputs = document.getElementsByTagName('input');

btn.addEventListener('click', function() {

var xhr = new XMLHttpRequest();

xhr.open('POST', '/login');

var userData = {

username: inputs[0].value,

password: inputs[1].value

};

xhr.setRequestHeader('Content-Type', 'application/json');

xhr.send(JSON.stringify(userData));

xhr.onload = function() {

alert(this.responseText);

};

xhr.onerror = function() {

alert('server error!');

}

})

            var btn2 = document.getElementById('btn2');

            btn2.onclick = function() {

                var xhr = new XMLHttpRequest();

                xhr.open('GET', '/logout');

                xhr.send();

                xhr.onload = function() {

                    alert(this.responseText);

                }

            }

            var btns = document.querySelector('.btns');

            btns.onclick = function(e) {

                if (!e.target.dataset.page) return false;

                var target = e.target.dataset.page;

                var xhr = new XMLHttpRequest();

                xhr.open('GET', '/' + target);

                xhr.send();

                xhr.onload = function() {

                    window.location.href="/" + target

                }

            }

}

</script>

</head>

<body>

<div class="panel well" style="width: 350px; padding: 25px; text-align: center">

<h2 style="margin-bottom: 35px">Log in</h2>

<form name="login">

<div class="form-group">

<label>Username</label> <input class="form-control input-lg" type="text" id="login" />

</div>

<div class="form-group">

<label>Password</label> <input class="form-control input-lg" type="text" id="password" />

</div>

<div class="form-group">

<input type="button" value="Log in" class="btn btn-lg btn-success" id="btn" />

                <button value="Log out" class="btn btn-lg btn-danger" id="btn2">Log out</button>

</div>

</form>

</div>

    <div class="panel">

    <h1>Registered users: </h1>

    <div id="container"></div>

    </div>

    <div class="panel btns">

    <h2>Pages: </h2>

    <button data-page="admin" class="btn btn-info btn-lg">Admin page</button>

    <button data-page="user" class="btn btn-success btn-lg">User page</button>

    <button data-page="guest" class="btn btn-warning btn-lg">Guest page</button>

    </div>

</body>

</html>

var express = require('express');

var app = express();

var cookieParser = require('cookie-parser');

var session = require('express-session');

var bodyParser = require('body-parser');

var path = require('path');

var jsonParser = bodyParser.json();

app.use(jsonParser);

var port = 8080;

// создание хранилища для сессий

var sessionHandler = require('./js/session\_handler');

var store = sessionHandler.createStore();

// создание сессии

app.use(cookieParser());

app.use(session({

store: store,

resave: false,

saveUninitialized: true,

secret: 'supersecret'

}));

var handlers = require('./js/queries');

var signup = require('./js/signup');

var routes\_hangler = require('./js/routes')(app);

app.set('views', path.join(\_\_dirname, 'pages'));

app.set('view engine', 'ejs');

app.get('/', function (req, res) {

res.render('sign\_up');

});

app.get('/login', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'index.html'));

});

app.get('/all', handlers.get\_users);

app.post('/login', handlers.check\_user);

app.post('/login', handlers.check\_pass);

// регистрация пользователя

app.post('/signup', signup.addUser);

// ограничение доступа к контенту на основе авторизации

app.get('/check', function (req, res) {

if (req.session.username) {

res.send('hello, user ' + req.session.username);

} else {

res.send('Not logged in(');

}

});

app.listen(port, function () {

console.log('app running on port ' + port);

})

## Multer

var express = require('express');

var app = express();

var path = require('path');

var port = 8080;

// multer - middleware для обработки данных формы в кодировке multipart/form-data

var multer = require('multer');

var upload = multer();

app.get('/', function(req, res) {

    res.sendFile(path.join(\_\_dirname, 'index.html'));

})

// конфигурация модуля multer

var form\_data = upload.fields([{name: 'username'}, {name: 'email'}]);

app.post('/form\_handler', form\_data, function(req, res) {

    // при использовании модуля multer данные полей формы доступны через объект req.body

    console.log(req.body);

    res.send(`<h2>user data:</h2> <p>username: ${req.body.username}</p> <p>email: ${req.body.email}</p>`);

})

app.listen(port, function() {

     console.log('App listening on port ' + port);

});

## FileUpload

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<title>File upload demo</title>

</head>

<body>

<form action="/upload" method="POST" enctype="multipart/form-data">

<input type="file" name="recfile" />

<input type="submit">

</form>

</body>

</html>

var express = require('express');

var port = 8080;

var path = require('path');

var fs = require('fs');

// multer - middleware для обработки данных формы в кодировке multipart/form-data

var multer = require('multer');

// dest - директория для сохранения файлов, загружаемых на сервер

var upload = multer({dest: \_\_dirname + '/uploads'});

// указать, что будет загружен один файл с именем recfile.

// имя файла может быть любым, но оно должно совпадать со значением атрибута name элемента формы input с типом file

// например, <input type="file" name="recfile" />

var type = upload.single('recfile');

var app = express();

app.get('/', function(req,res, next) {

     res.sendFile(\_\_dirname + '/index.html');

})

// указать файл при обработке POST запроса (второй аргумент метода app.post)

app.post('/upload', type, function(req, res) {

     // загруженный файл доступен через свойство req.file

     console.log(req.file);

     // файл временного хранения данных

     var tmp\_path = req.file.path;

     // место, куда файл будет загружен

     var target\_path = path.join(req.file.destination, req.file.originalname);

     // загрузка файла

     var src = fs.createReadStream(tmp\_path);

     var dest = fs.createWriteStream(target\_path);

     src.pipe(dest);

     // обработка результатов загрузки

     src.on('end', function() {

        // удалить файл временного хранения данных

        fs.unlink(tmp\_path);

        res.send('complete');

     });

     src.on('error', function(err) {

       // удалить файл временного хранения данных

     fs.unlink(tmp\_path);

        res.send('error');

     });

})

app.listen(port, function() {

     console.log('App listening on port ' + port);

});

# Rest API

## Route methods
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var express = require('express');

var app = express();

var port = 8080;

var router = require('./route.js')

// использовать роутер на пути /api

app.use('/api', router.rout);

app.listen(port, function () {

console.log('app running on port ' + port);

});

var express = require('express');

var router = express.Router();

// В данном приложении показана базовая логика построения RESTful API

router.get('/:id', function (req, res) {

res.status(200).send('get item by ID ' + req.params.id + '!');

});

router.post('/', function (req, res) {

res.status(201).send('create item!');

});

router.put('/:id', function (req, res) {

res.status(200).send('update item by ID ' + req.params.id + '!');

});

router.delete('/:id', function (req, res) {

res.status(200).send('remove item by ID ' + req.params.id + '!');

});

module.exports = { rout: router };

## CORS

var express = require('express');

var app = express();

var router = express.Router();

var port = 8080;

var router = require('./route')

// middleware для использования CORS

app.use(function (req, res, next) {

res.header("Access-Control-Allow-Origin", "\*");

res.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");

next();

});

// использовать роутер на пути /api

app.use('/api', router.rout);

app.listen(port, function () {

console.log('app running on port ' + port);

});

var express = require('express');

var router = express.Router();

router.get('/:id', function (req, res) {

res.status(200).send('get item by ID ' + req.params.id + '!');

});

router.post('/', function (req, res) {

res.status(201).send('create item!');

});

router.put('/:id', function (req, res) {

res.status(200).send('update item by ID ' + req.params.id + '!');

});

router.delete('/:id', function (req, res) {

res.status(200).send('remove item by ID ' + req.params.id + '!');

});

module.exports = { rout : router };

## CORS DB

var express = require('express');

var app = express();

var router = express.Router();

var port = 8080;

var mssql = require('mssql');

var config = {

user : 'test',

password : '12345',

database : 'testdb',

server : 'localhost',

port : 1433,

pool: {

max: 10, // максимальное допустимое количество соединений пула

min: 0, // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000 // время ожидания перед завершением неиспользуемого соединения

}

}

// ConnectionPool - создает объект который позволяет подключаться к БД

var connection = new mssql.ConnectionPool(config);

var pool = connection.connect(function(err) {

    if (err) console.log(err)

});

// middleware для использования CORS

app.use(function (req, res, next) {

res.header("Access-Control-Allow-Origin", "\*");

res.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");

next();

});

router.get('/', function (req, res) {

// подключение к бд

    var request = new mssql.Request(connection);

    request.query("SELECT \* FROM items", function(err, rows) {

        if (err) console.log(err);

console.log('GET ' + req.url);

        res.status(200).send('selected items: ' + JSON.stringify(rows.recordset));

    });

});

router.get('/:id', function (req, res) {

// подключение к бд

    var ps = new mssql.PreparedStatement(connection);

    var inserts = {

        id: parseInt(req.params.id)

    }

    ps.input('id', mssql.Int);

    ps.prepare('SELECT \* FROM items WHERE id=@id', function(err) {

        if (err) console.log(err);

        ps.execute(inserts, function(err, rows) {

                if (err) console.log(err);

                console.log('GET ' + req.url);

                res.status(200).send('selected item: ' + JSON.stringify(rows.recordsets));

                ps.unprepare();

        });

    });

});

router.post('/', function (req, res) {

// подключение к бд

    var request = new mssql.Request(connection);

    request.query("INSERT INTO items (name, description, completed) VALUES ('Test', 'Some text', 1)", function(err, rows) {

        if (err) console.log(err);

console.log('POST ' + req.url);

res.status(200).send('sample item added to database');

    });

});

router.put('/:id', function (req, res) {

// подключение к бд

    var ps = new mssql.PreparedStatement(connection);

    var inserts = {

        id: parseInt(req.params.id)

    }

    ps.input('id', mssql.Int);

    ps.prepare("UPDATE items SET name='new Name', description='Some other text', completed=0 WHERE id=@id", function(err) {

        if (err) console.log(err);

        ps.execute(inserts, function(err, rows) {

            if (err) console.log(err);

            console.log('PUT ' + req.url);

res.status(200).send('item by id ' + req.params.id + ' changed');

            ps.unprepare();

        });

    });

});

router.delete('/:id', function (req, res) {

// подключение к бд

    var ps = new mssql.PreparedStatement(connection);

    var inserts = {

        id: parseInt(req.params.id)

    }

    ps.input('id', mssql.Int);

    ps.prepare('DELETE FROM items WHERE id=@id', function(err) {

        if (err) console.log(err);

        ps.execute(inserts, function(err, rows) {

            if (err) console.log(err);

console.log('DELETE ' + req.url);

res.status(200).send('item deleted from database');

            ps.unprepare();

        });

    });

});

// использовать роутер на пути /api

app.use('/api', router);

app.listen(port, function () {

console.log('app running on port ' + port);

});

CORS API and APP

![](data:image/png;base64,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)

/ соединение с бд

var connection = require('./db\_handler');

var mssql = require('mssql');

var path = require('path');

module.exports = {

// загрузка всех элементов

loadItems: function (req, res) {

        // подключение к бд

        var request = new mssql.Request(connection);

        request.query("SELECT \* FROM items", function(err, rows) {

            if (err) console.log(err);

            console.log('GET ' + req.url);

            res.json(rows);

        });

},

// загрузка элемента из бд по id

getItemById: function (req, res) {

        // подключение к бд

        var ps = new mssql.PreparedStatement(connection);

        var inserts = {

            id: parseInt(req.params.id)

        }

        ps.input('id', mssql.Int);

        ps.prepare('SELECT \* FROM items WHERE id=@id', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                    if (err) console.log(err);

                    console.log('GET ' + req.url);

                    res.json(rows['recordset'][0]);

                    ps.unprepare();

            });

        });

},

// создание элемента

createItem: function (req, res) {

// подключение к бд

        var ps = new mssql.PreparedStatement(connection);

        var data = req.body;

        var \_id = Math.ceil(Math.random() \* 100);

        var inserts = {

            id : \_id,

            name: data.name,

            description: data.description,

            completed: parseInt(data.completed)

        }

        ps.input('id', mssql.Int);

        ps.input('name', mssql.Text);

        ps.input('description', mssql.Text);

        ps.input('completed', mssql.Int);

        ps.prepare("INSERT INTO items (id, name, description, completed) VALUES (@id, @name, @description, @completed)", function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

console.log('item created');

res.status(201).send('item created');

                 ps.unprepare();

            });

        });

},

// обновление элемента (редактирование)

updateItem: function (req, res) {

        var ps = new mssql.PreparedStatement(connection);

        var data = req.body;

        var inserts = {

            name: data.name,

            description: data.description,

            completed: parseInt(data.completed),

            id: parseInt(data.id)

        }

        ps.input('name', mssql.Text);

        ps.input('description', mssql.Text);

        ps.input('completed', mssql.Int);

        ps.input('id', mssql.Int);

        ps.prepare('UPDATE items SET name=@name, description=@description, completed=@completed WHERE id=@id', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                if (err) console.log(err);

                console.log('PUT ' + req.url);

res.status(200).send('item updated');

                ps.unprepare();

            });

        });

},

// удаление элемента

removeItem: function (req, res) {

        var ps = new mssql.PreparedStatement(connection);

        var inserts = {

            id: parseInt(req.params.id)

        }

        ps.input('id', mssql.Int);

        ps.prepare('DELETE FROM items WHERE id=@id', function(err) {

            if (err) console.log(err);

            ps.execute(inserts, function(err, rows) {

                if (err) console.log(err);

                console.log('DELETE ' + req.url);

res.status(200).send('item deleted');

                ps.unprepare();

            });

        });

}

}

// Подключаем модуль mssql для работы с mssql сервером

var mssql = require('mssql');

var config = {

user : 'test',                      // пользователь базы данных

password : '12345',                 // пароль пользователя

database : 'testdb',                // имя бд

server : 'localhost',               // хост

port : 1433,                        // порт, на котором запущен sql server

pool: {

max: 10,                        // максимальное допустимое количество соединений пула

min: 0,                        // минимальное допустимое количество соединений пула

idleTimeoutMillis: 30000        // время ожидания перед завершением неиспользуемого соединения

}

}

var connection = new mssql.ConnectionPool(config);

var pool = connection.connect(function(err) {

    if (err) console.log(err)

});

module.exports = pool;

var express = require('express');

var app = express();

var path = require('path');

var port = 8080;

var bodyParser = require('body-parser');

// подключение модуля для обработки запросов

var apiHandler = require('./api\_handler');

// middleware для обработки данных запросов в формате JSON

app.use(bodyParser.json());

// middleware для использования CORS

app.use(function (req, res, next) {

res.header("Access-Control-Allow-Origin", "\*");

    res.header("Access-Control-Allow-Methods", "POST, GET, PUT, DELETE, OPTIONS");

res.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");

next();

});

var router = express.Router();

// загрузка всех элементов из бд

router.get('/', apiHandler.loadItems)

// выбор элемента

router.get('/:id', apiHandler.getItemById);

// создание элемента

router.post('/new', apiHandler.createItem);

// обновление элемента (редактирование)

router.put('/:id', apiHandler.updateItem);

// удаление элемента

router.delete('/:id', apiHandler.removeItem);

app.use('/api', router);

app.listen(port, function () {

console.log('app running on port ' + port);

})

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet" />

<title>RESTful API demo</title>

<script src="https://code.jquery.com/jquery-3.1.0.min.js" integrity="sha256-cCueBR6CsyA4/9szpPfrX3s49M9vUU5BgtiJj06wt/s=" crossorigin="anonymous"></script>

<script>

$(document).ready(function () {

var tbody = document.getElementById('tbody');

// запрос для загрузки всех элементов

function getItems() {

$.ajax({

url: 'http://localhost:8080/api/',

accepts: 'application/json',

method: 'GET',

success: function (data) {

                        var items = data["recordsets"][0];

var html = '';

// форматирование данных ответа сервера

for (var i = 0; i < items.length; i++) {

html += `<tr>

<td class="itemID">${items[i].id}</td>

<td>${items[i].name}</td>

<td>${items[i].description}</td>

<td>${items[i].completed==1 ? 'yes' : 'no'}</td>

</tr>`

};

tbody.innerHTML = html;

}

});

}

getItems();

function validateID(id) {

var idIsValid = false;

for (var i = 0; i < $('.itemID').length; i++) {

if (id == $('.itemID').eq(i).text()) {

idIsValid = true;

}

}

console.log(idIsValid)

return idIsValid;

}

function checkIDUnique(id) {

var idIsUnique = true;

for (var i = 0; i < $('.itemID').length; i++) {

if (id == $('.itemID').eq(i).text()) {

idIsUnique = false;

}

}

return idIsUnique;

}

// запрос для просмотра элемента

$('#select').on('click', function () {

var itemID = $('#itemID1').val();

if (validateID(itemID)) {

$.ajax({

url: 'http://localhost:8080/api/' + itemID,

accept: 'application/json',

type: 'GET',

success: function (data) {

                            var item = data;

var html =

`<td>${item.id}</td>

<td>${item.name}</td>

<td>${item.description}</td>

<td>${item.completed==1 ? 'yes' : 'no'}</td> `

tbody.innerHTML = html;

$('#back').css({

display: 'block'

})

}

})

} else { alert('invalid ID!') }

})

// запрос для удаления элемента

$('#delete').on('click', function () {

var itemID = $('#itemID1').val();

if (validateID(itemID)) {

$.ajax({

url: 'http://localhost:8080/api/' + itemID,

accept: 'application/json',

type: 'DELETE',

success: function () {

window.location.href = '/'

}

})

} else { alert('invalid ID!') }

})

// запрос для обновления элемента

$('#update').on('click', function () {

var itemID = $('#itemID2').val();

console.log(itemID)

if (validateID(itemID)) {

if ($('#name').val() == '' || $('#description').val() == '') {

alert('empty field!');

return;

}

var requestData = {

id: $('#itemID2').val(),

name: $('#name').val(),

description: $('#description').val(),

get completed() {

return $('#completed').is(':checked') ? 1 : 0

}

}

$.ajax({

url: 'http://localhost:8080/api/' + itemID,

type: 'PUT',

data: JSON.stringify(requestData),

contentType: 'application/json',

success: function() {

window.location.href = '/'

}

})

} else { alert('invalid ID!') }

})

// запрос для создания элемента

$('#create').on('click', function () {

var itemID = $('#itemID2').val();

if ($('#name').val() == '' || $('#description').val() == '') {

alert('empty field!');

return;

}

var requestData = {

name: $('#name').val(),

description: $('#description').val(),

get completed() {

return $('#completed').is(':checked') ? 1 : 0

}

}

console.log(JSON.stringify(requestData))

console.log(requestData)

$.ajax({

url: 'http://localhost:8080/api/new' ,

type: 'POST',

contentType: 'application/json',

data: JSON.stringify(requestData),

success: function () {

window.location.href = '/'

}

})

})

})

</script>

</head>

<body>

<div class="panel well">

<table class="table table-striped">

<thead>

<tr>

<th>ID</th>

<th>Name</th>

<th>Description</th>

<th>Completed</th>

</tr>

</thead>

<tbody id="tbody">

</tbody>

</table>

</div>

<div class="panel" style="padding-left: 25px; padding-bottom: 25px;">

<h3>View or delete item</h3>

<div class="form-group" style="width: 300px">

<a id="back" href="/" style="display: none"><h4>Back to items</h4></a>

<label>Item ID</label> <input id="itemID1" class="form-control input-lg">

</div>

<button id="select" class="btn btn-info btn-lg">View item by ID</button>

<button id="delete" class="btn btn-danger btn-lg">Delete item by ID</button>

</div>

<div class="panel" style="padding-left: 25px; padding-bottom: 25px;">

<h3>Create or edit item</h3>

<div class="form-group" style="width: 300px">

<div class="form-group" style="width: 300px">

<label>Item ID (only for updating items)</label> <input id="itemID2" class="form-control input-lg">

</div>

<label>Item Name</label> <input id="name" class="form-control input-lg" />

</div>

<div class="form-group" style="width: 300px">

<label>Item Description</label> <input id="description" class="form-control input-lg" />

</div>

<div class="form-group" style="width: 300px">

<label>Completed</label> <input id="completed" type="checkbox" />

</div>

<button id="update" class="btn btn-warning btn-lg">Update item by ID</button>

<button id="create" class="btn btn-success btn-lg">Create Item</button>

</div>

</body>

</html>

var express = require('express');

var app = express();

var http = require('http');

var path = require('path');

var bodyParser = require('body-parser');

app.use(bodyParser.json());

var port = 8081;

var portApi = 8080;

app.get('/', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'index.html'));

});

var cb = function (response, res) {

response.on('data', function (chunk) {

res.write(chunk.toString());

});

response.on('end', function () {

res.end();

})

};

app.get('/all', function (req, res) {

var options = {

host: 'localhost',

port: portApi,

method: 'GET',

path: '/api/'

}

var request = http.request(options, function (response) {

cb(response)

});

request.end();

});

app.get('/view/:id', function (req, res) {

var options = {

host: 'localhost',

port: portApi,

method: 'GET',

path: '/api/' + req.params.id

}

var request = http.request(options, function (response) {

cb(response)

});

request.end();

});

app.post('/new', function (req, res) {

var options = {

host: 'localhost',

port: portApi,

method: 'POST',

        path: '/api/new' ,

        headers: {

'Content-Type': 'application/json'

}

}

var request = http.request(options, function (response) {

cb(response)

});

request.write(JSON.stringify(req.body));

request.end();

});

app.post('/edit/:id', function (req, res) {

var options = {

host: 'localhost',

port: portApi,

method: 'PUT',

path: '/api/' + req.params.id,

headers: {

'Content-Type': 'application/json'

}

}

var request = http.request(options, function (response) {

cb(response)

});

console.log('POST BODY:', req.body);

request.write(JSON.stringify(req.body));

request.end();

});

app.get('/delete/:id', function (req, res) {

var options = {

host: 'localhost',

port: 1337,

method: 'DELETE',

path: '/api/' + req.params.id

}

var request = http.request(options, function (response) {

cb(response, res)

});

request.end();

});

app.listen(port, function() {

    console.log('app running on port ' + port);

})

# Socket
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// подключение express и socket.io

var app = require('express')();

var server = require('http').Server(app);

var io = require('socket.io')(server);

var path = require('path');

var port = 8080;

app.get('/', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'index.html'));

});

io.on('connection', function (socket) {

// метод send автоматически генерирует событие 'message'

socket.send('Hello world')

// обработка события

socket.on('greeting', function (data) {

console.log(data);

});

})

server.listen(port, function () {

console.log('app running on port ' + port);

})

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<title>Demo</title>

<script src="/socket.io/socket.io.js"></script>

<script>

// подклчение socket.io клиента к серверу

var socket = io.connect('http://localhost:8080');

// обработка события message

socket.on('message', function (data) {

console.log(data);

document.write(data);

// генерация события

socket.emit('greeting', { response: 'data received!' });

});

</script>

</head>

<body>

</body>

</html>

## Chat

window.onload = function () {

var btn = document.getElementById('btn');

var message\_input = document.getElementById('inp');

var message\_container = document.getElementById('messages');

var socket = io.connect('http://localhost:8080');

socket.on('chat message', function (message) {

console.log(message)

// сгенерировать html разметку сообщения

var display\_message = `<div class ="panel well">

<h4>Message: </h4>

<h5>${message.text}</h5>

</div>`

// добавить результат на страницу

message\_container.innerHTML += display\_message;

})

btn.onclick = function () {

// сгенерировать событие отправки сообщения

socket.emit('send message', { text: message\_input.value });

}

}

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<title>Demo Chat</title>

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet" />

<style>

body {

background-color: rgb(212, 219, 226);

overflow-x: hidden;

}

#msg\_form {

position: absolute;

margin-bottom: 0;

bottom: 0;

}

h1 {

text-align: center;

}

</style>

<script src="/socket.io/socket.io.js"></script>

<script src="client.js"></script>

</head>

<body>

<div id="wrap">

<div class="row">

<div class="col-md-12 panel">

<h1>Messages</h1>

</div>

</div>

<div class="row">

<div class="col-md-12">

<div id="messages"></div>

</div>

</div>

<div class="row well" id="msg\_form">

<div class="col-md-12">

<div class="input-group">

<input type="text" id="inp" class="form-control input-lg" placeholder="Message..." />

<span class="input-group-btn">

<button class="btn btn-lg btn-success" type="button" id="btn">Send!</button>

</span>

</div>

</div>

</div>

</div>

</body>

</html>

// подключение express и socket.io

var app = require('express')();

var server = require('http').Server(app);

var io = require('socket.io')(server);

var path = require('path');

var port = 8080;

// массив для хранения текущих подключений

var connections = [];

app.get('/', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'index.html'));

});

app.get('/client.js', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'client.js'));

});

// установка соединения

io.on('connection', function (socket) {

connections.push(socket);

console.log('Connected: %s sockets connected', connections.length);

// окончание соединения

socket.on('disconnect', function (data) {

connections.splice(connections.indexOf(socket), 1);

console.log('Disconnected: %s sockets connected', connections.length);

})

socket.on('send message', function (data) {

// сгенерировать событие chat message и отправить его всем доступным подключениям

io.sockets.emit('chat message', data);

})

})

server.listen(port, function () {

console.log('app running on port ' + port);

})

## Chat

![](data:image/png;base64,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)

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet" />

<script src="/socket.io/socket.io.js"></script>

<title>Enter Chat!</title>

<style>

body {

overflow: hidden;

background-color: rgb(212, 219, 226);

}

#username {

display: inline-block;

}

.col-md-12 {

text-align: center;

}

.wrap {

width: 500px;

display: inline-block;

margin-top: 350px;

}

</style>

<script>

window.onload = function () {

var btn = document.getElementsByTagName('button')[0];

var inp = document.getElementsByTagName('input')[0];

btn.onclick = function () {

if (inp.value == '') {

alert ('invalid username! try again!');

return;

}

// перенаправление на страницу чата

window.location.href = '/' + inp.value;

}

}

</script>

</head>

<body>

<div class="row">

<div class="col-md-12">

<div class="wrap">

<h1>Ignite chat!</h1>

<div class="input-group">

<input type="text" class="input-lg form-control" id="username" placeholder="Username..." />

<span class="input-group-btn">

<button class="btn btn-lg btn-warning">Connect</button>

</span>

</div>

</div>

</div>

</div>

</body>

</html>

var socket = io.connect('http://localhost:8080/');

var user = '';

window.onload = function () {

var users\_container = document.getElementById('userlist');

var message\_container = document.getElementById('messages');

message\_container.style.height = window.innerHeight - 200 + 'px';

var btn = document.getElementById('btn');

var message\_input = document.getElementById('inp');

// загрузить имена пользователей, которые online

socket.emit('load users');

socket.on('users loaded', function (data) {

var display\_users = data.users.map((username) => {

return `<li>${username}</li>`;

});

users\_container.innerHTML = display\_users.join(' ');

});

// загрузить сообщения других пользователей (при загрузке страницы)

socket.emit('load messages');

socket.on('messages loaded', function (data) {

var display\_messages = data.messages.map((msg) => {

return (`<div class ="panel well">

<h4>${msg.author}</h4>

<h5>${msg.text}</h5>

</div>`)

});

message\_container.innerHTML = display\_messages.join(' ');

});

// загрузить текущее сообщение

socket.on('chat message', function (message) {

console.log(message)

var display\_message = `<div class ="panel well">

<h4>${message.author}</h4>

<h5>${message.text}</h5>

</div>`

message\_container.innerHTML += display\_message;

});

// получить имя пользователя

socket.on('new user', function (data) {

user = data.name;

})

btn.onclick = function () {

// сгенерировать событие отправки сообщения

socket.emit('send message', { text: message\_input.value, author: user });

}

}

<!DOCTYPE html>

<html lang="en" xmlns="http://www.w3.org/1999/xhtml">

<head>

<meta charset="utf-8" />

<title>Demo Chat</title>

<link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet" />

<style>

body {

background-color: rgb(212, 219, 226);

overflow-x: hidden;

}

#msg\_form {

position: absolute;

margin-bottom: 0;

bottom: 0;

}

h1 {

text-align: center;

}

#users {

height: 300px;

padding-left: 30px;

opacity: 0.8;

}

#users ul {

list-style-type: none;

}

#messages {

overflow-y: scroll;

}

</style>

<script src="/socket.io/socket.io.js"></script>

<script src="client.js"></script>

</head>

<body>

<div id="wrap">

<div class="row">

<div class="col-md-12 panel">

<h1>Messages</h1>

</div>

</div>

<div class="row">

<div class="col-md-2 panel" id="users">

<h3>Users online: </h3>

<ul id="userlist"></ul>

</div>

<div class="col-md-10">

<div id="messages"></div>

</div>

</div>

<div class="row well" id="msg\_form">

<div class="col-md-12">

<div class="input-group">

<input type="text" id="inp" class="form-control input-lg" placeholder="Message..." />

<span class="input-group-btn">

<button class="btn btn-lg btn-success" type="button" id="btn">Send!</button>

</span>

</div>

</div>

</div>

</div>

</body>

</html>

// подключение express и socket.io

var app = require('express')();

var server = require('http').Server(app);

var io = require('socket.io')(server);

var path = require('path');

var port = 8080;

// массив для хранения текущих подключений

var connections = [];

// массив для хранения текущих пользователей

var users = [];

// массив для хранения текущих сообщений

var messages = [];

app.get('/', function (req, res) {

res.sendFile(path.join(\_\_dirname, 'auth.html'));

});

app.get('/:id', function (req, res) {

if (req.params.id == 'client.js') {

res.sendFile(path.join(\_\_dirname, 'client.js'));

}

else if (req.params.id == 'favicon.ico') {

res.sendStatus(404);

}

else {

users.push(req.params.id);

res.sendFile(path.join(\_\_dirname, 'index.html'));

}

})

// установка соединения

io.on('connection', function (socket) {

connections.push(socket);

console.log(users)

console.log('Connected: %s sockets connected', connections.length);

// окончание соединения

socket.on('disconnect', function (data) {

var index = connections.indexOf(socket)

// удалить разорванное соединение из списка текущих соединений

var deletedItem = connections.splice(index, 1);

// удалить пользователя из массива текущих пользователей

users.splice(index, 1);

// обновить список пользователей на клиенте

io.sockets.emit('users loaded', { users: users })

console.log('Disconnected: %s sockets connected', connections.length);

});

// обработка сообщения

socket.on('send message', function (data) {

// сохранить сообщение

messages.push(data);

// сгенерировать событие chat message и отправить его всем доступным подключениям

io.sockets.emit('chat message', data);

});

// загрузить пользователей

socket.on('load users', function () {

console.log(users)

io.sockets.emit('users loaded', { users: users })

});

// загрузить сообщения

socket.on('load messages', function () {

socket.emit('messages loaded', { messages: messages })

});

// добавить нового пользователя в чат

socket.emit('new user', { name: users[users.length - 1] });

});

server.listen(port, function () {

console.log('app running on port ' + port);

})