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ПОТОКИ ВЫПОЛНЕНИЯ

Класс Thread и интерфейс Runnable

К большинству современных распределенных приложений (Rich Client)   
и Web-приложений (Thin Client) выдвигаются требования одновременной поддержки многих пользователей, каждому из которых выделяется отдельный поток, а также разделения и параллельной обработки информационных ресурсов. Потоки – средство, которое помогает организовать одновременное выполнение нескольких задач, каждую в независимом потоке. Потоки представляют собой классы, каждый из которых запускается и функционирует самостоятельно, автономно (или относительно автономно) от главного потока выполнения программы. Существуют два способа создания и запуска потока: расширение класса **Thread** или реализация интерфейса **Runnable**.

*// # 1 : расширение класса Thread: Talk.java*

**package** by.bsu.chapt14;

**public class** Talk **extends** Thread {

**public** **void** run() {

**for** (**int** i = 0; i < 8; i++) {

System.*out*.println("Talking");

**try** {

*// остановка на 400 миллисекунд*

Thread.*sleep*(400);

} **catch** (InterruptedException e) {

System.*err*.print(e);

}

}

}

}

При реализации интерфейса **Runnable** необходимо определить его единственный абстрактный метод **run()**. Например:

*/\* # 2 : реализация интерфейса Runnable: Walk.java: WalkTalk.java \*/*

**package** by.bsu.chapt14;

**public class** Walk **implements** Runnable {

**public** **void** run() {

**for** (**int** i = 0; i < 8; i++) {

System.*out*.println("Walking");

**try** {

Thread.*sleep*(400);

} **catch** (InterruptedException e) {

System.*err*.println(e);

}

}

}

}

**package** by.bsu.chapt14;

**public** **class** WalkTalk {

**public** **static** **void** main(String[] args) {

*// новые объекты потоков*

Talk talk = **new** Talk();

Thread walk = **new** Thread(**new** Walk());

*// запуск потоков*

talk.start();

walk.start();

*//Walk w =* ***new*** *Walk(); // просто объект, не поток*

*// w.run(); //выполнится метод, но поток не запустится!*

}

}

Использование двух потоков для объектов классов **Talk** и **Walk** приводит   
к выводу строк: Talking Walking. Порядок вывода, как правило, различен при нескольких запусках приложения.

Интерфейс **Runnable** не имеет метода **start()**, а только единственный метод **run()**. Поэтому для запуска такого потока, как **Walk**, следует создать объект класса **Thread** и передать объект **Walk** его конструктору. Однако при прямом вызове метода **run()** поток не запустится, выполнится только тело самого метода.

Жизненный цикл потока

При выполнении программы объект класса **Thread** может быть в одном из четырех основных состояний: “новый”, “работоспособный”, “неработоспособный” и “пассивный”. При создании потока он получает состояние “новый” (**NEW**) и не выполняется. Для перевода потока из состояния “новый” в состояние “работоспособный” (**RUNNABLE**) следует выполнить метод **start()**, который вызывает метод **run()** – основной метод потока.

**Новый**

**Работоспособный**

**Неработоспособный**

**Пассивный**

**Рис. 14.1.** Состояния потока

Поток может находиться в одном из состояний, соответствующих элементам статически вложенного перечисления **Thread.State**:

**NEW** – поток создан, но еще не запущен;

**RUNNABLE** – поток выполняется;

**BLOCKED** – поток блокирован;

**WAITING** – поток ждет окончания работы другого потока;

**TIMED\_WAITING** – поток некоторое время ждет окончания другого потока;

**TERMINATED** — поток завершен.

Получить значение состояния потока можно вызовом метода **getState()**.

Поток переходит в состояние “неработоспособный” (**WAITING**) вызовом методов **wait()**, suspend()(deprecated-метод)или методов ввода/вывода, которые предполагают задержку. Для задержки потока на некоторое время (в миллисекундах) можно перевести его в режим ожидания (**TIMED\_WAITING**) с помощью методов **sleep(long millis)** и **wait(long timeout)**, при выполнении которого может генерироваться прерывание **InterruptedException**. Вернуть потоку работоспособность после вызова метода suspend() можно методом resume()(deprecated-метод), а после вызова метода **wait()** – методами **notify()** или **notifyAll()**. Поток переходит в “пассивное” состояние (**TERMINATED**), если вызваны методы **interrupt()**, stop()(deprecated-метод)или метод **run()** завершил выполнение. После этого, чтобы запустить поток еще раз, необходимо создать новый объект потока. Метод **interrupt()** успешно завершает поток, если он находится в состоянии “работоспособный”. Если же поток неработоспособен, то метод генерирует исключительные ситуации разного типа в зависимости от способа остановки потока.

Методы suspend(), resume() и stop()являются deprecated-методами и запрещены к использованию, так как они не являются в полной мере “потоко-  
безопасными”.

Управление приоритетами и группы потоков

Потоку можно назначить приоритет от **1** (константа **MIN\_PRIORITY**) до **10** (**MAX\_PRIORITY**) с помощью метода **setPriority(int prior)**. Получить значение приоритета можно с помощью метода **getPriority()**.

*// # 3 : демонстрация приоритетов: PriorityRunner.java: PriorThread.java*

**package** by.bsu.chapt14;

**public** **class** PriorThread **extends** Thread {

**public** PriorThread(String name){

**super**(name);

}

**public** **void** run(){

**for** (**int** i = 0; i < 71; i++){

System.*out*.println(getName() + " " + i);

**try** {

*sleep*(1);*//попробовать sleep(0);*

} **catch** (InterruptedException e) {

System.*err*.print("Error" + e);

}

}

}

}

**package** by.bsu.chapt14;

**public** **class** PriorityRunner {

**public** **static** **void** main(String[] args) {

PriorThread min = **new** PriorThread("Min");

PriorThread max = **new** PriorThread("Max");

PriorThread norm = **new** PriorThread("Norm");

min.setPriority(Thread.MIN\_PRIORITY); *//1*

max.setPriority(Thread.MAX\_PRIORITY); *//10*

norm.setPriority(Thread.NORM\_PRIORITY); *//5*

min.start();

norm.start();

max.start();

}

}

Поток с более высоким приоритетом в данном случае, как правило, монополизирует вывод на консоль.

Потоки объединяются в группы потоков. После создания потока нельзя изменить его принадлежность к группе.

**ThreadGroup tg = new ThreadGroup("Группа потоков 1");**

**Thread t0 = new Thread(tg, "поток 0");**

Все потоки, объединенные группой, имеют одинаковый приоритет. Чтобы определить, к какой группе относится поток, следует вызвать метод   
**getThreadGroup()**. Если поток до включения в группу имел приоритет выше приоритета группы потоков, то после включения значение его приритета станет равным приоритету группы. Поток же со значением приоритета более низким, чем приоритет группы после включения в оную, значения своего приоритета не изменит.

Управление потоками

Приостановить (задержать) выполнение потока можно с помощью метода **sleep(**время задержки**)** класса **Thread**. Менее надежный альтернативный способ состоит в вызове метода **yield()**, который может сделать некоторую паузу и позволяет другим потокам начать выполнение своей задачи. Метод **join()** блокирует работу потока, в котором он вызван, до тех пор, пока не будет закончено выполнение вызывающего метод потока.

*// # 4 : задержка потока:* *JoinRunner.java*

**package** by.bsu.chapt14;

**class** Th **extends** Thread {

**public** Th(String str) {

**super**();

setName(str);

}

**public** **void** run() {

String nameT = getName();

System.*out*.println("Старт потока " + nameT);

**if** ("First".equals(nameT)) {

**try** {

*sleep*(5000);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

System.*out*.println("завершение потока "

+ nameT);

} **else** **if** ("Second".equals(nameT)) {

**try** {

*sleep*(1000);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

System.*out*.println("завершение потока "

+ nameT);

}

}

}

**public** **class** JoinRunner {

**public** **static** **void** main(String[] args) {

System.*out*.println("Старт потока main");

Th tr1 = **new** Th("First");

Th tr2 = **new** Th("Second");

tr1.start();

tr2.start();

**try** {

**tr1.join()**;*//main остановлен до окончания tr1*

System.*out*.println("завершение main");

} **catch** (InterruptedException e){

e.printStackTrace();

}

*/\* join() не дает работать потоку main до окончания выполнения потока tr1 \*/*

}

}

Возможно, будет выведено:

**Старт потока main**

**Старт потока First**

**Старт потока Second**

**завершение потока Second**

**завершение потока First**

**завершение main**

Несмотря на вызов метода **join()** для потока **tr1**, поток **tr2** будет работать, в отличие от потока **main**, который сможет продолжить свое выполнение только по завершении потока **tr1**.

Вызов метода **yield()** для исполняемого потока должен приводить к приостановке потока на некоторый квант времени, для того чтобы другие потоки могли выполнять свои действия. Однако если требуется надежная остановка потока, то следует использовать его крайне осторожно или вообще применить другой способ.

*// # 5 : задержка потока: YieldRunner.java*

**package** by.bsu.chapt14;

**public** **class** YieldRunner {

**public** **static** **void** main(String[] args) {

**new** Thread() {

**public** **void** run() {

System.*out*.println("старт потока 1");

**Thread.*yield*();**

System.*out*.println("завершение 1");

}

}.start();

**new** Thread() {

**public** **void** run() {

System.*out*.println("старт потока 2");

System.*out*.println("завершение 2");

}

}.start();

}

}

В результате может быть выведено:

**старт потока 1**

**старт потока 2**

**завершение 2**

**завершение 1**

Активизация метода **yield()** в коде метода **run()** первого объекта потока приведет к тому, что, скорее всего, первый поток будет остановлен на некоторый квант времени, что даст возможность другому потоку запуститься и выполнить свой код.

Потоки-демоны

Потоки-демоны работают в фоновом режиме вместе с программой, но не являются неотъемлемой частью программы. Если какой-либо процесс может выполняться на фоне работы основных потоков выполнения и его деятельность заключается в обслуживании основных потоков приложения, то такой процесс может быть запущен как поток-демон. С помощью метода **setDaemon(boolean value)**, вызванного вновь созданным потоком до его запуска, можно определить поток-демон. Метод **boolean isDaemon()** позволяет определить, является ли указанный поток демоном или нет.

*/\* # 6 : запуск и выполнение потока-демона: DemoDaemonThread.java \*/*

**package** by.bsu.chapt14;

**class** T **extends** Thread {

**public** **void** run() {

**try** {

**if** (isDaemon()){

System.*out*.println("старт потока-демона");

*sleep*(10000); *// заменить параметр на 1*

} **else** {

System.*out*.println("старт обычного потока");

}

} **catch** (InterruptedException e) {

System.*err*.print("Error" + e);

} **finally** {

**if** (!isDaemon())

System.*out*.println(

"завершение обычного потока");

**else**

System.*out*.println(

"завершение потока-демона");

}

}

}

**package** by.bsu.chapt14;

**public** **class** DemoDaemonThread {

**public** **static** **void** main(String[] args) {

T usual = **new** T();

T daemon = **new** T();

daemon.setDaemon(**true**);

daemon.start();

usual.start();

System.*out*.println(

"последний оператор main");

}

}

В результате компиляции и запуска, возможно, будет выведено:

*последний оператор* *main*

**старт потока-демона**

**старт обычного потока**

*завершение обычного потока*

Поток-демон (из-за вызова метода **sleep(10000)**) не успел завершить выполнение своего кода до завершения основного потока приложения, связанного с методом **main()**. Базовое свойство потоков-демонов заключается в возможности основного потока приложения завершить выполнение потока-демона (в отличие от обычных потоков) с окончанием кода метода **main()**, не обращая внимания на то, что поток-демон еще работает. Если уменьшать время задержки потока-демона, то он может успеть завершить свое выполнение до окончания работы основного потока.

Потоки в графических приложениях

Добавить анимацию в апплет можно при использовании потоков. Поток, ассоциированный с апплетом, следует запускать тогда, когда апплет становится видимым, и останавливать при сворачивании браузера. В этом случае метод   
**repaint()** обновляет экран, в то время как программа выполняется. Поток создает анимационный эффект повторением вызова метода **paint()** и отображением графики в новой позиции.

*/\* # 7 : освобождение ресурсов апплетом: GraphicThreadsDemo.java \*/*

**package** by.bsu.chapt14;

**import** java.awt.Color;

**import** java.awt.Container;

**import** java.awt.Graphics;

**import** java.awt.event.ActionEvent;

**import** java.awt.event.ActionListener;

**import** javax.swing.JButton;

**import** javax.swing.JFrame;

**import** javax.swing.JPanel;

**public** **class** GraphicThreadsDemo **extends** JFrame {

JPanel panel = **new** JPanel();

Graphics g;

JButton btn = **new** JButton("Добавить шарик");

**int** i;

**public** GraphicThreadsDemo() {

setBounds(100, 200, 270, 350);

Container contentPane = getContentPane();

contentPane.setLayout(**null**);

btn.setBounds(50, 10, 160, 20);

contentPane.add(btn);

panel.setBounds(30, 40, 200, 200);

panel.setBackground(Color.WHITE);

contentPane.add(panel);

btn.addActionListener(**new** ActionListener() {

**public** **void** actionPerformed(ActionEvent ev) {

**new** BallThread(panel).start();

i++;

repaint();

}

});

}

**public** **static** **void** main(String[] args) {

GraphicThreadsDemo frame =

**new** GraphicThreadsDemo();

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setVisible(**true**);

}

**public** **void** paint(Graphics g){

**super**.paint(g);

g.drawString("Количество шариков: " + i, 65, 300);

}

}

**class** BallThread **extends** Thread {

JPanel panel;

**private** **int** posX, posY;

**private** **final** **int** BALL\_SIZE = 10;

**private** **double** alpha;

**private** **int** SPEED = 4;

BallThread(JPanel p) {

**this**.panel = p;

*//задание начальной позиции и направления шарика*

posX = (**int**)((panel.getWidth() - BALL\_SIZE)

\* Math.random());

posY = (**int**)((panel.getHeight() - BALL\_SIZE)

\* Math.random());

alpha = Math.random() \* 10;

}

**public** **void** run() {

**while**(**true**) {

posX += (**int**)(SPEED \* Math.cos(alpha));

posY += (**int**)(SPEED \* Math.sin(alpha));

*//вычисление угла отражения*

**if**( posX >= panel.getWidth() - BALL\_SIZE )

alpha = alpha + Math.PI - 2 \* alpha;

**else** **if**( posX <= 0 )

alpha = Math.PI - alpha;

**if**( posY >= panel.getHeight() - BALL\_SIZE )

alpha = -alpha;

**else** **if**( posY <= 0 )

alpha = -alpha;

paint(panel.getGraphics());

}

}

**public void** paint(Graphics g) {

*//прорисовка шарика*

g.setColor(Color.BLACK);

g.fillArc(posX, posY, BALL\_SIZE, BALL\_SIZE, 0, 360);

g.setColor(Color.WHITE);

g.drawArc(posX + 1, posY + 1, BALL\_SIZE,

BALL\_SIZE, 120, 30);

**try** {

sleep(30);

} **catch**(InterruptedException e) {

e.printStackTrace();

}

*//удаление шарика*

g.setColor(panel.getBackground());

g.fillArc(posX, posY, BALL\_SIZE, BALL\_SIZE, 0, 360);

}

}

![](data:image/png;base64,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)

**Рис.14.2.**Потоки в апплетах

При вызове метода **stop()** апплета поток перестает существовать, так как ссылка на него устанавливается в **null** и освобождает ресурсы. Для следующего запуска потока необходимо вновь инициализировать ссылку и вызвать метод **start()** потока.

Методы synchronized

Очень часто возникает ситуация, когда несколько потоков, обращающихся к некоторому общему ресурсу, начинают мешать друг другу; более того, они могут повредить этот общий ресурс. Например, когда два потока записывают информа­цию в файл/объект/поток. Для предотвращения такой ситуации может использоваться ключевое слово **synchronized**. Синхронизации не требуют только атомарные процессы по записи/чтению, не превышающие по объему 32 бит.

В качестве примера будет рассмотрен процесс записи информации в файл двумя конкурирующими потоками. В методе **main()** классa **SynchroThreads** создаются два потока. В этом же методе создается экземпляр класса **Synchro**, содержащий поле типа **FileWriter**, связанное с файлом на диске. Экземпляр **Synchro** передается в качестве параметра обоим потокам. Первый поток записывает строку методом **writing()** в экземпляр класса **Synchro**. Второй поток также пытается сделать запись строки в тот же самый объект **Synchro**. Для избежания одновременной записи такие методы объявляются как **synchronized**. Синхронизированный метод изолирует объект, после чего объект становится недоступным для других потоков. Изоляция снимается, когда поток полностью выполнит соответствующий метод. Другой способ снятия изоляции – вызов метода **wait()** из изолированного метода.

В примере продемонстрирован вариант синхронизации файла для защиты от одновременной записи информации в файл двумя различными потоками.

*/\* # 8 : синхронизация записи информации в файл : MyThread.java : Synchro.java : SynchroThreads.java \*/*

**package** by.bsu.chapt14;

**import** java.io.\*;

**public class** Synchro {

**private** FileWriter fileWriter;

**public** Synchro(String file) **throws** IOException {

fileWriter = **new** FileWriter(file, **true**);

}

**public** **void** close() {

**try** {

fileWriter.close();

} **catch** (IOException e) {

e.printStackTrace();

}

}

**public** **synchronized** **void** writing(String str, **int** i) {

**try** {

fileWriter.append(str + i);

System.*out*.print(str + i);

Thread.*sleep*((**long**)(Math.*random*() \* 50));

fileWriter.append("->" + i + " ");

System.*out*.print("->" + i + " ");

} **catch** (IOException e) {

System.*err*.print("ошибка файла");

e.printStackTrace();

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

e.printStackTrace();

}

}

}

**package** by.bsu.chapt14;

**public class** MyThread **extends** Thread {

**private** Synchro s;

**public** MyThread(String str, Synchro s) {

**super**(str);

**this**.s = s;

}

**public** **void** run() {

**for** (**int** i = 0; i < 5; i++) {

s.writing(getName(), i);*//синхронизация*

}

}

}

**package** by.bsu.chapt14;

**import** java.io.\*;

**public** **class** SynchroThreads {

**public** **static** **void** main(String[] args) {

**try** {

Synchro s = **new** Synchro("c:\\temp\\data.txt");

MyThread t1 = **new** MyThread("First", s);

MyThread t2 = **new** MyThread("Second", s);

t1.start();

t2.start();

t1.join();

t2.join();

s.close();

} **catch** (IOException e) {

System.*err*.print("ошибка файла");

e.printStackTrace();

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

e.printStackTrace();

}

}

}

В результате в файл будет выведено:

**First0->0 Second0->0 First1->1 Second1->1 First2->2**

**Second2->2 First3->3 Second3->3 First4->4 Second4->4**

Код построен таким образом, что при отключении синхронизации метода **writing()** при его вызове одним потоком другой поток может вклиниться и произвести запись своей информации, несмотря на то, что метод не завершил запись, инициированную первым потоком.

Вывод в этом случае может быть, например, следующим:

**First0Second0->0 Second1->0 First1->1 First2->1 Second2->2 First3->3 First4->2 Second3->3 Second4->4 ->4**

Инструкция synchronized

Синхронизировать объект можно не только при помощи методов с соответству  
ющим модификатором, но и при помощи синхронизированного блока кода. В этом случае происходит блокировка объекта, указанного в инструкции **synchronized**,   
и он становится недоступным для других синхронизированных методов и блоков. Обычные методы на синхронизацию внимания не обращают, поэтому ответственность за грамотную блокировку объектов ложится на программиста.

*/\* # 9 : блокировка объекта потоком: TwoThread.java \*/*

**package** by.bsu.chapt14;

**public** **class** TwoThread {

**public** **static** **void** main(String args[]) {

**final** StringBuffer s = **new** StringBuffer();

**int** i = 0;

**new** Thread() {

**public** **void** run() {

**synchronized** (s) {

**while** (i++ < 3) {

s.append("A");

**try** {

*sleep*(100);

} **catch** (InterruptedException e) {

System.*err*.print(e);

}

System.*out*.println(s);

}

}*//конец synchronized*

}

}.start();

**new** Thread() {

**public** **void** run() {

**synchronized** (s) {

**while** (i++ < 6) {

s.append("B");

System.*out*.println(s);

}

}*//конец synchronized*

}

}.start();

}

}

В результате компиляции и запуска будет, скорее всего (н-р, второй поток может заблокировать объект первым), выведено:

**A**

**AA**

**AAA**

**AAAB**

**AAABB**

**AAABBB**

Один из потоков блокирует объект, и до тех пор, пока он не закончит выполнение блока синхронизации, в котором производится изменение значения объекта, ни один другой поток не может вызвать синхронизированный блок для этого объекта.

Если в коде убрать синхронизацию объекта **s**, то вывод будет другим, так как другой поток сможет получить доступ к объекту и изменить его раньше, чем первый закончит выполнение цикла.

Методы wait(), notify() и notifyAll()

Эти методы никогда не переопределяются и используются только в исходном виде. Вызываются только внутри синхронизированного блока или метода. Попытка обращения к данным методам вне синхронизации или на несинхронизированном объекте приводит к генерации исключительной ситуации *IllegalMonitorStateException*. В следующем примере рассмотрено взаимодействие методов **wait()** и **notify()** при освобождении и возврате блокировки в **synchronized** блоке. Эти методы используются для управления потоками в ситуации, когда необходимо задать определенную последовательность действий без повторного запуска потоков.

Метод **wait()**, вызванный внутри синхронизированного блока или метода, останавливает выполнение текущего потока и освобождает от блокировки захваченный объект, в частности объект **count**. Возвратить блокировку объекта потоку можно вызовом метода **notify()** для конкретного потока или   
**notifyAll()** для всех потоков. Вызов может быть осуществлен только из другого потока, заблокировавшего, в свою очередь, указанный объект.

*/\* # 10 : взаимодействие wait() и notify(): Counter.java: Runner.java \*/*

**package** by.bsu.chapt14;

**public class** Counter {

**private** **int** i = 1000;

**public** **int** getI() {

**return** i;

}

**public** **void** setI(**int** i) {

**this**.i = i;

}

**public synchronized** **void** doCount() {

**try** {

System.*out*.print("Не ");

**this**.wait(); */\* остановка потока и*

*освобождение блокировки\*/*

System.*out*.print("сущностей "); *// после возврата блокировки*

Thread.*sleep*(50);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

**for** (**int** j = 0; j < 5; j++) {

i /= 5;

}

System.*out*.print("сверх ");

}

}

**package** by.bsu.chapt14;

**public** **class** Runner {

**public** **static** **void** main(String[] args) {

Counter count = **new** Counter();

**new** Thread() {

**public** **void** run() {

count.doCount();

}}.start();

**try** {

Thread.*sleep*(1000);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

**synchronized** (count) {*// 1*

count.setI(count.getI() + 2);

System.*out*.print("преумножай ");

count.notify(); *// возврат блокировки*

}

**synchronized** (count) {*// 2*

count.setI(count.getI() + 3);

*//блокировка после doCount()*

System.*out*.print("необходимого. ");

**try** {

count.wait(500);

} **catch** (InterruptedException e) {

e.printStackTrace();

}

}

System.*out*.print("=" + count.getI());

}

}

В результате компиляции и запуска будет выведено следующее сообщение:

**Не преумножай сущностей сверх необходимого. =3**

Задержки потоков методом **sleep()** используются для точной демонстрации последовательности действий, выполняемых потоками. Если же в коде приложения убрать все блоки синхронизации, а также вызовы методов **wait()** и **notify()**, то вывод может быть следующим:

**Не сущностей преумножай необходимого. =1005сверх**

Состояния потока

В классе **Thread** объявлено внутреннее перечисление **State**, простейшее применение элементов которого призвано помочь в отслеживании состояний потока в процессе функционирования приложения и, как следствие, в улучшении управления им.

*/\* # 11 : состояния NEW, RUNNABLE, TIMED\_WAITING, TERMINATED : ThreadTimedWaitingStateTest.java \*/*

**package** by.bsu.chapt14;

**public** **class** ThreadTimedWaitingStateTest **extends** Thread {

**public** **void** run() {

**try** {

Thread.*sleep*(50);

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

}

}

**public** **static** **void** main(String[] args){

**try**{

Thread thread = **new** ThreadTimedWaitingStateTest();

*// NEW – поток создан, но ещё не запущен*

System.*out*.println("1: " + thread.getState());

thread.start();

*// RUNNABLE – поток запущен*

System.*out*.println("2: " + thread.getState());

Thread.*sleep*(10);

*// TIMED\_WAITING*

*// поток ждет некоторое время окончания работы другого потока*

System.*out*.println("3: " + thread.getState());

thread.join();

*// TERMINATED – поток завершил выполнение*

System.*out*.println("4: " + thread.getState());

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

}

}

}

В результате компиляции и запуска будет выведено:

**1: NEW**

**2: RUNNABLE**

**3: TIMED\_WAITING**

**4: TERMINATED**

*/\* # 12 : состояния BLOCKED, WAITING : ThreadWaitingStateTest.java \*/*

**package** by.bsu.chapt14;

**public** **class** ThreadWaitingStateTest **extends** Thread {

**public** **void** run() {

**try** {

**synchronized** (**this**) {

wait();

}

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

}

}

**public** **static** **void** main(String[] args) {

**try** {

Thread thread = **new** ThreadWaitingStateTest();

thread.start();

**synchronized** (thread) {

Thread.*sleep*(10);

*// BLOCKED – because thread attempting to acquire a lock*

System.out.println("1: " + thread.getState());

}

Thread.*sleep*(10);

*// WAITING – метод wait() внутри synchronized*

*// останавил поток и освободил блокировку*

System.*out*.println("2: " + thread.getState());

thread.interrupt();

} **catch** (InterruptedException e) {

System.*err*.print("ошибка потока");

}

}

}

В результате компиляции и запуска будет выведено:

**1: BLOCKED**

**2: WAITING**

Потоки в J2SE 5

Java всегда предлагала широкие возможности для мультипрограммирования: потоки – это основа языка. Однако очень часто использование таких возможностей становилось ловушкой: правильно написать и отладить многопоточную программу достаточно сложно.

В версии 1.5 языка добавлены пакеты классов **java.util.concurrent.locks**, **java.util.concurrent.atomic**, **java.util.concurrent**, возможности которых обеспечивают более высокую производительность, масштабируемость, построение потокобезопасных блоков параллельных (concurrent) классов, вызов утилит синхронизации, использование семафоров, ключей и atomic-переменных.

Возможности синхронизации существовали и ранее. Практически это означало, что синхронизированные объекты блокировались, хотя необходимо это было далеко не всегда. Например, поток, изменяющий одну часть объекта **Hashtable**, блокировал работу других потоков, которые хотели прочесть (даже не изменить) совсем другую часть этого объекта. Поэтому введение дополнительных возможностей, связанных с синхронизаций потоков и блокировкой ресурсов довольно логично.

Ограниченно потокобезопасные (thread safe) коллекции и вспомогательные классы управления потоками сосредоточены в пакете **java.util.concurrent**. Среди них можно отметить:

* параллельные классы очередей **ArrayBlockingQueue** (FIFO очередь с фиксированой длиной), **PriorityBlockingQueue** (очередь с приоритетом) и **ConcurrentLinkedQueue** (FIFO очередь с нефиксированой длиной);
* параллельные аналоги существующих синхронизированых классов-коллекций **ConcurrentHashMap** (аналог **Hashtable**) и   
  **CopyOnWriteArrayList** (реализация **List**, оптимизированная для случая, когда количество итераций во много раз превосходит количество вставок и удалений);
* механизм управления заданиями, основанный на возможностях класса **Executor**, включающий пул потоков и службу их планирования;
* высокопроизводительный класс **Lock**, поддерживающий ограниченные ожидания снятия блокировки, прерываемые попытки блокировки, очереди блокировки и установку ожидания снятия нескольких блокиро­вок посредством класса **Condition**;
* классы синхронизации общего назначения, такие как **Semaphore**, **CountDownLatch** (позволяет потоку ожидать завершения нескольких операций в других потоках), **CyclicBarrier** (позволяет нескольким потокам ожидать момента, когда они все достигнут какой-либо точки) и **Exchanger** (позволяет потокам синхронизироваться и обмениваться информацией);
* классы атомарных переменных (**AtomicInteger**, **AtomicLong**,   
  **AtomicReference**), а также их высокопроизводительные аналоги **SyncronizedInt** и др.;
* обработка неотловленных прерываний: класс **Thread** теперь поддерживает установку обработчика на неотловленные прерывания (подобное ранее было доступно только в **ThreadGroup**).

Хорошим примером новых возможностей является синхронизация коллекции типа **Hashtable**. Объект **Hashtable** синхронизируется целиком, и если один поток занял кэш остальные потоки вынуждены ожидать освобождения объекта. В случае же использования нового класса **ConcurrentHashMap** практически все операции чтения могут проходить одновременно, операции чтения и записи практически не задерживают друг друга, и только одновременные попытки записи могут блокироваться. В случае же использования данного класса как кэша (спецификой которого является большое количество операций чтения и малое – записи), блокироваться многопоточный код практически не будет.

В таблице приведено время выполнения (в миллисекундах) программы, использовавшей в качестве кэша **ConcurrentHashMap** и **Hashtable**. Тесты проводились на двухпроцессорном сервере под управлением Linux. Количество данных для большего количества потоков увеличивалось.

|  |  |  |
| --- | --- | --- |
| **Количество потоков** | **ConcurrentHashMap** | **Hashtable** |
| 1 | 1.00 | 1.03 |
| 2 | 2.59 | 32.40 |
| 4 | 5.58 | 78.23 |
| 8 | 13.21 | 163.48 |
| 16 | 27.58 | 341.21 |
| 32 | 57.27 | 778.41 |

*// # 13 : применение семафора: Sort.java :* *ArraySort.java*

**package** by.bsu.chapt14;

**import** java.util.concurrent.\*;

**public class** Sort {

**public static final int** *ITEMS\_COUNT* = 15;

**public static double** *items*[];

*// семафор, контролирующий разрешение на доступ к элементам массива*

**public static** Semaphore sortSemaphore =

**new** Semaphore(0, **true**);

**public static void** main(String[] args) {

*items* = **new** **double**[*ITEMS\_COUNT*];

**for**(**int** i = 0 ; i < items.length ; ++i) {

*items*[i] = Math.*random*();

*}*

**new** Thread(**new** ArraySort(*items*)).start();

**for**(**int** i = 0 ; i < *items*.length ; ++i) {

*/\**

*\* при проверке доступности элемента сортируемого*

*\* массива происходит блокировка главного потока*

*\* до освобождения семафора*

*\*/*

*sortSemaphore*.acquireUninterruptibly();

System.*out*.println(*items*[i]);

}

}

}

**class** ArraySort **implements** Runnable {

**private double** items[];

**public** ArraySort(**double** items[]) {

**this**.items = items;

}

**public void** run(){

**for**(**int** i = 0 ; i < items.length - 1 ; ++i) {

**for**(**int** j = i + 1 ; j < items.length ; ++j) {

**if**( items[i] < items[j] ) {

**double** tmp = items[i];

items[i] = items[j];

items[j] = tmp;

}

}

*// освобождение семафора*

Sort.*sortSemaphore*.release();

**try** {

Thread.*sleep*(71);

} **catch** (InterruptedException e) {

System.*err*.print(e);

}

}

Sort.*sortSemaphore*.release();

}

}