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## Постановка задачи

1. Построить модели на данных примера 3 с параметрами распределений соответствующими своему варианту. На графиках сетку с итинной разделябщей границей рисовать не нужно. Определить, какой из методов срабатывает на этих данных лучше и почему.
2. По матрице неточностей той модели, которая оказалась лучше по Acc, рассчитать характеристики качества и ошибки из лекции: , , , , , , , .

Вариант 4.

* класс :
* класс :

library('knitr')  
library('class')  
library('e1071')  
library('MASS')  
  
# Ядро  
my.seed <- 12345  
  
# Генерируем данные  
n <- 100  
train.percent <- 0.85  
  
# х-ы -- двумерные нормальные случайные величины  
set.seed(my.seed)  
class.0 <- mvrnorm(45, mu = c(20, 21),  
 Sigma = matrix(c(5.4^2, 0, 0, 15.4^2), 2, 2,  
 byrow = T))  
set.seed(my.seed + 1)  
class.1 <- mvrnorm(55, mu = c(18, 31),  
 Sigma = matrix(c(3.6^2, 0, 0, 22.6^2), 2, 2,  
 byrow = T))  
# Записываем х-ы в единые векторы (объединяем классы 0 и 1)  
x1 <- c(class.0[, 1], class.1[, 1])  
x2 <- c(class.0[, 2], class.1[, 2])  
  
# Фактические классы Y  
y <- c(rep(0, nrow(class.0)), rep(1, nrow(class.1)))  
  
# Классы для наблюдений сетки  
rules <- function(x1, x2){  
 ifelse(x2 < 1.6\*x1 + 19, 0, 1)  
}  
  
# Отбираем наблюдения в обучающую выборку  
  
set.seed(my.seed)  
inTrain <- sample(seq\_along(x1), train.percent\*n)  
x1.train <- x1[inTrain]  
x2.train <- x2[inTrain]  
x1.test <- x1[-inTrain]  
x2.test <- x2[-inTrain]  
  
# используем истинные правила, чтобы присвоить фактические классы  
y.train <- y[inTrain]  
y.test <- y[-inTrain]  
  
# фрейм с обучающей выборкой  
df.train.1 <- data.frame(x1 = x1.train, x2 = x2.train, y = y.train)  
# фрейм с тестовой выборкой  
df.test.1 <- data.frame(x1 = x1.test, x2 = x2.test)

Нарисуем обучающую выборку на графике. Сеткой точек показаны области классов, соответствующие истинным дискриминирующим правилам.

# Рисуем обучающую выборку на графике  
# цвета для графиков  
cls <- c('blue', 'orange')  
cls.t <- c(rgb(0, 0, 1, alpha = 0.5), rgb(1,0.5,0, alpha = 0.5))  
  
# график истинных классов  
plot(df.train.1$x1, df.train.1$x2,   
 pch = 21, bg = cls.t[df.train.1[, 'y'] + 1],   
 col = cls[df.train.1[, 'y'] + 1],  
 xlab = 'X1', ylab = 'Y1',  
 main = 'Обучающая выборка, факт')
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Обучим модель **наивного байесовского классификатора** и оценим её точность (верность) на обучающей выборке. Поскольку объясняющие переменные для классов сгенерированы как двумерные нормальные распределения и сами классы не перекрываются, следует ожидать, что эта модель окажется точной.

# Байесовский классификатор  
# наивный байес: непрерывные объясняющие переменные  
  
# строим модель  
nb <- naiveBayes(y ~ ., data = df.train.1)  
# получаем модельные значения на обучающей выборке как классы  
y.nb.train <- ifelse(predict(nb, df.train.1[, -3],   
 type = "raw")[, 2] > 0.5, 1, 0)  
  
# точки наблюдений, предсказанных по модели  
plot(df.train.1$x1, df.train.1$x2,   
 pch = 21, bg = cls.t[y.nb.train + 1],  
 col = cls[y.nb.train + 1],   
 xlab = 'X1', ylab = 'Y1',  
 main = 'Обучающая выборка, модель naiveBayes')
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# матрица неточностей на обучающей выборке  
tbl1 <- table(y.train, y.nb.train)  
tbl1

## y.nb.train  
## y.train 0 1  
## 0 18 21  
## 1 12 34

# точность, или верность (Accuracy)  
Acc1 <- sum(diag(tbl1)) / sum(tbl1)  
Acc1

## [1] 0.6117647

Сделаем прогноз классов Y на тестовую выборку и оценим точность модели.

# прогноз на тестовую выборку  
y.nb.test <- ifelse(predict(nb, df.test.1, type = "raw")[, 2] > 0.5, 1, 0)  
  
# матрица неточностей на тестовой выборке  
tbl1 <- table(y.test, y.nb.test)  
tbl1

## y.nb.test  
## y.test 0 1  
## 0 1 5  
## 1 2 7

# точность, или верность (Accuracy)  
Acc1 <- sum(diag(tbl1)) / sum(tbl1)  
Acc1

## [1] 0.5333333

Построим модель **kNN**. С этими данными у метода не должно возникнуть проблем, так как классы не смешиваются.

# Метод kNN  
# k = 3  
  
# строим модель и делаем прогноз  
y.knn.train <- knn(train = scale(df.train.1[, -3]),   
 test = scale(df.train.1[, -3]),  
 cl = df.train.1$y, k = 3)  
  
# точки наблюдений, предсказанных по модели  
plot(df.train.1$x1, df.train.1$x2,   
 pch = 21, bg = cls.t[as.numeric(y.knn.train)],   
 col = cls.t[as.numeric(y.knn.train)],  
 xlab = 'X1', ylab = 'Y1',  
 main = 'Обучающая выборка, модель kNN')

![](data:image/png;base64,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)

# матрица неточностей на обучающей выборке  
tbl2 <- table(y.train, y.knn.train)  
tbl2

## y.knn.train  
## y.train 0 1  
## 0 22 17  
## 1 6 40

# точность (Accuracy)  
Acc2 <- sum(diag(tbl2)) / sum(tbl2)  
Acc2

## [1] 0.7294118

Сделаем прогноз классов Y на тестовую выборку и оценим точность модели.

# прогноз на тестовую выборку  
y.knn.test <- knn(train = scale(df.train.1[, -3]),   
 test = scale(df.test.1[, -3]),  
 cl = df.train.1$y, k = 3)  
  
# матрица неточностей на тестовой выборке  
tbl2 <- table(y.test, y.knn.test)  
tbl2

## y.knn.test  
## y.test 0 1  
## 0 3 3  
## 1 4 5

# точность (Accuracy)  
Acc2 <- sum(diag(tbl2)) / sum(tbl2)  
Acc2

## [1] 0.5333333

Так как значения Acc по тестовой выборке оказались одинаковыми для обеих моделей, рассчитаем для них характеристики качества.

TPR <- c(round(tbl1[2,2]/sum(tbl1[2,]),3), round(tbl2[2,2]/sum(tbl2[2,]),3)) # чувствительность  
SPC <- c(round(tbl1[1,1]/sum(tbl1[,1]),3), round(tbl2[1,1]/sum(tbl2[,1]),3)) # специфичность  
PPV <- c(round(tbl1[2,2]/sum(tbl1[,2]),3), round(tbl2[2,2]/sum(tbl2[,2]),3)) # ценность положительного прогноза  
NPV <- c(round(tbl1[1,1]/sum(tbl1[,1]),3), round(tbl2[1,1]/sum(tbl2[,1]),3)) # ценность отрицательного прогноза  
FNR <- 1-TPR # доля положительных исходов  
FPR <- 1-SPC # доля ложных срабатываний  
FDR <- 1-PPV # доля ложного обнаружения  
MCC <- c(round((tbl1[1,1]\*tbl1[2,2]-tbl1[1,2]\*tbl1[2,1])/sqrt(sum(tbl1[,2])\*sum(tbl1[2,])\*sum(tbl1[1,])\*sum(tbl1[,1])),3), round((tbl2[1,1]\*tbl2[2,2]-tbl2[1,2]\*tbl2[2,1])/sqrt(sum(tbl2[,2])\*sum(tbl2[2,])\*sum(tbl2[1,])\*sum(tbl2[,1])),3)) # корреляция Мэтьюса   
  
ch.fr <- rbind(TPR, SPC, PPV, NPV, FNR, FPR, FDR, MCC)  
colnames(ch.fr)<-c('Модель 1', 'Модель 2')  
kable(ch.fr)

|  |  |  |
| --- | --- | --- |
|  | Модель 1 | Модель 2 |
| TPR | 0.778 | 0.556 |
| SPC | 0.333 | 0.429 |
| PPV | 0.583 | 0.625 |
| NPV | 0.333 | 0.429 |
| FNR | 0.222 | 0.444 |
| FPR | 0.667 | 0.571 |
| FDR | 0.417 | 0.375 |
| MCC | -0.068 | 0.055 |

Модель 1 (**наивного байесовского классификатора**) считается лучшей, по критериям TPR (чувствительность), FPR (доля ложных срабатываний), FDR (доля ложного обнаружения). Модель 2 (**kNN**) считается лучшей по критериям SPC (специфичность), PPV (ценность положительного прогноза), NPV (ценность отрицательного прогноза), FNR (доля ложноотрицательных прогнозов), МСС (корреляция Мэтьюса).