**[Session 1] Python Basics Supplement**

**print() function**

**print()** function is one of most important function in Python, because we can see the result of expression or function’s return value by using this.

Basically, we can use like this:

* **print(value, sep, end)**
* **value**: Something that can be printed. As we mentioned in the lecture, this can contain multiple items.
* **sep**: We can specify the separator. If we print multiple items, then we put separator between each item. For example, print(1, 2, 3, sep=“\_”) will print “1\_2\_3”. The default is “ ”, a whitespace.
* **end**: We can specify ending character. The default is “\n”, a line feed. (and this is why many lines are printed when we call print() function many times) For example, print(“hello”, end=“!”) prints “hello!”, without line feed.
* Note that, these can be omitted all, print() is also ok.

**input() function**

We can get some input from user, by using **input()** function. We can show some prompt(the signal or message that computer is ready for the input) with parameter. (Like print() function, we can put many things as long as these can be printed)

The return value of the input() function is the **string** you are typed (and then Enter). Sometimes, we may want to get a number from user. How can we do that? Use int() function to convert its type.

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**Indexing & Slicing of List / Tuple / String**

These three datatypes have in the following commons:

* **Can be iterated**: We can traverse each element (or character). (e.g. for statement)
* **Can be indexed:** We can access ith element directly, with [i]. (e.g. (1, 3, 2, 1)[2] => 2)
* **Can be sliced:** We can get a sub-data from the original, according to certain rules

Indexing and slicing are very important (and powerful) operations in Python. You should be accustomed to using these.

**(Index Rule)**

1. **Index starts at 0**. In order to access to ith element, we use (Data)[i-1], not (Data)[i].
2. Index out of range will cause error. For example, (1, 2, 3)[3] is an invalid indexing
3. Negative index can be valid. For example, list[-1] is the last element, and list[-2] is the second-last element. Note that, if the number of elements is n, then index under -n is invalid.
   * So, For some list with n items, list[i] = list[-(n-i)]

**(Slicing Rule)**

1. Basically, for some iterable data, A, use A[start:end:step]. All of them can be omitted. (even A[:] or A[::] are ok) The default of step is 1. For a list A, with n items
   1. A[:end] = A[0:end] = A[0:end:1]
   2. A[start:] = A[start:n-1] = A[start:n-1:1]
   3. A[:] = A[::] = A
2. In A[start:end], A[end] is not included.

We uploaded some exercises for practice of this.

**Recursion**

The situation that some function calls itself is called “**recursion**”. Recursion is sometimes useful, because it can simplify the code. For example, we will implement “Fibonacci number” function in two ways.

def fibo(n):  
 if n == 0:  
 return 0  
 elif n == 1:  
 return 1  
 else:  
 result = 0  
 a, b = 0, 1  
 for i in range(2,n+1):  
 result = a + b  
 a = b  
 b = result  
 return result

def fibo\_recursion(n):  
 if n == 0:  
 return 0  
 elif n == 1:  
 return 1  
 else:  
 return fibo\_recursion(n-2) + fibo\_recursion(n-1)

The latter code has better readability and is more straightforward.

However, note that, **recursion must be ended eventually**. If the function calls itself infinitely, our computer cannot withstand and causes some problem. This is called “**stack overflow**”. (Fortunately, in most programming language prevents this, but we still cannot run the program properly.) So read your code carefully, and ensure that the recursion can be terminated eventually.