Assignment 3: Machine Learning

Eunan Diamond (40293751)

# Introduction

The goals of this assignment is to use features developed in assignment 2 to do classification and machine learning using r code and then use my knowledge to interepet the results that my calculations in r code give.

set.seed(42)  
library(rlang)  
library(class)  
library(knitr)  
library("rstudioapi")  
library(MASS)  
library(ggplot2)  
library(caret)

## Loading required package: lattice

search()

## [1] ".GlobalEnv" "package:caret" "package:lattice"   
## [4] "package:ggplot2" "package:MASS" "package:rstudioapi"  
## [7] "package:knitr" "package:class" "package:rlang"   
## [10] "package:stats" "package:graphics" "package:grDevices"   
## [13] "package:utils" "package:datasets" "package:methods"   
## [16] "Autoloads" "package:base"

setwd(dirname(getActiveDocumentContext()$path))  
getwd()

## [1] "C:/Users/eunan/Documents/assignment3\_40293751"

# Section 1

csvF<-read.csv(file ="40293751\_features.csv" ,header = TRUE)  
  
 #Add dummy value 1 for letters, so it discriminates between letters and non letters  
 csvF$dummy.letters<-0  
 print(csvF$dummy.letters)

## [1] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [38] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [75] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [112] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

csvF[1:80,19]<-1  
   
 #Shuffle the rows, so the first 80% of the shuffled data could be training data making it random  
 #and last 20% test data  
 features\_shuffled<-csvF[sample(nrow(csvF)),]  
   
 #first 80% will be used as training data, last 20% test data  
 trainingdata=features\_shuffled[1:112,]  
 testData=features\_shuffled[113:140,]  
   
 plt <- ggplot(trainingdata, aes(x=nr\_pix, fill=as.factor(dummy.letters))) +  
 geom\_histogram(binwidth=.2, alpha=.5, position='identity')  
 plot(plt)
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glmFit<-glm(dummy.letters ~ nr\_pix+aspect\_ratio,   
 data = trainingdata,   
 family = 'binomial')   
   
 print(summary(glmFit))

##   
## Call:  
## glm(formula = dummy.letters ~ nr\_pix + aspect\_ratio, family = "binomial",   
## data = trainingdata)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0340 -0.9431 0.4928 0.8376 2.0126   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 3.24582 0.67767 4.790 1.67e-06 \*\*\*  
## nr\_pix -0.03493 0.01202 -2.907 0.00365 \*\*   
## aspect\_ratio -2.12046 0.66999 -3.165 0.00155 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 152.36 on 111 degrees of freedom  
## Residual deviance: 122.36 on 109 degrees of freedom  
## AIC: 128.36  
##   
## Number of Fisher Scoring iterations: 4

dataframematrix <- matrix(nrow=28,ncol=2)  
 dataframematrix[,1] <- testData$nr\_pix  
 dataframematrix[,2] <- testData$aspect\_ratio  
  
 newdata <-as.data.frame(dataframematrix)  
 colnames(newdata) = c("nr\_pix","aspect\_ratio")  
 predicted = predict(glmFit,newdata,type="response")  
 print(testData)

## label index nr\_pix rows\_with\_1 cols\_with\_1 rows\_with\_3p cols\_with\_3p  
## 126 xclaim 6 28 0 0 0 2  
## 112 smiley 12 38 2 0 4 7  
## 91 sad 11 60 0 1 10 9  
## 132 xclaim 12 62 0 0 14 5  
## 82 sad 2 50 0 2 7 10  
## 11 b 3 50 0 0 8 6  
## 61 h 5 43 0 0 9 3  
## 37 e 5 24 2 0 2 8  
## 106 smiley 6 54 0 0 8 8  
## 135 xclaim 15 58 0 0 12 4  
## 59 h 3 43 0 0 7 6  
## 70 i 6 20 0 0 0 2  
## 28 d 4 53 0 0 12 7  
## 62 h 6 49 0 0 9 4  
## 76 j 4 13 8 2 1 1  
## 134 xclaim 14 56 0 0 12 4  
## 123 xclaim 3 65 0 0 13 5  
## 94 sad 14 46 0 4 5 10  
## 56 g 8 16 11 3 1 1  
## 7 a 7 80 0 0 12 9  
## 23 c 7 54 0 0 8 9  
## 12 b 4 69 0 0 12 8  
## 45 f 5 51 0 0 15 4  
## 81 sad 1 32 0 5 5 9  
## 60 h 4 22 5 5 2 2  
## 46 f 6 55 0 0 15 5  
## 103 smiley 3 54 0 0 7 10  
## 85 sad 5 54 0 0 8 8  
## aspect\_ratio neigh\_1 no\_neigh\_above no\_neigh\_below no\_neigh\_left  
## 126 0.07142857 0 4 4 14  
## 112 1.10000000 2 17 17 8  
## 91 0.92857143 0 19 19 14  
## 132 0.28571429 0 8 8 14  
## 82 1.08333333 2 20 22 9  
## 11 0.42857143 0 2 4 16  
## 61 0.58333333 1 5 4 18  
## 37 0.87500000 1 9 10 3  
## 106 0.91666667 2 18 16 14  
## 135 0.17647059 0 2 4 15  
## 59 0.77777778 0 6 4 14  
## 70 0.09090909 2 4 4 10  
## 28 0.40000000 0 1 3 14  
## 62 0.66666667 0 5 5 18  
## 76 0.30000000 1 3 4 8  
## 134 0.18750000 0 2 6 15  
## 123 0.28571429 0 10 10 13  
## 94 1.08333333 2 20 18 10  
## 56 0.33333333 2 1 2 9  
## 7 0.72727273 0 9 12 7  
## 23 0.80000000 0 13 13 13  
## 12 0.43750000 0 4 6 19  
## 45 0.42857143 0 3 4 11  
## 81 1.30000000 2 21 19 10  
## 60 0.54545455 3 4 3 16  
## 46 0.50000000 0 5 6 11  
## 103 1.08333333 0 18 16 7  
## 85 0.84615385 2 16 18 14  
## no\_neigh\_right no\_neigh\_horiz no\_neigh\_vert connected\_areas eyes custom  
## 126 14 0 0 2 0 2  
## 112 8 4 0 4 0 12  
## 91 14 2 4 4 0 10  
## 132 14 0 0 2 0 5  
## 82 9 2 4 4 0 12  
## 11 10 0 2 1 1 5  
## 61 16 6 0 1 0 7  
## 37 3 10 19 1 1 8  
## 106 14 0 6 4 0 8  
## 135 15 0 0 2 0 4  
## 59 11 0 0 1 0 8  
## 70 10 0 2 2 0 2  
## 28 18 2 1 1 1 4  
## 62 15 0 0 1 0 7  
## 76 9 8 3 2 0 3  
## 134 15 0 0 2 0 4  
## 123 13 0 0 2 0 5  
## 94 10 4 12 4 0 14  
## 56 9 13 5 1 0 3  
## 7 11 0 0 1 1 9  
## 23 11 0 0 1 0 8  
## 12 17 0 1 1 1 7  
## 45 12 1 0 1 0 5  
## 81 10 4 12 4 0 14  
## 60 14 17 5 1 0 4  
## 46 12 1 0 1 0 7  
## 103 7 0 2 4 0 12  
## 85 14 0 6 4 0 8  
## dummy.letters  
## 126 0  
## 112 0  
## 91 0  
## 132 0  
## 82 0  
## 11 1  
## 61 1  
## 37 1  
## 106 0  
## 135 0  
## 59 1  
## 70 1  
## 28 1  
## 62 1  
## 76 1  
## 134 0  
## 123 0  
## 94 0  
## 56 1  
## 7 1  
## 23 1  
## 12 1  
## 45 1  
## 81 0  
## 60 1  
## 46 1  
## 103 0  
## 85 0

print(predicted)

## 1 2 3 4 5 6 7 8   
## 0.8924739 0.3979300 0.3059563 0.6163761 0.3104665 0.6434696 0.6240590 0.6346115   
## 9 10 11 12 13 14 15 16   
## 0.3579535 0.6996368 0.5236078 0.9132842 0.6332637 0.5300927 0.8961877 0.7093121   
## 17 18 19 20 21 22 23 24   
## 0.5913138 0.3411414 0.8786906 0.2514516 0.4165698 0.4769704 0.6354161 0.3478286   
## 25 26 27 28   
## 0.7892986 0.5657015 0.2813718 0.3929955

testData[["predicted\_val"]] = predict(glmFit, testData, type="response")  
 testData[["predicted\_class"]] = 0  
 testData[["predicted\_class"]][testData[["predicted\_val"]] > 0.5] = 1  
  
 correct\_items = testData[["predicted\_class"]] == testData[["dummy.letters"]]  
 correct\_items

## [1] FALSE TRUE TRUE FALSE TRUE TRUE TRUE TRUE TRUE FALSE TRUE TRUE  
## [13] TRUE TRUE TRUE FALSE FALSE TRUE TRUE FALSE FALSE FALSE TRUE TRUE  
## [25] TRUE TRUE TRUE TRUE

nrow(testData[correct\_items,])/nrow(testData)

## [1] 0.7142857

PredictedData <- as.factor(testData[["predicted\_class"]])  
 PredictedData

## [1] 1 0 0 1 0 1 1 1 0 1 1 1 1 1 1 1 1 0 1 0 0 0 1 0 1 1 0 0  
## Levels: 0 1

ActualData <- as.factor(testData[["dummy.letters"]])  
 ActualData

## [1] 0 0 0 0 0 1 1 1 0 0 1 1 1 1 1 0 0 0 1 1 1 1 1 0 1 1 0 0  
## Levels: 0 1

confMatrix <- confusionMatrix(PredictedData,ActualData)  
 confMatrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 8 3  
## 1 5 12  
##   
## Accuracy : 0.7143   
## 95% CI : (0.5133, 0.8678)  
## No Information Rate : 0.5357   
## P-Value [Acc > NIR] : 0.04232   
##   
## Kappa : 0.4197   
##   
## Mcnemar's Test P-Value : 0.72367   
##   
## Sensitivity : 0.6154   
## Specificity : 0.8000   
## Pos Pred Value : 0.7273   
## Neg Pred Value : 0.7059   
## Prevalence : 0.4643   
## Detection Rate : 0.2857   
## Detection Prevalence : 0.3929   
## Balanced Accuracy : 0.7077   
##   
## 'Positive' Class : 0   
##

confMatrix <- confusionMatrix(PredictedData,ActualData,mode = "prec\_recall")  
 confMatrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 8 3  
## 1 5 12  
##   
## Accuracy : 0.7143   
## 95% CI : (0.5133, 0.8678)  
## No Information Rate : 0.5357   
## P-Value [Acc > NIR] : 0.04232   
##   
## Kappa : 0.4197   
##   
## Mcnemar's Test P-Value : 0.72367   
##   
## Precision : 0.7273   
## Recall : 0.6154   
## F1 : 0.6667   
## Prevalence : 0.4643   
## Detection Rate : 0.2857   
## Detection Prevalence : 0.3929   
## Balanced Accuracy : 0.7077   
##   
## 'Positive' Class : 0   
##

The code above shows the logistic regression predictions for number of pixels and aspect ratio for classification to check if an image belongs to letter or not. The training data (80% of the total images) was used to train the model using the glm function which fitted the logistic regression model. The predict function then used the test data to check the probability if they are a letter or not. Out of the 28 test data images 14 of them are letters. The table shows which ones were predicted letters or not, if there probability of being a letter based of number of pixels and aspect ratio was greater than 0.5. The correct\_items shows which of the test data were predicted correctly. 21 out of 28 were predicted correctly that they were not letter or not. This shows that number of pixels and aspect ratio together are two good features to use to predict if the image is a letter or not. The most confident image of the test data to be an image was the first image with 0.8767535, which was indeed a letter it is a j. The least confident was the 3rd image with it only predicting 0.1273884 for it to be a letter it was as expected not a letter and was a smiley image. To add the logistic regression model tells us that the smaller the aspect ratio the more chance it is a letter with a estimate value of -2.12046, the estimate value, and the same for number pixels, with a negative value also with -0.03493, this tells us the lower the number of black pixels and aspect ratio the bigger chance it is a letter.

To continue, Using this logistic regression model I got the confusion matrix which gave me the the accuracy,true positive rate (sensitivity) and specificity which take 1 away from it can give false positive rate. Also using mode =“prec\_recall” on confusion matrix gives precision recall and f1.The accuracy of the model is 0.7143, this shows that this model is mostly reliable, a lot better than chance (50%) but not completely and can be improved on with more features . As the classes are nearly balanced(13 to non letters and 15 to letters) this means accuracy is a good measurement if it is a good model or not. The true positive rate for this model is 0.6154 , this tells us that 61.54% of it correctly predicted that a image which is a letter as a letter. This is a nearly 10% lower than the accuracy, although it is still better than chance, it shows it is not the best at predicting that a image which is a letter is actually a letter . The false positive rate can be calculated by taking 0.8000 (which is the specificity or true negative rate ) away from 1, which gives 1 - 0.8000 = 0.2, this tells us for time that the model predicts that it is not a letter it is wrong 0.2% of the time. This tells us it is more accurate when it predicts for the class that isn’t a letter. The confusion matrix also shows that the precision is 0.7273. The precision is the total number of images predicted correctly divided by total number of images predicted as a letter. This can be seen as a more accurate measurement of accuracy in classication as the total number of the two different classes may not be the same, as is the case here (15 to 13). the precision is just greater than the accuracy and therefore our model may be slightly more reliable than we think. The recall is the of images that are letters that were predicted correctly divided by the total number of images that are letters, here the recall is 0.6154, this tells us that the the for all images that are letters 61.54% of them were predicted correctly, this is same as true positive rate, as it is telling us the same thing. The F1 is the harmonic mean between precision and recall. so basically it combines the recall and precision into one metric. Here the f1 score is 0.6667, this basically tells us there is quite a difference between recall and precision, as the F1 score is over 5% away from precision and over 6% away for recall, this tells us that this may not be the most accuare model and there can be improvements. To add as the test data has 15 letters and 13 non letter images it tells us that F1 score is the the best metric to tell if it is a good classifer or not as accuracy is the best suited when the 2 classes are not equal, therefore 0.6667 tells us that the model is better than chance but there can be improvements to make it a more reliable model.

## Section 1.2

kfoldsk = 5  
   
  
  
  
ggplot(csvF, aes(x=nr\_pix, y=aspect\_ratio, color=dummy.letters)) +  
 geom\_point(alpha=.5, position='identity')

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAACfFBMVEUAAAAAADoAAGYAOpAAZrYTLEQULUUULUYULkcVL0gWLkUWMEoWMUsXMk0XM04YNE8YNVEZNE4ZNlIZN1QaOFUaOVYbO1gbO1kcPVsdPlwdP10eQF8eQWAfQmIfQ2QgN00gPVkgPlkgRGUgRWYhOE4hRmghR2kiSWsiSmwjS24kP1gkTG8kTXElQFolTnIlT3QmUHUmUXYnUngoVHooVXspVn0pV38qWIAqWYIrWoMsXIUsXYYtUG8tXoctX4kuQ1guYIouYYwvY44wRVowZI8wZZExZpIxZ5QyaZYyaZczMzMza5k0bJo0bZw1bp41b582U242caE3cqM3c6Q4VnE4dKY4dac5d6k6AAA6ADo6AGY6OpA6ZmY6eKs6eaw6kNs7eq47e688fbE9frM9f7Q+gLY+gbc/g7lAhLtAhbxBhr5Bh79CicFDisNDi8REjcZFjshFj8lGkMtGkc1HdZtHk89IlNBIldJJW21Jd55Jl9RJmNVKmddLm9lLm9pMndxNTU1NTW5NTY5NbqtNjshNnt1Nn99OYHJOoeFOouNPo+VQpOZQpuhRp+pSqOtSqu1Tq+9UrPBUrvJVr/RWsPZWsfdYsfdZfJpbs/degZ9ftPdgtfdmAABmADpmAGZmkJBmtrZmtv9ouPZuTW5uTY5ubqtuq+R7v/R/i5eAxPmJlaGOTU2OTW6OTY6OyP+QOgCQOjqQOmaQkDqQkGaQtpCQ2/+gzvGq2Purbk2rbm6rbo6ryKur5P+2ZgC22/+2/7a2/9u2///Ijk3I///bkDrb/7bb///kq27k///r6+v/tmb/yI7/25D/27b/5Kv//7b//8j//9v//+T///8PPrO5AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAVaklEQVR4nO2diX8cR1bHx7bY5Wa5b8wR7vu+BAYCLIQrQADFHOK+bxaY5VTigLhhuUxkLyBvkpGUxILd2MruegDZInZkIUvuf4iu7pruqu7X012vXnfX63nfT2LNTOmntt7X1dV3jSJh0Iz6/gsI7SKCB44IHjgieOCI4IEjggeOu+DXXXFP8InV5Vow5ogI9oqJYHztWMREML52LGIiGF87FjERjK8di5gIxteORUwE42vHIiaC8bVjERPB+NqxiIlgfO1YxEQwvnYsYiIYXzsWMRFcqsF4PC60lz+pLl3F99bF6hHBGX41GG9tbdmOyp9Ul67qe2tiDRDBGX41EMEdI4K9YiK4VAMZg7tFtqK9YiIYXzsWMRGMrx2LmAjG145FTATja8ciJoLxtWMRE8H42rGIiWCoBpPJxLt0lTvE0fxm3NLQuRaMOdKD4MnNmzcbGJ67oOpDWtH8ZtTS8LkWjDnSw71J23t7e9ueP2N9Z2dnHd28SEgPbrA0fK4FY47IGNxkaehcC8Ycka1or5gIxteORUwE42vHIiaC8bVjERPB+NqxiIlgfO1YxEQwvnYsYiIYXzu3WLpvHf8pgm0GIjg9Oqb+3O5gac1zLRhzRAQjltY814IxR0QwYmnNcy0Yc2QggmUMroKZYLnw3RVeguXWFWdEsFdMBONrJ4JJ4CVYxmBnmAkOLSaCUbVL+mn0OuLKG7lkp0iIgtORNsJcOycX3RURwUYMgQgWwf0SomAZgwkJUjCfmAjG145FTATja8ciJoLxtWMRE8H42rGIiWB87VjERDC+dixiIhhfOxYxEYyvHYuYCB6Px5H5ptycflpuEsEktCxYHRReN9+UHyV8Xn0KHDwWwST0LPjChQsVgsfrzoeh05KiUiI4x+n3rxF8Pl4zvz8oeLy143wiKS0pJiSCDdwKMH8MVj14nI3B2YCctDx6YZyFHE4OiWCbfreirY6bDcjqzfl4FX2+9Knf0lqIieCaGphd01KZ9WAR7EdA+8G24NkYLIL9CEiwPdpmW9EyBnsRkmCGMRGMrx2LmAjG145FTATja8ciJoLxtWMRE8H42rGIiWB87VjERDC+dixiIhhfOxYxEYyvHYuYCMbXjkVMBONrxyImgvG1YxETwfjasYgxF3z83J3k68mLa5fuzT7sqnYsYrwF3197OhH88NXr0d1nZp+61+D8+fPpq/xk73g5nRxLNS0vf+h4DF8XnX46mSynreqJo3WzaolgmzmCbz/13rQHn7x8J+vMCMGPxJqyy6v0VRpvufy4mt5OXVX5hsuf8/gnX7gAXRedBiY3H7/8FtWqnha8UTcvngi2abKKPn7+XnTy0q341WMxzot4ZH19/RH1Ipsycn3nrc8+oSaoVE1vePbzn/iURx+FZpNMA9t7Tzz7VtWqZrW8QjCz5ULRRPD9SzPBCud/5NKD+8StByvcayBjcI80Eew5BrPYHF5owQ9ffcFrK7qV0oURG4Bg9b/sB2Nz7QusQ45kecVEML52LGIiGF87FjERjK8di5gIxteORUwE42vHIiaC8bVjERPB+NqxiHkIPjy771T3oydvZK//77/S/xsggr1i/QhWL03f82AmeM6d4LpJBNvwEjxnso1ZEwvBD66Ozrzr7H4iKf7j6MlXVkaj1aP4j83IejNdir/7YGlm9XR3NIpjcdOPqO/R76Oji+/UH8cREdx4aQS5Kr+r8f+G4JVzr0UHI/WH8mS8Ud38dHdTCz7djVUfnHtt1oOz9ytLuocfrRQNhy+4+CCecelTqylfmtPMK50KTtbOB6bgTe2m+ObB1bhLX9zXgpNc/NFMcPY++e6L4Co/eMF2p82ek1buysUx2G3upE4Fx50uEZKvom/MemDhjVo9p2to9e5glLA6E2y+j6LpaLTUo2DsTEawp2p7AxN8dPF/0jV0Iljlonwjy3yviIf20pZbV4LRc5ENUXCyaj0820Tw6e6/6VWvWkWfuWEJNt9HWnFfYzB+sjm461euEDiMwQ+uLiUbWWpj63T3zDzB8WpYr3eTjay4y8ZWlUb1/+x98o3Jv5ryzlP4gjFL6yzmt5sUqT2bf3/7XMHJBtTp7mq2m6R67TS2rv7X71Oth6O0sR/Bnc0myEKwAxUbx40Jfis67Fj7gg9W/fIi2CvWtuDkqIcXItgrJqcLJ5NJKVF3c0Kj0oURW3jB6naibeCzBoYXWfBsyyre2laraP0FhQj2irUj+FAfkFKnGQ6WZl9wiGCvWCuCp2deSXvwg39VpwL39RfUz5Ix2C+GF/xPFoXG2QmkH34tevD2G/qLs6kE2Yr2iuEE/yNM/g1a8OG5xKz+gvIrgv1iOMH/AJN/wwB7cPXklI7HODkI/nuY/BuO+IzBDWtXPTml61kKDoLfBpN/g9apzjEkW9GrwW5FN63dYgn+O5j8G5Rg9X/4+8FNa7dYgv8WBqlwPrbg5CKfmtMX7dRuocbgv4EhUmpjCT5Ir9Kbb7ir2rGI4QT/NQyZVBNTsL6gp+aS+65qxyKGE/xXMGRSTcIW3OyYF9XSWsjBJfxLGDKpJkGvohsetSZaWhs5uIR/AUMm1SSUjSwwNlTBfw5DpNQmkN0kODZUwX8G46kSJmjBQx2D/xTGUyVMJjjewnpwNb3XpeeNLG01st+2tTS/GE7wn8DQmtWE14Nn6+XIftvS0jxjOMF/DOOpEia83aQFEPxHMGRSTUSwVwwn+A9hyKSa5IL1zaYj8C5Tg9ZrN/wx+A9gKL1mAD24hka/t2mlMmGrK4oc8KHK34eh8FminY0sa71albBXvqVV8YAF/x6Mp0oYS3DynBaK3SQRPGsG+V0YOqsGpuDT3dXT3c26FXWTX1sEz5pBfgeGzqpBcQyeriYXa86h0e8tY7BuBvltGEKtOUXBB0t97yaxiuEE/xZM7kFfgpXu2GwmXx2fiwcKVs9Vi+0eEPRggtqxiOEE/yaMbrVvRVLr02mTvZsmgtX1mVPgOQ8iGJuDS/gbMLrVugxaXfB++h/Ii95LghvRVe1YxHCCFb9uYbZYNzKorpycBMJ2Ynsr2mNVIDTn12B0q3krUvI1eb4Othe3dCSLoHOwiOF68K/C6FazB+d7NNhx2L4mq8n1813VjkUMJ/hXYHSrOQZPs+unKAQHcsLfNzbboXY6S9Gp4F+G0a3GrUjpill149P/5H3zGWFsdkjM7Txjp4J/CWbWnO4HJ/cmpWvqA+gRdl6C1VpCBBPk4BL+IgxS4XzoBFtrxEaHKr1KVxljIPgXYCh8liATbNWz0ckGv9JVx8Ifg38ehsJniQEK7jKGE/xzMBQ+S4hgrxhO8M/CUPgsMbwxuNMYTvDPwFD4LDG8rehOYzjBPw1D4bOECPaK4QT/FAyFzxLhXRfNKoYT/JMwZFJNRLBXDCf4J2DIpJoEeOE7pxhO8I/DUHrNkNOFXjGc4B+DofBZYngnGzqN4QT/KIynSpjSNVnJjJbz6KR20FOI21saPoYT/EMwVE4tildVRrWGu6gd9Bzx9pbmEcMJ/kEYKqcWYW5FD1zwD8CQSTURwV4xnODvh6FyahHoc7KGPQZ/HwyZVBN7K/owrOdkhR/DCf5eGCKlNrKb5BXDCf4eGE+VMO0LnmxXnEZsVDoosLGxURdzplPB3w0za86f/63vOqN7IHj8AzfrLo52rMDk5l7FhQBNSgcFNmLp1YY5CP4uGN1q3HyWXgxNNzHW9Nz/Xt0k3g8WwWW+E0a35he+6/tVyCblSB52t0m8mySCYb7DwmzJb13Rd52RTavTimAZg8t8O4xuzW8+03ed0U2MdaBW0UHsB3OJ4QR/G4xuLXTY6SbhxFiyH0ycg0v4ZhjdWhhyp5tDmBiLawwn+FthdGt+85m+62wIE2NxjeEEfwvMrDm/+UzfdUa6H1z7sACaGtRvbQ1Y8DfDIBXOp6eTDQ32lwYs+JtgyKSa9HS6cLEFfyMMmVQTEewVwwn+BhgyqSbWKvowHdG72A/OxuDsqMUCPcrw62HIpJpAz+iY/5gO2hpkxx0X6WGkXwdDa1bT927SQgr+WhhPlTAi2CuGE/w1MJ4qYSzB6dxJNc81Ja7BIo7BXw1DJtWkeF10vCtcc1Ssq9qxiOEEfxUMmVSTwm6SOtsfwGWzbGI4wV8JQ6g1p3Q+eLVVwc7ng72W1n4MJ/grYAi15hTmbFB7wtP2VtHOV3S4w0Hwl8PQWTUozrqyFE2pLrqb9VYRXOTLYMikmrS3m5TJFMFFvhTGz2QF3QqePwbb11oNWPCXwHiqhGlnYiwFKHgehaslByz4i2HorBq0MzFWAjAGz2VxBH8RDJ1Vg5YmxsLUbnEEfyEModackCbGWpgx+AtgCLXmyMRYXjGc4M+DmTXn19ipjaLNiG7mM5kYizoHl/BzYTILs3vN1NXu6u4GspnPGtFV7VjEcII/G0a35te5HyrN002Z+ay/GE6w4rMszBb7TpX4FdnMZwVOXly7dC95dXdtbe3pOyLYPQdX9jNhdKt1r5kaNclmPrN5+Or16O4zycvb143PG/zWpc3h+TMF15Vu7t2EUGw8HjcPFJdGmoNL+xkwutXswfkVkCQzn1mcvHwnOn5O9duH777lJLi0Q1sz13dN6ebfDwzExltbW66GOxX86TC61bjX7Ggl00ov+Pj5e9HJS0ptvK5eW0s68WMx9T/zyvb29hXzg+29vb3tineIH1fH+s7OzrpLoGs+DUa35veaab8tzXx2/9JM8PE7bhm9uP5ftfTgvBnkU2FmzdnNZ8YM4MQznynyHpyQjcMNfmsZg7NmkE+CQSqcT5MxOMFFMEntWMRwgj8RhtJrxryt6Bf0VrRaWT98j+wmIXJwaT8BhtptQu1+sOrE8X7wU9m6uqvasYiVcoXRAa7sx8NQu01gdiSrfjjuV3Bx+w4u4cfBeKqEaUmwKYKw5A02qDkI/lgYT5Uw7Qi2RIjgIh8D46kSRgR7xXBj8EfDeKqE4SU4+DG41AzyUTCeKmFaEKyOY7Q0BgcXwwn+SBhPlTD0gnne6Nup4I+A8VQJMwDB9pFPDoI/HMbPZAX8BReWx0Hwh8F4qoRpaQz2r91k+5+bnWNgKPhNMJ4qYUI9kjW5+S/XNhqdJWQo+ENgPFXC8BfMcAz+YBhPlTADEEywtI4FfxCMp0qYUAU3H4NJltat4A+E8VQJE6xgHjGc4A+A8VQJI4K9YjjB7wcza87vTdKv6B4I3oTa39na6NnY2IiqW4uYh+qj+m8HS+r27Z4xnOD3hdGt+b1J+hXdxFgkgq3dFnXW4UplaxHrZFtU++1wSZ2+2zeGE/xGGN2aXxetXwU2KYcINpsreR8LsyW/s0G/IpxWpwl1v7IINpsR5Pcm6Vd0E2M1ovZ3Ro3B6cfj8XLWHCWfbgxxDJ5P6D0YVbtZTzV6bITpv0MQHOoYXLm9y1zw/NskWhCc35ukX4UxMVa1DN6Ca250akGwMTFWSPvBfoKz/j8pjMGufocgmJRQBJcYr2dldbqXTATbBDIGl37KeGtnVle3u0H5j8G0BLIVPSNbD4QjuEDxwueaH9s7ItgtVrp1oebH9k6ogoMZgwuIYHztEuytaAQi2CY0wcHHFnsMtm4dqnledN0+7iw2Hp8PaBXtmGvBmCOkgq17zmqe+F57lErHxlsXxhfC2chyzLVgzBER7BUTwZU1EMHdIGOwV2zRBLvUoKlgmqW1FFt0wYlEv1W0KyLYplXBqUQR3CdUgoEVbrzBJYJ7h0gwoCv+6Nq1asEyBndDq4JvblSPwb6lCyO26IKd5i50K10YsYURDI/ByUeTbefrqmpKlx7vrziJKIJtWt8Pntzcc74ycn7p0jN2VZcBiGAbEewVE8EiuGfaP1QpY3CvyBUdXjERjK8di5gIxteORWzRBRtnkwJ/2IYIznD47Y2zSaHfqi+CMRizFLpOWCgQIT3YKzbEHuzy68sY3DuyFe0VE8H42rGIiWB87VjERDC+dixiIhhVu+Q8gggmIUTB6ZlAEUyCCPaKiWBM7UQwISSC5x/EkDG4TygE1xyGZGFKBGeUfwsRXN3cOzwEOzxISQTbEAiue2q3f8ldHoUmgm38BXdwm6C+ULZRNxbBNnwEN+zGItiGheCk84pgFCRjcPMbfT22lkQwim6PZHltLckYjIGR4BBjIvh1EdwvHZ9sCPaIhQjOoKlB/fPrRDAJPQlu8ARKEUyCCPaKieCKGuSCK0dlEUxC32Nw9Xa1CCah70t2RHDLiGCvmAiurYGMwe3Su2DeMRGMrx2LmAjG145FbPCCm9zWzcKUCM4w//6NHszAwpQIzjD//pWCzZ7NwpQIzjD//lWCrc9ZmBLBGdYvkPbU0kicC97Y2GBhSgRnlH+LbHYG65PkvZrs7korpQsjtjCC0/lVjI+0bxHcN3SCr20Ao3EueHl5mbR0YcQWQ3AyBda1yTVoe2s2Bi9fvnzZzbAIJoFs1pWNa1W7xCK4T8gOVVYf8wAEN7m4UgSTQHcsuvKoZZowx+BGl0eLYBJ6OdkggrtDBHvFRDBcAxmDO0POB3vFRDC+dixiIhhfOxYxEYyvHYuYCMbXjkVMBONrxyImgvG1YxETwfjasYixFnzy4tqle4VXkQh2yrXur5ZqwQ9fvR7dfcZ+peiqdixinAWfvHwnOn7ujvVK0VXtWMQ4Cz5+/l508tIt69VjMZ391QQKqgXfvzTTmr/qkm7/JQ32361bD+4SEUyC+xjcFSKYhHlb0S9kW9EvGFvRXSGCSajdD1Zd19oPFljR6hTvQv+I4IEjggeOCB44IQq+u7a29nRHm3bJ7p9e0iC3JUMUfPu6+tM+xdES99W/JL2kThbYOQEKfvju5KBZF4dXbj/1XrUXmC6pn+M5bROg4HhNubZ2vaMDpMqoXlI/R2TbJkDBx++4pXpxN6c4lGC9pH7OqbRNgIITbl+XHkxCuIK7GRKPZQzuHLWqfPieO92c4lBG9ZL6OafSNgEKVvvBT93qaLdU9oMF3ojggSOCB44IHjgieOCI4IEzPMFHT97o+68QEsMTLFiI4IHDUvDRk6+sjEab0dHFd47O7mcfvms0OveaWkUfnLkRPbi62uvfMRR4Cl6JRR6c3T9aWTI/PLt/uruUjMHTJfWfELEVvJlsTCVfSx/GguMufnG/Or9I8BSsNpS1S/vDB1c3k68Ho83q+EIxUMHTkayhUwYkOFlFX9xXHx6e/e+r0oUThiQ428iK+3HsWAZhxYAEq92kpeTzabyRrVwLTAWDyCFKEBE8cNgLPloZJZx5RQRDsBcszEcEDxwRPHBE8MARwQNHBA8cETxw/h//HUI13PtwqAAAAABJRU5ErkJggg==)

train\_control<-trainControl(method="cv",number=kfoldsk,savePredictions = T, classProbs = TRUE)  
csvF$is.letter <- "no"  
csvF$is.letter

## [1] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [16] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [31] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [46] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [61] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [76] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [91] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [106] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [121] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"  
## [136] "no" "no" "no" "no" "no"

csvF$is.letter[csvF$dummy.letters == 1] <- "yes"  
csvF$is.letter

## [1] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [13] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [25] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [37] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [49] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [61] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes"  
## [73] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "no" "no" "no" "no"   
## [85] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"   
## [97] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"   
## [109] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"   
## [121] "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no" "no"   
## [133] "no" "no" "no" "no" "no" "no" "no" "no"

model<-train(is.letter~nr\_pix+aspect\_ratio, data = csvF,trControl=train\_control,method="glm",family = "binomial")  
print(model)

## Generalized Linear Model   
##   
## 140 samples  
## 2 predictor  
## 2 classes: 'no', 'yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 112, 112, 112, 112, 112   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7071429 0.3988596

model$results

## parameter Accuracy Kappa AccuracySD KappaSD  
## 1 none 0.7071429 0.3988596 0.09244414 0.1874869

summary(model)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0775 -0.9469 0.4885 0.9308 2.0038   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 3.16025 0.62295 5.073 3.92e-07 \*\*\*  
## nr\_pix -0.03501 0.01092 -3.207 0.001343 \*\*   
## aspect\_ratio -2.02742 0.58320 -3.476 0.000508 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 191.21 on 139 degrees of freedom  
## Residual deviance: 157.46 on 137 degrees of freedom  
## AIC: 163.46  
##   
## Number of Fisher Scoring iterations: 4

mean(model$pred$pred==model$pred$obs)

## [1] 0.7071429

cm = confusionMatrix(table(model$pred$yes >= 0.5,  
 model$pred$obs == "yes"))   
cm

## Confusion Matrix and Statistics  
##   
##   
## FALSE TRUE  
## FALSE 38 19  
## TRUE 22 61  
##   
## Accuracy : 0.7071   
## 95% CI : (0.6243, 0.7809)  
## No Information Rate : 0.5714   
## P-Value [Acc > NIR] : 0.0006494   
##   
## Kappa : 0.3983   
##   
## Mcnemar's Test P-Value : 0.7547764   
##   
## Sensitivity : 0.6333   
## Specificity : 0.7625   
## Pos Pred Value : 0.6667   
## Neg Pred Value : 0.7349   
## Prevalence : 0.4286   
## Detection Rate : 0.2714   
## Detection Prevalence : 0.4071   
## Balanced Accuracy : 0.6979   
##   
## 'Positive' Class : FALSE   
##

cm = confusionMatrix(table(model$pred$yes >= 0.5,  
 model$pred$obs == "yes"),mode = "prec\_recall")   
cm

## Confusion Matrix and Statistics  
##   
##   
## FALSE TRUE  
## FALSE 38 19  
## TRUE 22 61  
##   
## Accuracy : 0.7071   
## 95% CI : (0.6243, 0.7809)  
## No Information Rate : 0.5714   
## P-Value [Acc > NIR] : 0.0006494   
##   
## Kappa : 0.3983   
##   
## Mcnemar's Test P-Value : 0.7547764   
##   
## Precision : 0.6667   
## Recall : 0.6333   
## F1 : 0.6496   
## Prevalence : 0.4286   
## Detection Rate : 0.2714   
## Detection Prevalence : 0.4071   
## Balanced Accuracy : 0.6979   
##   
## 'Positive' Class : FALSE   
##

In this part I used 5 fold cross validation to do the same analysis as in 1.1. Doing cross validation can make us better understand what’s going on as instead of just training 1 model like 1.1 code does this trains 5 models , and then it calculates the model based of all 5, Therefore it is maximizing the amount of data used to train the model, every part of the data is used as testing data once, therefore this more accurately predicts how useful these features are in predicting if it’s a letter or not for unseen data. Cross-Validation is a technique used in model selection to better estimate the test error of a predictive model. Therefore it gives us a more true accuracy than using the whole data as training and test data. As expected it gives us different values as the model used for 1.1. It would appear that themodel is over fitted, as the accuracy (0.7071 ) is down from the 0.7143 from the first model. This tells us that data performs better on training data has declined on 5 fold cv where there is data not seen on training, this is the case here and has been affected by over fitting, the true positive rate however has increased from 0.6154 in the first model to 0.6333, Which does not suit this trend. The false positive rate has increased, as specificity has decreased to 0.7625, telling us that this model is more accurate when predicting that it is not a letter the same as the model, but this has decreased compared to the first model. To add the precision and recall has decreased and as expected the f1 score has too. The recall has fell the most from 0.7272 to 0.667. a over 5% fall is shows further supports that this model has been overfitted. These results tell us has memorized the training data instead more than learning the relationships between features and the classes (images or not images). Although the falls in accuracies, tpr f1 score etc are not that big (mostly less than 5%) it does show that this model has been slightly overfitted.

## Section 1.3

#1.3  
library(MLeval)  
res <- evalm(model)

## \*\*\*MLeval: Machine Learning Model Evaluation\*\*\*

## Input: caret train function object

## Not averaging probs.

## Group 1 type: cv

## Observations: 140

## Number of groups: 1

## Observations per group: 140

## Positive: yes

## Negative: no

## Group: Group 1

## Positive: 80

## Negative: 60

## \*\*\*Performance Metrics\*\*\*
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## Group 1 Optimal Informedness = 0.470833333333333

## Group 1 AUC-ROC = 0.77
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# Section 2

## Section 2.1

set.seed(42)  
csvF<-read.csv(file ="40293751\_features.csv" ,header = TRUE)  
#kNeighbourMat<-Matrix(csvF[1:8,3])  
  
kNeighbourMat=csvF[csvF$label %in% c('a','j','sad','smiley','xclaim'),]  
kNeighbourMat$dummy.class[kNeighbourMat$label %in% c('a','j')]<-"letter"  
kNeighbourMat$dummy.class[kNeighbourMat$label=="sad"]<-"sad"  
kNeighbourMat$dummy.class[kNeighbourMat$label=="smiley"]<-"smiley"  
kNeighbourMat$dummy.class[kNeighbourMat$label=="xclaim"]<-"xclaim"  
train.X = cbind(kNeighbourMat$no\_neigh\_right,kNeighbourMat$aspect\_ratio,kNeighbourMat$no\_neigh\_above,kNeighbourMat$connected\_areas)  
  
ks = c(1,3,5,7,9,11,13)  
accuracies = c()  
for (kk in ks){  
   
 if (kk / 2 !=0)  
   
 {  
 print(kk)  
 knn1=knn(train.X,train.X,kNeighbourMat$dummy.class,k=kk)  
 print(table(knn1,kNeighbourMat$dummy.class))  
 accuracies = cbind(accuracies, mean(knn1==kNeighbourMat$dummy.class))  
 }  
}

## [1] 1  
##   
## knn1 letter sad smiley xclaim  
## letter 16 0 0 0  
## sad 0 20 0 0  
## smiley 0 0 20 0  
## xclaim 0 0 0 20  
## [1] 3  
##   
## knn1 letter sad smiley xclaim  
## letter 16 0 0 1  
## sad 0 17 5 2  
## smiley 0 3 15 0  
## xclaim 0 0 0 17  
## [1] 5  
##   
## knn1 letter sad smiley xclaim  
## letter 16 0 0 2  
## sad 0 15 4 2  
## smiley 0 5 16 0  
## xclaim 0 0 0 16  
## [1] 7  
##   
## knn1 letter sad smiley xclaim  
## letter 16 0 0 3  
## sad 0 15 8 1  
## smiley 0 5 12 0  
## xclaim 0 0 0 16  
## [1] 9  
##   
## knn1 letter sad smiley xclaim  
## letter 16 0 0 3  
## sad 0 15 7 1  
## smiley 0 5 13 1  
## xclaim 0 0 0 15  
## [1] 11  
##   
## knn1 letter sad smiley xclaim  
## letter 14 0 0 3  
## sad 0 15 9 2  
## smiley 0 5 11 0  
## xclaim 2 0 0 15  
## [1] 13  
##   
## knn1 letter sad smiley xclaim  
## letter 14 0 0 3  
## sad 0 14 9 2  
## smiley 0 5 10 0  
## xclaim 2 1 1 15

accuracies

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## [1,] 1 0.8552632 0.8289474 0.7763158 0.7763158 0.7236842 0.6973684

For 2.1 I perform 4 way knn classification, for letter (only a or j), sad, smiley or xclaim using 4 features, which were no\_neigh\_right,aspect\_ratio, no\_neigh\_above and connected\_areas. I chose these features because in assignment 2 these were some of the best features to distinguish between a letter and non letter, and to add these features have similarities between each class e.g. aspect ratio the letters have low values for, while sad is mostly just above 1, xclaim very low values below 0.4 and smiley similar to sad but got more values below 1 and still a lot higher than xclaim and the letters. To distingish between each class, I have set up a dummy.class feature which says in english what class it belongs out of from the 4. I then performed a for loop, taking every number from 1 to 13 and doing if statement to check if it dividing this number by 2 doesn’t give 0, if It doesn’t it is a odd number and is needed for analysis. I then pass my data frame with the 4 features into knn function for both training and test and the dummy.class field and the value of k. The accuracies of each knn would be number of images (76) divided by total number that are correct classification. Above you can see the knn score for each odd value between 1 and 13, as you can see the bigger the k value the worse the accuracy gets, with 1 being a perfect accuracy, getting each classification right. As the k value increases, the training error also increases, this is increase bias because it has to consider more neighbours therefore, the model becomes more complex, as there is no testing data, when k=1 the training data becomes equal to testing data set, therefore 100% correct , as the model becomes more complex it doesn’t do this therefore the accuracies decrease as the k value increases.

## Section 2.2

kfoldsk=5  
kNeighbourMat=kNeighbourMat  
  
kNeighbourMat<-kNeighbourMat[sample(nrow(kNeighbourMat)),]  
kNeighbourMat$folds<- cut(seq(1,nrow(kNeighbourMat)),breaks=kfoldsk,labels=FALSE)  
  
kNeighbourMat<-kNeighbourMat[sample(nrow(kNeighbourMat)),]  
kNeighbourMat$folds <- cut(seq(1,nrow(kNeighbourMat)),breaks=kfoldsk,labels=FALSE)  
train\_control <- trainControl(method="cv", number=kfoldsk)  
  
tune\_grid <- expand.grid(k = ((1:7)\*2) -1)  
  
  
# train the model  
  
model <- train(dummy.class~no\_neigh\_right+aspect\_ratio+no\_neigh\_above+connected\_areas, data=kNeighbourMat,   
 trControl=train\_control, tuneGrid=tune\_grid, method="knn")  
# summarize results  
print(model)

## k-Nearest Neighbors   
##   
## 76 samples  
## 4 predictor  
## 4 classes: 'letter', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 60, 61, 61, 61, 61   
## Resampling results across tuning parameters:  
##   
## k Accuracy Kappa   
## 1 0.7091667 0.6122930  
## 3 0.6975000 0.5964004  
## 5 0.6175000 0.4916618  
## 7 0.6308333 0.5071905  
## 9 0.6441667 0.5257873  
## 11 0.6308333 0.5079314  
## 13 0.6958333 0.5947355  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was k = 1.

For 2.2 I performed k-nearest-neighbour classification for all odd values between 1 and 13 using 5 fold cross validation for the 4 classes used in 2.1. This would give a better indication on how this data can be fitted as 5 fold cross validation gives us a better indication on how the data is trained and used on unseen data, unlike in 2.1. As expected the accuaries are different from 2.1 and have all decreased from the knn which used the same data as training and test data. Again the best value of K is 1, with accuracy 0.7091667, there is a similar pattern as seen in 2.1, with the higher the k value the lower the accuracy, this is because as the k value becomes bigger the model becomes too generalized and fails to accurately predict data points in both train and test sets, this is known as underfitting (except from k=13), the lower values have also decreased massively on accuracy because of overfitting, e.g. k=1 had accuracy of 1 for 2.1 but it is 0.7091667, this is because the model is too specific and fails to be to generalize,The model accomplishes a high accuracy on train set but will be a poor predictor on new, previously unseen data points, based off our accuracies this is shown to be true. (rest of analysis at 2.4 with graphs).

## Section 2.3

tune\_grid<- expand.grid(k = 1)#best value of k  
newModel<-train(dummy.class~no\_neigh\_right+aspect\_ratio+no\_neigh\_above+connected\_areas, data=kNeighbourMat,   
 trControl=train\_control, tuneGrid=tune\_grid, method="knn")  
knnPredict<-predict(newModel,newdata=kNeighbourMat)  
ActualData <- as.factor(kNeighbourMat[["dummy.class"]])  
cm=confusionMatrix(knnPredict,ActualData)  
cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction letter sad smiley xclaim  
## letter 16 0 0 0  
## sad 0 20 0 0  
## smiley 0 0 20 0  
## xclaim 0 0 0 20  
##   
## Overall Statistics  
##   
## Accuracy : 1   
## 95% CI : (0.9526, 1)  
## No Information Rate : 0.2632   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: letter Class: sad Class: smiley Class: xclaim  
## Sensitivity 1.0000 1.0000 1.0000 1.0000  
## Specificity 1.0000 1.0000 1.0000 1.0000  
## Pos Pred Value 1.0000 1.0000 1.0000 1.0000  
## Neg Pred Value 1.0000 1.0000 1.0000 1.0000  
## Prevalence 0.2105 0.2632 0.2632 0.2632  
## Detection Rate 0.2105 0.2632 0.2632 0.2632  
## Detection Prevalence 0.2105 0.2632 0.2632 0.2632  
## Balanced Accuracy 1.0000 1.0000 1.0000 1.0000

tune\_grid<- expand.grid(k = 3)# next best value of k  
newModel<-train(dummy.class~no\_neigh\_right+aspect\_ratio+no\_neigh\_above+connected\_areas, data=kNeighbourMat,   
 trControl=train\_control, tuneGrid=tune\_grid, method="knn")  
knnPredict<-predict(newModel,newdata=kNeighbourMat)  
ActualData <- as.factor(kNeighbourMat[["dummy.class"]])  
cm=confusionMatrix(knnPredict,ActualData)  
cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction letter sad smiley xclaim  
## letter 16 0 0 1  
## sad 0 17 5 2  
## smiley 0 3 15 0  
## xclaim 0 0 0 17  
##   
## Overall Statistics  
##   
## Accuracy : 0.8553   
## 95% CI : (0.7558, 0.9255)  
## No Information Rate : 0.2632   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8067   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: letter Class: sad Class: smiley Class: xclaim  
## Sensitivity 1.0000 0.8500 0.7500 0.8500  
## Specificity 0.9833 0.8750 0.9464 1.0000  
## Pos Pred Value 0.9412 0.7083 0.8333 1.0000  
## Neg Pred Value 1.0000 0.9423 0.9138 0.9492  
## Prevalence 0.2105 0.2632 0.2632 0.2632  
## Detection Rate 0.2105 0.2237 0.1974 0.2237  
## Detection Prevalence 0.2237 0.3158 0.2368 0.2237  
## Balanced Accuracy 0.9917 0.8625 0.8482 0.9250

For 2.3 I used the best value of k from 2.2 (which was 1.1), trained the model again and then used the confusionMatrix function to calculate its confusion matrix. As it predicted all the images to it’s correct classes I will instead use the next best k value which was 3 with 0.6975000. The best class in terms of predictions here was letters with 16 out of 16 predicted correctly. The worst with k=3 was smiley with only 75% of the actual smiley images predicted correctly, the other 5 were predicted as sad faces, which isn’t too shocking as there is similarities between both of them. this makes smiley and sad faces the most difficult to discriminate between as of course a smiley and sad face have similar features as only difference is the mouth, meaning that the feautures used for this model are more than likley very similar for both of these images, the predictions for the sad faces also back this up, although 17 out of 20 were predicted correctly, the 3 that weren’t were smiley faces, therfore backing up our point that these 2 classes are the hardest to discriminate.

#2.4  
x1<-model$results$k  
y1<-model$results$Accuracy  
y2<-accuracies  
  
ks<-c(1,1/3,1/5,1/7,1/9,1/11,1/13)  
plot(ks,y1,type="o",ylim=c(0,1),col="blue",ylab="accuracy rate",xlab="1/k")  
lines(ks,type="o",y2,col="red")  
legend(x = "bottomleft",   
 legend = c("training set", "cv classification set"),lty = c(1, 1),col=c("red","blue"))

![](data:image/png;base64,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) The graph above shows the comparison between accuracy rate over training data (from 2.1) and cv classication (from 2.2). It shows that no accuries are bigger for cross validation, but there values better reflect the dataset because there is less bias and is used on unseen data unlike training set.

This graph shows what I described in 2.2, that the high k values (ones on the left side of graph are underfitted), as being top left in the graph shows underfitting and lower values overfitted as k values with top right plots in graph show overfitting. # Section 3

## Section 3.1

set.seed(42)  
allFeats<-read.delim(file ="all\_features.csv" ,header = F)  
  
allFeats <- allFeats[sample(nrow(allFeats)),]  
allFeats$folds <- cut(seq(1,nrow(allFeats)),breaks=kfoldsk,labels=FALSE)  
allFeats$folds

## [1] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [38] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [75] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [112] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [149] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [186] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [223] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [260] 1 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [297] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [334] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [371] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [408] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [445] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [482] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [519] 2 2 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [556] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [593] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [630] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [667] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [704] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [741] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [778] 3 3 3 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [815] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [852] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [889] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [926] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [963] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [1000] 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4  
## [1037] 4 4 4 4 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1074] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1111] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1148] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1185] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1222] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1259] 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5  
## [1296] 5 5 5 5 5

train\_control<-trainControl(method = "cv",number = 5,search = 'grid')  
tune\_grid <-expand.grid( .mtry=c(2,4,6,8))  
  
x=25  
results<-matrix(,ncol = 4,byrow = T)  
  
  
  
model<-train(V1 ~V3+V4+V5+V6+V7+V8+V9+V10+V11+V12+V13+V14+V15+V16+V17+V18,data=allFeats,method="rf",trControl=train\_control, tuneGrid=tune\_grid,ntree=x)  
print(model)

## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7638462 0.7441667  
## 4 0.7700000 0.7508333  
## 6 0.7869231 0.7691667  
## 8 0.7723077 0.7533333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 6.

results<-rbind(results,model$results$Accuracy)  
  
plot((model),main=paste("random forest for ",x," Trees"),xlab="number of predictors")
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for (i in 1:7)  
{  
 x<-x+50  
 print(x)  
 model<-train(V1 ~V3+V4+V5+V6+V7+V8+V9+V10+V11+V12+V13+V14+V15+V16+V17+V18,data=allFeats,method="rf",trControl=train\_control, tuneGrid=tune\_grid,ntree=x)  
 print(model)  
 print(plot((model),main=paste("random forest for ",x," Trees"),xlab="number of predictors"))  
 results<-rbind(results,model$results$Accuracy)  
   
}

## [1] 75  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7930769 0.7758333  
## 4 0.8023077 0.7858333  
## 6 0.8076923 0.7916667  
## 8 0.8000000 0.7833333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 6.
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## [1] 125  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7992308 0.7825000  
## 4 0.8076923 0.7916667  
## 6 0.8053846 0.7891667  
## 8 0.8107692 0.7950000  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 8.
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## [1] 175  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7907692 0.7733333  
## 4 0.8007692 0.7841667  
## 6 0.8084615 0.7925000  
## 8 0.8069231 0.7908333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 6.
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## [1] 225  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7838462 0.7658333  
## 4 0.7938462 0.7766667  
## 6 0.8015385 0.7850000  
## 8 0.7930769 0.7758333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 6.
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## [1] 275  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7923077 0.7750000  
## 4 0.8061538 0.7900000  
## 6 0.8100000 0.7941667  
## 8 0.8107692 0.7950000  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 8.
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## [1] 325  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7884615 0.7708333  
## 4 0.7984615 0.7816667  
## 6 0.7961538 0.7791667  
## 8 0.8023077 0.7858333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 8.
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## [1] 375  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7900000 0.7725000  
## 4 0.7969231 0.7800000  
## 6 0.8038462 0.7875000  
## 8 0.8046154 0.7883333  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 8.
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colnames(results)<-c(2,4,6,8)  
rownames(results)<-c('',25,75,125,175,225,275,325,375)  
print(results)

## 2 4 6 8  
## NA NA NA NA  
## 25 0.7638462 0.7700000 0.7869231 0.7723077  
## 75 0.7930769 0.8023077 0.8076923 0.8000000  
## 125 0.7992308 0.8076923 0.8053846 0.8107692  
## 175 0.7907692 0.8007692 0.8084615 0.8069231  
## 225 0.7838462 0.7938462 0.8015385 0.7930769  
## 275 0.7923077 0.8061538 0.8100000 0.8107692  
## 325 0.7884615 0.7984615 0.7961538 0.8023077  
## 375 0.7900000 0.7969231 0.8038462 0.8046154

For 3.1 I performed random forest classification with 5 fold cv. I first split the allFeautres dataframe into 5 folds, to perform 5 fold cv. I use expand.grid mtry to get number of predictors {2,4,6,8} and then outside loop train the model with the expand grid for 25, then use a loop to do this for 75 to 375 with 50 iterations for each, I then saved the accuracies of each random forest model onto a dataframe as you can see above. To add I have created a scatter graph for each value of k, this is a good visualization for each value of k as it clear shows which number of predictors are best for each k. The best value of k was 125 when it had 8 predictors with 0.8107692 (8 for =275 is also 0.8107692 but on average k=125 has better accuracies on average). This tells us that clearly 125 is the best value of k to predict what symbol the image is or not. On average between all values of k 25 has the worst accuracies, it also has the lowest accuracies when number of predictors = 2 with 0.7638462. A trend for all values of K is that when the number of predictors is 2, it gives the lowest accuracy, this is because it considers only 2 features meaning it would be harder to differ between letters and non letters with less features considered. And as the number of predictors increases the values tend to increase, this is because the it is easier to tell the difference between images if there is more features considered, however for some nTrees it doesn’t, this may be that too many features are considered here and the model becomes overfitted, e.g. 175, number of predictors=6 accuracy is 0.8084615 and when it is 8 accuracy is 0.8069231. To add the best nTrees seem to be in the middle, with them getting, with smaller and larger nTrees having slightly less accruacies, this is probably because too little trees are considered at start, e.g. 25, With a lower number of trees the model is more specific and fails to generalize,therfore this causes overfitting ,and too many at end e.g 325 and 375, this is because when the nTrees value increases the model becomes too generalized and fails to accurately data points in both the training and test sets.This is under fitting, the values in the middle have the best balance of these, therfore giving them the best accuracies. To conclude nTree=125 and No of predictor=8 is the best value for accuracy and will be used for analysis in 3.2

## Section 3.2

set.seed(42)  
accs<-c()  
for (i in 1:15)  
{  
 tune\_grid <-expand.grid( .mtry=8)  
 model<-train(V1 ~V3+V4+V5+V6+V7+V8+V9+V10+V11+V12+V13+V14+V15+V16+V17+V18,data=allFeats,method="rf",trControl=train\_control, tuneGrid=tune\_grid,ntree=125)  
 print(model)  
accs<-append(accs,model$results$Accuracy)  
 #accs<-c(accs+model$results$Accuracy)  
}

## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8046154 0.7883333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7961538 0.7791667  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7838462 0.7658333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7984615 0.7816667  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8007692 0.7841667  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa  
## 0.8015385 0.785  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8023077 0.7858333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7930769 0.7758333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7953846 0.7783333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7992308 0.7825  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa  
## 0.8015385 0.785  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa  
## 0.8015385 0.785  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7930769 0.7758333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8115385 0.7958333  
##   
## Tuning parameter 'mtry' was held constant at a value of 8  
## Random Forest   
##   
## 1300 samples  
## 16 predictor  
## 13 classes: 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'sad', 'smiley', 'xclaim'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 1040, 1040, 1040, 1040, 1040   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7846154 0.7666667  
##   
## Tuning parameter 'mtry' was held constant at a value of 8

print(accs)

## [1] 0.8046154 0.7961538 0.7838462 0.7984615 0.8007692 0.8015385 0.8023077  
## [8] 0.7930769 0.7953846 0.7992308 0.8015385 0.8015385 0.7930769 0.8115385  
## [15] 0.7846154

accMean<-mean(accs)  
accSd<-sd(accs)  
accMean

## [1] 0.7978462

accSd

## [1] 0.007223049

t.test(accs,mu = 1/13, alternative = "two.sided")

##   
## One Sample t-test  
##   
## data: accs  
## t = 386.56, df = 14, p-value < 2.2e-16  
## alternative hypothesis: true mean is not equal to 0.07692308  
## 95 percent confidence interval:  
## 0.7938462 0.8018461  
## sample estimates:  
## mean of x   
## 0.7978462

In this section, I reran the best combination of trees and predictors (nTree=125 and No Of predictors=8) 15 times to check if it performs significantly better than chance. I did this by having a for loop for 15 times performing random forest for nTree=125 and No Of predictors=8 and saving the accuracy into a data frame. I then used mean function to get the mean of the 15 accuracies and sd function to get the standard deviation. The mean was 0.7978462 and the standard deviation was 0.007223049. This standard deviation score tells us that the data is clustered around the mean, which tells us that there is not distance between each model fitting, so even though there is an element of randmominess in each model fitting the difference is so slight and therefore this supports that this model performs better than chance. The mean is 0.7978462, which is down from 0.8107692 that this model got for accuracy in the results for 3.1, This tells us that this model performed slightly better than on average due the the randominess of cross validation and random forest. The t-test results will tell us if it performs better than chance or not. In this t-test we check if the accuracies are equal to the probabilty of chance which is 1/13(13 groups), if the p score is > 5% the null hypothesis (they are equal stands), if it is less, the alternative hypothesis is true (they are not equal), here the p value is 2.2e-16, which is a very small value and way less than 5%, therefore the alternative hypothesis is true and they differ a lot, as the p value is very small, to add the t value supports this as, the bigger the t value the bigger difference between the groups, the t value is positive and is 386.56, which is a big score which tells us that this model performs way better than random chance . Therefore it is clear based off mean, standard deviation and t test (p and t score) that this model performs significantly better than chance.