SHACL Shape Extraction for Evolving Knowledge Graphs using QSE

# Introduction

Storing complex and interconnected data is quite a challenge for data engineers. While relational systems are commonly used for structured data, tasks which involve a lot of relationships and lack a fixed schema may find a solution in graph databases. These serve as a foundation for constructing

knowledge graphs, which have a broad range of applications, in industry and in academia and can also be used as a basis for machine learning. As in many applications, the data quality is vital and is the basis for good results later on. As a validation language SHACL can be used for RDF. Previously, a program called QSE (quality shape extraction) has been released, which extracts SHACL-shapes automatically from large datasets. The user can define two important parameters, which omit

seldomly used shapes: support and confidence. Based on these generated node and property shapes, existing data can be validated. An extension to this program is called Shactor, a web-based tool which visualizes the extraction process and provides useful statistics. [1] [2]

Since knowledge graphs are not static, there exist different versions of a graph, maybe with minimal

changes. QSE and Shactor are specialised on the shapes extraction, but not comparing them between different versions of a graph. This work aims at shapes extraction, specifically with evolving

knowledge graphs.

# Goals

The main goal of this thesis is to develop a web-based tool which allows shapes extraction for different versions of a graph. This web-app will be heavily based on Shactor, since it already

implements useful features, such as graph upload. Users can define different versions of a graph. For the first version, the user has the same options as in Shactor. He/She can choose between and exact or approximate QSE approach, define support and confidence and can specify classes and extract shapes. The user can create multiple shape extractions with different parameters. Later, when he/she uploads a new version of the graph, the user can compare the shapes with previously generated shapes. The web-app shows the user, which shapes stayed the same, which are new and which were deleted. Also, there will be information why shapes were added or deleted.

The second goal of this thesis is to adapt the QSE-algorithm, so that it is faster for another version of the graph. An approach is to calculate the difference between two versions of a graph and create shapes for the later version of the graph based on this difference. Another idea is to execute QSE for the first version and then use the shapes and interim results from the first run in the second run.

The performance of these versions of QSE will be compared to find the best solution. This comparison will be made with the same parameters and will be based on different datasets, where the versions have different degrees of change.

# Current state of research

Presently, the QSE algorithm can be run using the command line, allowing the definition of multiple parameters but lacking user-friendliness. The extension, Shactor, addresses this issue by offering a user interface through a web-based tool. While this program allows users to extract shapes for a single version of a graph, it does not support the extraction of shapes from multiple versions Additionally, it only facilitates the exact approach and connection via a graph existing as a file.

There has been a lot of research on evolving knowledge graphs and defining versions of a graph. GraphDB already offers a feature for data versioning and history. [3] [4] [5] [6] [7]

However, in the context of my research project, adopting this form of versioning is currently not possible because not all graphs use the same form of versioning. Standardization across all graphs

would be essential, otherwise the application would only be applicable to specific graphs utilizing a particular versioning technique.

Regarding the second goal, there exist some solutions to differentiate RDF graphs. [8]

Also, there has been some general research on how data can be validated in knowledge graphs. [9] [10] [11]

Generally, there are other papers on knowledge graphs, which might be useful later. [12] [13] [14] [15]

# Research Questions

After defining the goals it becomes evident that there is a need for data engineers to ensure the quality of knowledge graphs across multiple versions. Since there is always a manual part in quality assurance, there is the need for a user-friendly web-based tool to evaluate the differences between extracted shapes of knowledge graphs. Considering the frequent changes in knowledge graphs, it would be a lot of work to run and compare extracted SHACL-shapes for every version. The state-of- the art solution would be to download the extracted shapes from Shactor and compare them with text-comparison tools.

Furthermore, the similarities between different versions of knowledge graphs raise the question, if knowledge can be reused between different runs and how this can happen. This is relevant for data engineers since it has the potential to significantly reduce execution time.

RQ1. How can extracted shapes from different versions of a graph be compared in a user-friendly way?

RQ2. Can the QSE-algorithm be more efficient by initially calculating the difference between two graphs instead of running the algorithm twice for both versions?

RQ3. Which (interim) results from previous versions can be reused to enhance the execution in following versions?

# Methods

Design science is selected as a scientific method. In the relevance cycle a simplified form of a

systematic literature review will be used. During the design cycle, prototyping will be used for RQ1.

For RQ1, a web-based tool will be built, the usability will be evaluated with qualitative expert interviews.

For RQ2 and RQ3, experimentation will be used to find methods to enhance the algorithm’s speed. This will be quantitatively evaluated by measured the execution time.
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