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#include <iostream> // essentials 3

using namespace std;

int main() {

int num; // 2 marks

double\* vals;

int lix = 0;

int i;

cout << "Please enter number of doubles values: "; // 1 mark

cin >> num;

vals = new double[num]; // 3 mark

cout << "Please enter the values:" << endl;

for (i = 0; i < num; i++) { // 2 marks

cout << i + 1 << "> ";

cin >> vals[i];

}

for (i = 1; i < num; i++) { // 3 marks

if (vals[i] > vals[lix]) {

lix = i;

}

}

cout << "Values entered: " << endl;

for (i = 0; i < num; i++) { // 1 marks

cout << (i + 1) << ": " << vals[i] <<   
 (i == lix ? " <-- Largest" : "") << endl; // 1 mark

}

delete[] vals; //2 marks

return 0;

}

1. Class design 17 + 7

#ifndef SICT\_SUBJECT\_H\_ // 1 mark

#define SICT\_SUBJECT\_H\_

class Subject { // 1 mark;

char\* m\_title; // 1 marks;

char m\_code[7]; // 2 marks;

int mark;

public:

Subject(); // 1 mark

Subject(const char\* title, const char\* code  
 , int mark = 0); // 4 marks

void print()const; // 2 marks

void read(); // 1 mark

void mark(int value); // 1 mark

int mark()const; // 2 marks;

void operator+=(int mark); // 2 marks

//or

void add(int mark);

const Subject& operator=(const Subject& S); // 3 marks

Subject(const Subject& S); // 2 marks  
 ~Subject(); // 1 mark

};

#endif

1. Bottle 30 + 5

#include <iostream>

using namespace std;

class Bottle {

int m\_capacity; // in CC

int m\_quantity; // in CC, 0 <= m\_value <= m\_capacity

public:

void quantity(int value) { // 2 marks

m\_quantity = value >= 0 && value <= m\_capacity ? value : -1;

}

int quantity()const { // 2 marks

return m\_quantity;

}

int capacity() const { // 2 marks;

return m\_capacity;

}

void empty() { // 1 mark

quantity(0);

}

Bottle(int quantity = 0, int capacity = 500) { // 4 marks

m\_capacity = capacity;

this->quantity(quantity);

}

Bottle& operator+(const Bottle& Ro)const { // 4 marks

return Bottle(m\_quantity + Ro.m\_quantity);

}

Bottle& operator+=(const Bottle& Ro) { // 4 marks]

quantity(quantity() + Ro.quantity());

return \*this;

}

Bottle& operator++() { // 4 marks

quantity(quantity() + 1);

return \*this;

}

Bottle& operator++(int) { // 4 marks

Bottle B = \*this;

quantity(quantity() + 1);

return \*this;

}

operator double()const{ // 3 marks

return double(quantity()) / capacity();

}

};

ostream& operator<<(ostream& ostr, const Bottle& B) { // 5 marks

return ostr << B.quantity() << "CC/" << B.capacity();

}
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