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## Постановка задачи

Реализовать класс односвязных списков с набором методов. Необходимо реализовать наличие unit-тестов ко всем реализуемым методам. А также реализовать конструктор и деструктор.

## Описание реализуемого класса и метода

push\_back - Добавляет элемент в конец списка

push\_front - Добавляет элемент в начало списка

pop\_back - Удаляет последний элемент списка

pop\_front - Удаляет первый элемент списка

insert - Вставляет элемент с указанными данными перед элементом по указателю

at - Возвращает данные из элемента по индексу

remove - Удаляет элемент по индексу

get\_size - Возвращает размер списка

print\_to\_console - Выводит все элементы списка в консоль

clear - Удаляет весь список

set - Изменяет данные элемента по указанному индексу

is\_empty - Проверяет, пуст ли список

push\_front\_l - Вставляет список в начала другого списка

## Оценка временной сложности методов

push\_back = O(N).

push\_front = O(1).

pop\_back = O(N).

pop\_front = O(1).

insert = O(N).

at = O(N).

remove = O(N).

get\_size = O(1).

print\_to\_console = O(N).

clear = O(N).

set = O(N).

isEmpty = O(1).

Push\_front\_l = O(N).

## Описание реализованных unit-тестов

correct\_push\_back – идёт проверка функции push\_back(), создаётся список, после чего размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_push\_front – идёт проверка функции push\_front(), создаётся список, после чего размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_pop\_back – идёт проверка функции pop\_back(), создаётся список, после чего удаляется последний элемент из списка (методом pop\_back()), затем размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_pop\_front – идёт проверка функции pop\_front(), создаётся список, после чего удаляется самый первый элемент из списка (методом pop\_front()), затем размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_insert – идёт проверка функции insert(), создаётся список, после чего вставляется элемент в список перед нужным индексом (методом insert()), затем размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_index\_at – идёт проверка функции at(), создаётся список, после чего методом at() находим элемент, сравниваем его с ожидаемым элементом.

correct\_remove – идёт проверка функции remove(), создаётся список, после чего методом remove() удаляется элемент из списка, затем размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_get\_size – идёт проверка функции get\_size(), создаётся список, после чего методом get\_size() находится размер списка, он сравнивается с ожидаемым размером списка.

correct\_clear – идёт проверка функции clear(), создаётся список, после чего методом clear() очищается весь список, затем размер списка сравнивается с ожидаемым размером списка.

correct\_set – идёт проверка функции set(), создаётся список, после чего методом set() вставляется элемент, затем размер получившегося списка сравнивается с ожидаемым размером списка.

correct\_isEmpty – идёт проверка функции isEmpty(), создаётся список, после чего методом isEmpty() проверяется пустой ли список или нет(переменная bool), затем полечившиеся переменная сравнивается с ожидаемой переменной.

correct\_push\_front\_l – идёт проверка функции push\_front\_l(List), создаются списки, после чего методом push\_front\_l(List) первый список вставляется в начало второго, и итоговый список сравнивается с ранее обозначенным размером.
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## Пример работы

![](data:image/png;base64,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)

## Листинг

**main.cpp**

#include "class\_n\_func.h"

#include <iostream>

#include <stdexcept>

using namespace std;

void main()

{

List\* list1 = new List;

List\* list2 = new List;

list1->push\_back(1);

list1->push\_back(2);

list1->push\_back(3);

list2->push\_back(4);

list2->push\_back(5);

cout << "List 1: Element with choosen index: " << list1->at(1);

cout << endl;

cout << "List 2: Element with choosen index: " << list2->at(0);

cout << endl;

cout << "List 1 size: " << list1->get\_size();

cout << endl;

cout << "List 2 size: " << list2->get\_size();

cout << endl;

cout << "List 1: ";

list1->print\_to\_console();

cout << "List 2: ";

list2->print\_to\_console();

if (list1->isEmpty() == true)

{

cout << "List 1 is not empty.";

cout << endl;

}

else

{

cout << "List 1 is empty.";

cout << endl;

}

if (list2->isEmpty() == true)

{

cout << "List 2 is not empty.";

cout << endl;

}

else

{

cout << "List 2 is empty.";

cout << endl;

}

list1->push\_front\_l(\*list2);

list1->print\_to\_console();

list2->clear();

list1->clear();

delete list1;

list2->clear();

delete list2;

exit(0);

}

**class\_n\_func.h**

pragma once

#include <iostream>

#include <stdexcept>

using namespace std;

class Node

{

int nmbr;

class Node\* next;

friend class List;

};

class List

{

Node\* head;

Node\* last;

int count = 0;

public:

List()

{

head = NULL;

last = head;

}

~List()

{

head = NULL;

last = NULL;

delete head;

delete last;

}

void push\_front(int num)

{

Node\* elem = new Node();

elem->nmbr = num;

count++;

if (head == NULL)

{

elem->next = NULL;

head = elem;

last = head;

}

else

{

elem->next = head;

head = elem;

}

}

void insert(int index, int num)

{

if (index < 0)

{

throw underflow\_error("Index is lower than a minimum size!");

}

if (index > count)

{

throw underflow\_error("Index is higher than a maximum size!");

}

Node\* elem = new Node();

Node\* tmpr;

elem->nmbr = num;

count++;

tmpr = head;

if (index == 0)

{

if (head == NULL)

{

elem->next = NULL;

head = elem;

last = head;

}

else

{

elem->next = head;

head = elem;

}

}

else

{

for (int i = 0; i < index - 1; i++)

{

tmpr = tmpr->next;

}

elem->next = tmpr->next;

tmpr->next = elem;

}

tmpr = NULL;

delete tmpr;

}

void push\_back(int num)

{

Node\* elem = new Node();

Node\* tmpr;

elem->nmbr = num;

count++;

if (head == NULL)

{

elem->next = NULL;

head = elem;

last = head;

}

else

{

tmpr = head;

while (tmpr->next != NULL)

{

tmpr = tmpr->next;

}

elem->next = NULL;

tmpr->next = elem;

last = tmpr;

}

tmpr = NULL;

delete tmpr;

}

void print\_to\_console()

{

Node\* tmpr;

tmpr = head;

cout << "|";

while (tmpr != NULL)

{

cout << tmpr->nmbr << "|";

tmpr = tmpr->next;

}

if (tmpr == NULL)

{

cout << "NULL|";

}

cout << endl;

tmpr = NULL;

delete tmpr;

}

void pop\_back()

{

if (count == 0)

throw underflow\_error("List was already empty!");

last = head;

Node\* tmpr;

tmpr = head;

while (last->next != NULL)

{

last = last->next;

}

if (tmpr != last)

{

while (tmpr->next != last)

{

tmpr = tmpr->next;

}

last->next = NULL;

delete last;

tmpr->next = NULL;

last = tmpr;

}

else

{

delete tmpr;

}

count--;

tmpr = NULL;

delete tmpr;

}

void remove(int index)

{

Node\* tmpr;

if (count > 0)

{

tmpr = head;

if (index == 0)

{

tmpr = head;

head = head->next;

tmpr->next = NULL;

delete tmpr;

}

else if (index == count - 1)

{

if (count == 0)

return;

last = head;

tmpr = head;

while (last->next != NULL)

{

last = last->next;

}

if (tmpr != last)

{

while (tmpr->next != last)

{

tmpr = tmpr->next;

}

last->next = NULL;

delete last;

tmpr->next = NULL;

last = tmpr;

}

else

{

delete tmpr;

}

}

else

{

for (int i = 0; i < index; i++)

{

tmpr = tmpr->next;

}

last = tmpr->next;

tmpr->next = last;

delete last;

}

count--;

}

tmpr = NULL;

delete tmpr;

}

int at(int index)

{

if (index > count || count < 0 || index < 0)

throw underflow\_error("Index size or list size are lower or higher than acceptable values!");

last = head;

for (int i = 0; i < index; i++)

{

last = last->next;

}

return last->nmbr;

}

void set(int index, int value)

{

if (index > count || count < 0 || index < 0)

throw underflow\_error("Index size or list size are lower or higher than acceptable values!");

Node\* tmpr;

tmpr = head;

for (int i = 0; i < index; i++)

{

tmpr = tmpr->next;

}

Node\* elem = new Node();

elem->nmbr = value;

tmpr->nmbr = elem->nmbr;

elem->next = NULL;

delete elem;

tmpr = NULL;

delete tmpr;

}

void pop\_front()

{

if (count == 0)

throw underflow\_error("List was already empty!");

Node\* tmpr;

tmpr = head;

head = head->next;

tmpr->next = NULL;

delete tmpr;

count--;

}

size\_t get\_size()

{

return count;

}

bool isEmpty()

{

return (count != 0);

}

void clear()

{

Node\* tmpr;

for (int j = 0; j < count; j++)

{

tmpr = head;

head = head->next;

tmpr->next = NULL;

delete tmpr;

}

count = 0;

tmpr = NULL;

delete tmpr;

}

void push\_front\_l(List l1)

{

Node\* tmpr;

int temp = l1.count;

count = l1.count + count;

if (head != NULL)

{

last = head;

while (last->next != NULL)

{

last = last->next;

}

}

l1.last = l1.head;

while (temp != 0)

{

Node\* elem = new Node();

elem->nmbr = 0;

if (head == NULL)

{

elem->next = NULL;

head = elem;

last = head;

last->nmbr = l1.last->nmbr;

l1.last = l1.last->next;

}

else

{

tmpr = head;

while (tmpr->next != NULL)

{

tmpr = tmpr->next;

}

elem->next = NULL;

tmpr->next = elem;

last = elem;

last->nmbr = l1.last->nmbr;

l1.last = l1.last->next;

}

temp--;

}

tmpr = NULL;

delete tmpr;

}

};

**UnitTest.cpp**

#include "pch.h"

#include "CppUnitTest.h"

#include <stdexcept>

#include "../Lab1\_Koryagin/class\_n\_func.h"

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace UnitTest1

{

TEST\_CLASS(HeaderTests)

{

public:

List\* lst;

List\* lst2;

TEST\_METHOD\_INITIALIZE(setUp)

{

lst = new List();

lst2 = new List();

}

TEST\_METHOD\_CLEANUP(cleanUP)

{

delete lst;

delete lst2;

}

TEST\_METHOD(correct\_push\_back)

{

lst->push\_back(1);

lst2->push\_back(2);

lst->push\_back(3);

lst2->push\_back(4);

lst->push\_back(5);

lst2->push\_back(6);

Assert::AreEqual(lst->get\_size(), lst2->get\_size());

}

TEST\_METHOD(correct\_push\_front)

{

lst->push\_front(3);

lst2->push\_front(1);

lst->push\_front(1);

lst2->push\_front(2);

lst->push\_front(3);

lst2->push\_front(4);

lst->push\_front(5);

lst2->push\_front(6);

Assert::AreEqual(lst->get\_size(), lst2->get\_size());

}

TEST\_METHOD(correct\_pop\_back)

{

lst->push\_back(1);

lst->push\_back(2);

lst->push\_back(3);

lst2->push\_back(1);

lst2->push\_back(2);

lst->pop\_back();

Assert::AreEqual(lst->get\_size(), lst2->get\_size());

}

TEST\_METHOD(correct\_pop\_front)

{

lst->push\_back(3);

lst->push\_back(1);

lst->push\_back(2);

lst2->push\_back(1);

lst2->push\_back(2);

lst->pop\_front();

Assert::AreEqual(lst->get\_size(), lst2->get\_size());

}

TEST\_METHOD(correct\_insert)

{

size\_t size = 3;

lst->push\_front(1);

lst->push\_front(3);

lst->insert(1, 2);

Assert::AreEqual(lst->get\_size(), size);

}

TEST\_METHOD(correct\_index\_at)

{

lst->push\_back(1);

lst->push\_back(2);

lst->push\_back(3);

lst->push\_back(4);

lst->push\_back(5);

lst->push\_back(6);

Assert::AreEqual(lst->at(1), 2);

}

TEST\_METHOD(correct\_remove)

{

size\_t size = 4;

lst->push\_front(1);

lst->push\_front(2);

lst->push\_back(3);

lst->push\_back(4);

lst->push\_back(5);

lst->remove(1);

Assert::AreEqual(lst->get\_size(), size);

}

TEST\_METHOD(correct\_get\_size)

{

lst->push\_back(1);

lst->push\_back(2);

lst->push\_back(3);

size\_t size = 3;

Assert::AreEqual(lst->get\_size(), size);

}

TEST\_METHOD(correct\_clear)

{

size\_t size = 0;

lst->push\_front(1);

lst->push\_front(2);

lst->push\_front(3);

lst->clear();

Assert::AreEqual(lst->get\_size(), size);

}

TEST\_METHOD(correct\_set)

{

size\_t size = 3;

lst->push\_front(1);

lst->push\_front(2);

lst->push\_front(3);

lst->set(1, 3);

Assert::AreEqual(lst->get\_size(), size);

}

TEST\_METHOD(correct\_isEmpty)

{

lst->push\_front(1);

lst->push\_front(2);

lst->push\_front(3);

Assert::AreEqual(lst->isEmpty(), true);

}

TEST\_METHOD(correct\_push\_front\_l1)

{

size\_t size = 5;

lst->push\_back(1);

lst->push\_back(2);

lst2->push\_back(3);

lst2->push\_back(4);

lst2->push\_back(5);

lst->push\_front\_l(\*lst2);

Assert::AreEqual(lst->get\_size(), size);

}

};

}