**Chapter 2 基本法则**

—————————————————————————————————————————————

在Chapter 1中，你已经编写了你的第一个F#程序。我把它分解开来让你对你正在做什么有一个了解，然而许多代码还是一个谜团。在这一章中，我提供了必要的基本规则来帮助你完整地了解这些代码，但更重要的是，我介绍了更多的例子，它们能让你在了解更复杂的特性之前了解F#的基本规则。  
 本章的第一节包含基元类型，比如int和string，它们是所有F#程序的基本构件。接下来我将讲解函数来让你能够操纵数据。  
 第四节详解了基本类型，比如list、option以及unit。精通这些类型能让你形成F#的面向对象和函数式风格，它们将在后续章节中讨论。  
 到这章结束时，你将能够编写处理数据的简单F#程序。在后面的章节中，你将学习如何让代码更加强大和更具表现力，不过现在，让我们熟悉基本规则。

**基元类型**

类型是一种概念或者一种抽象，主要是为了增加安全性。类型在有转换的情况下表示一类事物。一些类型是直观的(表示一个整数)，而其他的类型这更加抽象(比如函数)。F#是静态类型的，这意味着类型检查会在编译时执行。例如如果一个函数接受一个整数参数，那么当你尝试传入一个字符串时，编译器就会报错。

与C#和VB.NET类似，F#支持完整的.NET基本类型，它们是许多编程语言的标准。它们被植入F#语言中来与你自己定义的user-defined类型区分开。  
 要创建一个值，只需简单地通过let关键字来实现let绑定。例如，下面的代码在一个FSI会话中定义了一个新的值x。你可以使用let绑定做更多的事，但我们将保留这些内容到Chapter3中：

> let x = 1;;  
val x : int = 1

数字基元  
 数字基元包含两个类型：整数和浮点数。整数类型随大小变化，以便一些类型可以占用更少的内存来表示更小范围的数字。整数也分为带符号的(signed)和无符号的(unsigned)，这取决于它们能否表示负值。浮点类型也是随大小变化的；作为占用更多内存的回报，它们提供了更高的精度。要定义一个新的数字值，请使用let绑定，后面跟上一个整数或者浮点数的字面值，再加上一个可选的后缀。后缀将决定整数或者浮点数的类型(一个关于可用的基元数字类型的完整的列表提供在Table 2-1中)：

> let answerToEverything = 42UL;;

val answerToEverything : uint64 = 42UL

> let pi = 3.1415926M;;

val pi : decimal = 3.1415926M

> let avogadro = 6.022e23;;

val avogadro : float = 6.022e23

Table 2-1. F#中的基元数字

类型 后缀 .NET类型 范围   
byte uy System.Byte 0 ~ 255  
sbyte y System.SByte −128 ~ 127  
int16 s System.Int16 −32,768 ~ 32,767  
uint16 us System.UInt16 0 ~ 65,535  
int, int32 System.Int32 −231 ~ 231−1  
uint32 u System.UInt32 0 ~ 232−1  
int64 L System.Int64 −263 ~ 263−1  
uint64 UL System.UInt64 0 ~ 264−1  
float System.Double 一种基于IEEE64标准的双精度浮点数  
 类型。表示精度约15位有效数字的值。float32 f System.Single 一种基于IEEE32标准的双精度浮点数  
 类型。表示精度约7位有效数字的值。

decimal M System.Decimal 一种固定精度的浮点数类型。  
 表示精度恰好28位有效数字的值。

F#也允许你使用十六进制hexadecimal (base 16)、八进制octal (base 8)或者二进制binary(base 2)来指定值，这只需要使用前缀0x、0o或者0b：

> let hex = 0xFCAF;;

val hex : int = 64687

> let oct = 0o7771L;;

val oct : int64 = 4089L

> let bin = 0b00101010y;;

val bin : sbyte = 42y

> (hex, oct, bin);;

val it : int \* int64 \* sbyte = (64687, 4089L, 42)

如果你熟悉IEEE 32和IEEE 64标准，你也可以使用hex, octal或者binary来指定浮点数。F#将会把二进制值转为它所表示的浮点数。当使用不同的进制来表示浮点数时，使用LF后缀来表示float类型，而使用lf后缀来表示float32类型：

> 0x401E000000000000LF;;  
val it : float = 7.5  
> 0x00000000lf;;  
val it : float32 = 0.0f

算术  
 你可以对数字基元进行标准的算术运算。Table 2-2列出了所有支持的运算符。与大多数编程语言相似，整数除法是往下舍入，丢弃余数。  
Table 2-2. 算术运算符

运算符 描述 示例 结果

+ 加法 1 + 2 3

− 除法 1 − 2 −1  
 \* 乘法 2 \* 3 6  
 / 除法 8L / 3L 2L

\*\* 乘方 2.0 \*\* 8.0 256.0

% 取模 7 % 3 1

Note:乘方运算符(\*\*)只针对float和float32。要对整数值乘方，你要么把它转换为浮点数值，要么使用pown函数。

默认情况下，算术运算符并不检查溢出，因此如果你超过一个整型值的允许范围之外，它就会溢出而变成负值(类似地，如果数字太小以至于无法储存到整数类型中，那么除法就会导致一个正数产生)：

> 32767s + 1s;;  
val it : int16 = −32768s  
>-32768s + -1s;;  
val it : int16 = 32767s

如果整数溢出值得关注，你就应该考虑使用更大的类型或者使用待检查的算术，这将在Chapter7中讨论。

F#包含你想要的所有标准数学函数，完整的列表包含在Table 2-3中。  
Table 2-3. 常见数学函数

函数 描述 示例 结果   
abs 绝对值 abs −1.0 1.0  
ceil 向上取最接近的整数 ceil 9.1 10.0  
exp e的指定次幂 exp 1.0 2.718  
floor 向下取最接近的整数 floor 9.9 9.0  
sign 表示数字符号的值 sign −5 −1  
log 自然对数 log 2.71828 1.0

log10 常用对数(以10为底) log10 1000.0 3.0  
sqrt 算术平方根 sqrt 4.0 2.0  
cos 余弦值 cos 0.0 1.0  
sin 正弦值 sin 0.0 0.0  
tan 正切值 tan 1.0 1.557

pown 计算整数的乘方 pown 2L 10 1024L

转换函数  
 F#语言的原则之一是没有隐式转换。这意味着编译器不会在后台自动为你进行基元数据类型之间的转换，比如int16到int64的转换。这通过移除意外的转换来消除细微的错误。作为替代的方式，要转换基元类型，你必须使用Table 2-4列出的显式转换函数。所有的标准转换函数都接受其他基元类型的参数——包括string和char。  
Table 2-4. 数字基元转换函数

函数 描述 示例 结果   
sbyte 转换为sbyte sbyte −5 −5y  
byte 转换为byte byte "42" 42uy  
int16 转换为int16 int16 'a' 97s  
uint16 转换为unit16 uint16 5 5us  
int32, int 转换为int int 2.5 2  
uint32 转换为uint32 uint32 0xFF 255  
int64 转换为int64 int64 −8 −8L  
uint64 转换为unit64 uint64 "0xFF" 255UL  
float 转换为float float 3.1415M 3.1415  
float32 转换为float32 float32 8y 8.0f  
decimal 转换为decimal decimal 1.23 1.23M

Note:虽然这些转换函数接受string参数，但是它们使用底层的System.Convert成员方法来分析字符串，也就意味着对于无效的输入会抛出System.FormatException异常。

BigInteger  
 如果你要处理比264更大的数据，F#还提供了bigint类型来表示任意大的类型。(bigint类型只是System.Numerics.BigInteger类型的缩写.)  
 bigint被整合到F#语言中，并且使用后缀I来表示字面值。Example 2-1定义了bigint大小的数据存储。Example 2-1. 表示大整数的BigInt类型

> open System.Numerics

// 数据存储单元

let megabyte = 1024I \* 1024I

let gigabyte = megabyte \* 1024I

let terabyte = gigabyte \* 1024I

let petabyte = terabyte \* 1024I

let exabyte = petabyte \* 1024I

let zettabyte = exabyte \* 1024I;;

val megabyte : BigInteger = 1048576  
val gigabyte : BigInteger = 1073741824  
val terabyte : BigInteger = 1099511627776  
val petabyte : BigInteger = 1125899906842624  
val exabyte : BigInteger = 1152921504606846976  
val zettabyte : BigInteger = 1180591620717411303424

Note：虽然bigint对性能进行了大量优化，它仍然比基元数字类型要慢很多。

位操作  
 基元整数类型支持位运算符来实现在二进制水平上操纵值。位运算符通常在从文件中读写二进制数据使用。参见Table 2-5。  
Table 2-5. 位运算符

运算符 描述 示例 结果   
&&& 按位与 0b1111 &&& 0b0011 0b0011  
||| 按位或 0xFF00 ||| 0x00FF 0xFFFF  
^^^ 按位异或 b0011 ^^^ 0b0101 0b0110  
<<< 按位左移 0b0001 <<< 3 0b1000  
>>> 按位右移 0b1000 >>> 3 0b0001

字符

.NET平台是基于Unicode的，因此大多数文字都使用2-byte的UTF-16字符表示。要定义一个字符值，你可以把任何Unicode字符放到单引号中。字符也可以使用Unicode十六进制字符代码来指定。  
 下面的片段定义了定义了一个元音字符的列表并把一个使用十六进制值定义的字符a打印出来：

> let vowels = ['a'; 'e'; 'i'; 'o'; 'u'];;

val vowels : char list = ['a'; 'e'; 'i'; 'o'; 'u']  
> printfn "Hex u0061 = '%c'" '\u0061';;

Hex u0061 = 'a'  
val it : unit = ()

要表示特殊的控制字符，你需要使用Table 2-6中转义序列。转义序列有反斜线跟上一个特定的字符构成。  
Table 2-6. 字符转义序列

字符 意义 字符 意义   
\' 单引号 \b Backspace  
\" 双引号 \n 换行符  
\\ 反斜线 \r 回车  
\t Tab

如果你想获取一个.NET字符Unicode值对应的数字，可以把它传递给Table 2-4中列出的任意转换函数。又或者，你可以通过添加后缀B来获得表示一个字符的byte值。

> // 把 'C' 的值转换为int

int 'C';;

val it : int = 67  
> // 把 'C' 的值转换为byte

'C'B;;

val it : byte = 67uy

字符串  
 字符串字面值通过把一系列的字符用双引号围起来定义，它可以跨越多行。要从一个字符串中获取一个字符，请使用索引器语法(.[ ])，并传入一个从零开始的字符索引：

> let password = "abracadabra";;

val password : string = "abracadabra"  
> let multiline = "This string

takes up

multiple lines";;

val multiline : string = "This string  
takes up  
multiple lines"  
> multiline.[0];;

val it : char = 'T'  
> multiline.[1];;

val it : char = 'h'

> multiline.[2];;

val it : char = 'i'  
> multiline.[3];;  
val it : char = 's'

作为选择，F#支持三引号，这允许你把引号字符放进字符串中而不需要单独使用转义字符。例如：

let xmlFragment = """<Ship Name="Prometheus"></foo>"""

如果你想你想指定一个很长的字符串，你可以使用一个反斜线来把它分解成多行。如果一行的最后一个字符是一个反斜线(\)，那么这个字符就会去除所有的空格字符后从下一行继续：

> let longString = "abc-\

def-\

ghi";;  
val longString : string = "abc-def-ghi"

如果想的话，你可以在一个字符串中使用转义序列字符(例如\t或者\\)。但这会让定义文件路径和注册键出现问题。你可以使用@符号来定义一个逐字字符串(verbatim string)，它将逐字解释引号之间的文字而不会编码任何转义序列字符：

> let normalString = "Normal.\n.\n.\t.\t.String";;

val normalString : string = "Normal.  
.  
. . .String  
> let verbatimString = @"Verbatim.\n.\n.\t.\t.String";;

val verbatimString : string = "Verbatim.\n.\n.\t.\t.String"

与在字符后面加上后缀B将返回它的byte表示类似，在字符串末尾加上B将以一个byte数组的形式返回字符串中字符的byte表示(数组将在Chapter4中讨论)：

> let hello = "Hello"B;;

val hello : byte [] = [|72uy; 101uy; 108uy; 108uy; 111uy|]

布尔值

对于处理只能为true或false的值，F#提供了bool类型(System.Boolean)以及Table 2-7中列出的标准布尔运算符。  
Table 2-7. 布尔运算符

运算符 描述 示例 结果   
&& 与 true && false false  
|| 或 true || false true  
not 非 not false true

Example 2-2创建了布尔函数的真值表并把它们打印出来。它定义了一个名叫printTruthTable的函数，这个函数接受一个名叫f的函数作为它的参数。这个函数被真值表的每个单元调用而它的结果被打印出来。然后，运算符&&和 || 被被传递给printTruthTable函数。

Example 2-2. 打印真值表

> // 打印给定函数的真值表

let printTruthTable f =    printfn "         | true  | false |"    printfn "      +-------+-------+"    printfn " true  | %5b | %5b |" (f true true) (f true false)    printfn " false | %5b | %5b |" (f false true) (f false false)    printfn "    +-------+-------+"    printfn ""    ();;

val printTruthTable : f:(bool -> bool -> bool) -> unit  
> printTruthTable (&&);;

| true | false |  
 +-------+-------+  
true | true | false |  
false | false | false |  
 +-------+-------+  
val it : unit = ()  
> printTruthTable (||);;  
 | true | false |  
 +-------+-------+  
true | true | true |  
false | true | false |  
 +-------+-------+  
val it : unit = ()

在计算布尔表达式时，F#使用短路求值，这意味着如果在计算两个表达式中的第一个之后结果便可确定，那么第二个值就不会被计算。例如：true || f()将被计算为true，而不会计算函数f，同样地，false && g()将被计算为false，而不会计算函数g。  
**比较和相等**

你可以使用Table 2-8列出的标准大于、小于、等于运算符来比较数字值。所有的比较和相等运算都计算为一个布尔值；比较函数返回−1, 0, 或者1，这取决于第一个参数是否比第二个参数小、等或者大。  
Table 2-8. 比较运算符

运算符 描述 示例 结果   
< 小于 1 < 2 True  
<= 小于或等于 4.0 <= 4.0 True  
> 大于 1.4e3 > 1.0e2 True  
>= 大于或等于 0I >= 2I False  
= 等于 "abc" = "abc" True  
<> 不等于 'a' <> 'b' True  
compare 比较两个值 compare 31 31 0

Note：在.NET中，相等是一个复杂的话题。包含值相等和引用相等。对于值类型，相等意味着两个值是相同的，比如1 = 1。然而，对于引用类型，相等是通过重写System.Object方法Equals来定义的。要了解更多的信息，请查阅Chapter5中的”对象相等“章节。

**函数**  
 既然我们已经掌握了所有的F#基元类型，让我们定义函数来操纵它们。  
 定义函数的方式与定义值相同，除了在函数名后面的东西，它们作为函数的参数。下面的代码定义了一个名叫square的函数，它接收一个整数x，然后返回它的平方：

> let square x = x \* x;;

val square : x:int -> int  
> square 4;;

val it : int = 16

F#没有return关键字。因此当你定义一个函数时，最后计算的表达式就是函数的返回值。

让我们尝试另一个函数，它对函数的输入值加上1：

> let addOne x = x + 1;;

val addOne : x:int -> int

FSI的输出显示了这个函数的类型是int -> int，它读作“一个接收一个整数然后返回一个整数的函数”。当你添加多个参数时，这个标识会变得有点复杂：

> let add x y = x + y;;

val add : x:int -> y:int -> int

严格说来，类型int -> int -> int被读作“一个接收一个返回一个接收一个整数的函数的整数然后返回一个整数的函数”。这时还不必担心刚才的”函数返回函数“的绕口令。现在你唯一要了解的是要调用函数，只须简单地提供它的参数并用空格分开：

> add 1 2;;

val it : int = 3

类型推理

因为F#是静态类型的，所以对一个浮点数值调用你刚才创建的add方法将会导致一个编译错误：

> add 1.0 2.0;;

add 1.0 2.0;;

add 1.0 2.0;;

----^^^

stdin(5,5): error FS0001: 此表达式应具有类型

int

而此处具有类型

float

你可能会想，为什么编译器认为这个函数只接收整数呢？运算符+也支持浮点数啊！

原因在于类型推理(type inference)。F#编译器并不需要你明确指出一个函数所有参数的类型。编译器会按照习惯推断它们的类型。

Note:注意不要把类型推理与动态类型相混淆。虽然F#允许你在编写代码时省略类型，但这并不意味着类型检查

不会在编译时执行。

虽然+运算符支持许多不同的类型，比如byte、int和decimal，但是编译器在没有附加信息的情况下会默认把它处理为int类型。  
 接下来的FSI会话声明了一个函数，它将两个值相乘。就像使用+一样，这个函数被推断为处理整数的，因为没有通过其他使用信息：

> // 没有附加的使用信息下的推断

let mult x y = x \* y;;

val mult : x:int -> y:int -> int

现在，如果我们有一个FSI片段，其中不仅定义了mult函数，并且在调用它时传入一个浮点数，那么这个函数的标识就会被推断为类型float ->float -> float：

> // 操作中的类型推理

let mult x y = x \* y

let result = mult 4.0 5.5;;

val mult : x:float -> y:float -> float  
val result : float = 22.0

然而，你可以向F#编译器提供一个类型批注或者暗示来说明这是什么类型。要加上一个类型批注，只须简单地把函数的参数替换成这样的形式(ident : type)，这里type是你想让参数具有的类型。要明确我们的add函数的第一个参数是浮点数，只须简单地把函数像这样定义：

> let add (x : float) y = x + y;;

val add : x:float -> y:float -> float

注意这一点：由于你对值x添加了类型批注，函数的类型就转变成了float -> float -> float。这是因为对+运算符来说，唯一一个接受float作为第一个参数的重载是float -> float -> float，因此F#编译器现在推断y的类型也是float。

类型推理通过让编译器指出使用何种类型的方式显著地减少了代码的凌乱程度。然而，有时类型批注是必需的并且有时可以提高代码的可读性。

泛型函数  
 你可以编写一个处理任何类型的参数的函数——例如，一个恒等函数只是简单地返回它的输入：

> let ident x = x;;

val ident : x:'a -> 'a

> let ident x = x;;ident "a string";;

val it : string = "a string"  
> ident 1234L;;

val it : int64 = 1234L

因为在ident函数中，类型推理系统并不需要值x的完整类型，所以它被视为泛型的。如果一个参数是泛型的，那就意味着这个参数可以是任何类型，比如integer，string或者float。  
 泛型参数的名称可以是任何前加撇号的有效标识符，但是通常是从a开始的字母表中的字符。接下来的代码使用类型批注重新定义了ident函数，强制让x成为泛型的：

> let ident2 (x : 'a) = x;;

val ident2 : x:'a -> 'a

编写泛型代码对最大化代码的可重用性是至关重要。随着本书的进展，我们将继续用到类型推理和泛型函数，因此不必纠结于这里的细节。只需要注意无论你在什么时候看到'a，它都可能是int，float，string或者一个  
user-defined类型，等等。  
作用域  
 在F#中声明的每个值都有特定的作用域，它是这个值能被使用的位置的范围(更正式地讲，这被称为声明空间) 。默认情况下，值具有模块级的作用域，这意味着它们可以在声明之后的任何地方使用。然而，在一个函数的内部定义的值的作用域仅限于这个函数。因此一个函数可以使用函数外部任何已定义的值，但外部不能引用函数内部定义的值。

在下面的例子中，一个名为moduleValue的值被定义具有模块级作用域，并在一个函数中使用，相反，一个名为functionValue的值被定义为在一个函数的内部，当它在作用域之外使用时产生了一个错误：

> // 作用域

let moduleValue = 10

let functionA x =    x + moduleValue;;

val moduleValue : int = 10  
val functionA : x:int -> int

> // 错误情况

let functionB x =    let functionValue = 20    x + functionValue

// functionValue不在作用域内functionValue;;

functionValue;;

^^^^^^^^^^^^^

stdin(10,1): error FS0039: 未定义值或构造函数“functionValue”

值的作用域也许看上去并不比一个细节重要，但你应该小心的一个原因是F#允许嵌套函数。你可以在函数体内部定义声明新的函数值。嵌套函数有权使用在更高的作用域声明的任何值，比如父函数或者模块，以及任何在嵌套函数内部声明的新值。

接下来的代码展示了嵌套函数的使用。注意函数g是如何能够使用它的父函数f的参数fParam的：

> // 嵌套函数

let moduleValue = 1

let f fParam =    let g gParam = fParam + gParam + moduleValue    let a = g 1    let b = g 2    a + b;;

val moduleValue : int = 1

val f : fParam:int -> int

看上去在函数内部定义函数只会导致迷惑，然而限制函数的作用域的功能是非常有用的。通过允许你把小的、特定的函数限定的它们被需要的位置可以减少对模块周围的污染。当我们开始Chapter3中的函数式编程风格后，这一点将变得更加明显。

一旦你开始使用嵌套函数，把所有的值直接放在作用域内也许会变得枯燥无味。如果你想要什么一个名为x的值，但这个值已经在更高的作用域中使用会发生什么呢？在F#中，有两个相同名称的值并不会导致编译错误；相反，它只是导致屏蔽。当这一点发生时，两个值都存在于内存之中，只是没有访问前面声明的值的途径。相反，最后定义的那个值”胜利了”。  
 下面的代码定义了一个函数，它接收一个参数x，然后又定义了几个新的值，名称也都为x：

> open System.Numerics

// 把byte转换为gigabyte

let bytesToGB x =    let x = x / 1024I // B to KB    let x = x / 1024I // KB to MB    let x = x / 1024I // MB to GB    x;;

val bytesToGB : x:BigInteger -> BigInteger  
> let hardDriveSize = bytesToGB 268435456000I;;

val hardDriveSize : BigInteger = 250

前面的例子中，在每一个let绑定的后面，名为x的值被屏蔽并被一个新的值代替。看上去x的值好像在改变，但实际上它只是创建了一个新的值x并给它相同的名称罢了。下面展示了说明一个代码如何被编译的例子：

let bytesToGB x =    let x\_2 = x / 1024I // B to KB    let x\_3 = x\_2 / 1024I // KB to MB    let x\_4 = x\_3 / 1024I // MB to GB    x\_4

有意屏蔽值的技术对于在不依赖可变性的情况下给出更新值的假象来说是十分有用的。如果你真的要更新值x，你需要借助可变性，它将在Chapter4中讨论。

控制流  
 在函数内部，你可以使用使用关键字if来对控制流进行分支。条件表达式必须是bool类型，如果它计算为true，那么给出的代码将被执行，在接下来的片段中，这写代码是向控制台打印一条信息：

> // If语句

let printGreeting shouldGreet greeting =    if shouldGreet then        printfn "%s" greeting;;  
val printGreeting : shouldGreet:bool -> greeting:string -> unit  
> printGreeting true "Hello!";;

Hello!  
val it : unit = ()  
> printGreeting false "Hello again!";;

val it : unit = ()

使用if表达式还可以实现更复杂的代码分支。

if表达式就像你预想的那样工作：如果条件表达式计算为true，就执行第一个部分的代码；否则就执行第二个部分的代码。然而，一些使得F#与其他语言很不同的事情是if表达式会返回一个值。

例如，在下面的代码中，值result与if表达式的结果绑定到一起。因此如果x % 2 = 0，那么result的值就会是"Yes it is" ;否则就是"No it is not" :

> // If 表达式

let isEven x =    let result =        if x % 2 = 0 then            "Yes it is"        else            "No it is not"    result;;

val isEven : x:int -> string

> isEven 5;;

val it : string = "No it is not"

你可以嵌套if表达式来构成更复杂的分支，但这很快就会变得难以维护：

let isWeekend day =    if day = "Sunday" then        true    else        if day = "Saturday" then            true        else            false

F#也有一些语法糖来帮助你减少if表达式的深层嵌套，即使用elif关键字。有了它，你就可以把多个if表达式连接到一起，而不必使用嵌套：

let isWeekday day =    if day = "Monday" then true    elif day = "Tuesday" then true    elif day = "Wednesday" then true    elif day = "Thursday" then true    elif day = "Friday" then true    else false

因为if表达式的结果是一个值，所以每个if表达式分支都必须返回相同的类型：

> // error：if表达式分支具有不同的类型

let x =    if 1 > 2 then        42    else        "a string";;

"a string";;

--------^^^^^^^^^^

stdin(5,9): error FS0001: 此表达式应具有类型

int

而此处具有类型

string

但如果你只要一个单一的if而没有对应的else会怎样呢？在这种情况下，分支必须返回unit，这是F#中的一种特殊类型，意味着实际上没有值。(又或者，你可以把unit想成其他编程语言中void的一种表示。)我们很快就会详细讨论unit。

**核心类型**  
 前面我们已经讨论了.NET平台上可用的基元类型，但仅凭它们还不足以创建意义丰富的F#程序。F#库包含了几种核心类型，它们能允许你组织、操纵和处理数据。Table 2-9列出了一些基本类型，你可以在你的F#应用中使用它们。事实上，这些基本类型能够让编程以函数式风格进行，我们将在Chapter3中看到这一点。

Table 2-9. F#中的核心类型

标识 名称 描述 示例   
unit Unit unit值 ()  
int, float 具体类型 具体类型 42, 3.14  
'a, 'b 泛型类型 泛型类型

'a -> 'b 函数类型 返回一个值的函数 fun x -> x + 1  
'a \* 'b 元组类型 值的有序组合 ("eggs", "ham")  
'a list 列表类型 值的列表 [ 1; 2; 3], [1 .. 3]  
'a option 选项类型 一个可选的值 Some(3), None

Unit  
 unit类型是一个表示没有意义的值，在代码中用()表示：

> let x = ();;

val x : unit  
> ();;

val it : unit = ()

没有相匹配的else的if表达式必须返回unit，因为如果它们真的返回一个值，那如果是else分句被计算的话又会发生什么呢？同样地，在F#中每个函数都必须返回一个值，因此如果函数在概念上并不返回任何东西——就像printf，那么它就应该返回一个unit值。  
 如果你想返回unit的话，ignore函数可以吞下一个函数的返回值。这通常在调用一个只需要它的副作用而想要忽略它的返回值的函数时使用：

> let square x = x \* x;;

val square : x:int -> int  
> ignore (square 4);;

val it : unit = ()

元组  
 元组(tuple,也读作two-pull或者tuh-pull)是一个数据的有序集合，并且是一种将常见的数据块组合到一起的简单方式。例如，元组可以被用来存放计算的中间结果。F#的元组使用底层的System.Tuple<\_>类型，虽然在实践中你永远不会直接使用Tuple<\_>类。

要创建一个元组实例，请使用逗号把一组值分开，然后还可以用括号把它们括起来。元组的类型被描述为元组各元素类型的列表。在下面的例子中，dinner是一个元组实例，而string \* string是这个元组的类型：

> let dinner = ("green eggs", "ham");;  
val dinner : string \* string = ("green eggs", "ham")

元组可以包含任意数目、任意类型的值。事实上，你甚至可以把一个元组包含到其他元组之中！

下面的代码片段定义了两个元组。第一个，名为zeros，定义了一个0的各种表示的元组。第二个，名为nested，定义了一个嵌套元组。这个元组有三个元素，其中第二个和第三个元素是元组本身：

> let zeros = (0, 0L, 0I, 0.0);;  
val zeros : int \* int64 \* BigInteger \* float = (0, 0L, 0, 0.0)

> let nested = (1, (2.0, 3M), (4L, "5", '6'));;

val nested : int \* (float \* decimal) \* (int64 \* string \* char) = (1, (2.0, 3M), (4L, "5", '6'))

要从一个二重元组中提取元素的值，你可以使用fst和snd函数。fst返回元组的第一个元素，而snd返回第二个元素：

> let nameTuple = ("John", "Smith");;

val nameTuple : string \* string = ("John", "Smith")  
> fst nameTuple;;

val it : string = "John"  
> snd nameTuple;;

val it : string = "Smith"

又或者，你可以简单地使用let绑定来从元组中提取值。如果你让let后面跟上多个由逗号分开的标识符，那么这些名称就会获得元组的值。

下面的例子创建了一个名为snacks的元组值。然后这个元组的值被提取到新的标识符x，y和z上：

> let snacks = ("Soda", "Cookies", "Candy");;

val snacks : string \* string \* string = ("Soda", "Cookies", "Candy")  
> let x, y, z = snacks;;

val z : string = "Candy"  
val y : string = "Cookies"  
val x : string = "Soda"  
> y, z;;  
val it : string \* string = ("Cookies", "Candy")

如果你想从元组中提取过多或者过少的值，你就会收到一个编译错误：

> let x, y = snacks;;

let x, y = snacks;;

-----------^^^^^^

stdin(7,12): error FS0001: 类型不匹配。应为

string \* string

而给定的是

string \* string \* string

元组具有不同长度的 2 和 3

也可能把元组作为参数传递给你函数，就像任意值一样。同样地，一个函数可以返回一个元组。在下面的例子中，函数tupledAdd接受以元组的形式构成的两个参数x和y。注意add与tupledAdd函数在类型标识上的不同：

> let add x y = x + y;;

val add : x:int -> y:int -> int

> let tupledAdd(x, y) = x + y;;

val tupledAdd : x:int \* y:int -> int

> add 3 7;;

val it : int = 10

> tupledAdd(3, 7);;

val it : int = 10

当进入函数式编程风格之后，接收一个单一的元组作为参数的函数会有许多不同的意义；参见Chapter3中的”部分函数应用“一节。

列表

虽然元组把值组合到单一的实体中，但是列表(list)允许你把数据链接到一起来构成一个链。这样做允许你使用即将讨论的聚合函数来批量地处理列表中的元素。

定义一个列表的最简单的方式是用中括号将一系列由分号分开的值的集合括起来，虽然等会你会学到使用更强大的列表推导语法来声明列表。空列表(其中不包含任何元素)由 [] 来表示：

> // 声明列表

let vowels = ['a'; 'e'; 'i'; 'o'; 'u']

let emptyList = [];;  
val vowels : char list = ['a'; 'e'; 'i'; 'o'; 'u']

val emptyList : 'a list = []

在我们的示例中，空列表具有类型 'a list，因为空列表可以时任意的类型。如果有更多基于用法的信息，类型推理系统就能够把它确定为更特定的类型。

不同于其他语言中的列表，F#的列表对访问和操纵它们是十分限制的。事实上，对于一个列表，你只能进行两个操作。(要了解这个限制如何能用作你的优势，请查阅Chapter7。)

第一个基本的列表操作是cons，由cons运算符( :: )表示。它在一个列表的前面或者开头加入一个元素。下面的例子把值'y'放到列表vowels的开头

> // 使用cons运算符

let sometimes = 'y' :: vowels;;

val sometimes : char list = ['y'; 'a'; 'e'; 'i'; 'o'; 'u']

第二个基本的列表操作，称作append，使用@运算符。append把两个列表合并到一起。下面的例子把列表odds和列表evens合并到一起，产生一个新的列表：

> // 使用append运算符

let odds = [1; 3; 5; 7; 9]

let evens = [2; 4; 6; 8; 10];;

val odds : int list = [1; 3; 5; 7; 9]  
val evens : int list = [2; 4; 6; 8; 10]  
> odds @ evens;;

val it : int list = [1; 3; 5; 7; 9; 2; 4; 6; 8; 10]

列表范围

把列表的元素用分号隔开来声明列表很快就会变得冗长乏味，尤其是对大的列表。要声明一个有序数字值构成的列表，你可以使用列表范围(list range)语法。

第一个表达式指定了范围的下界，而第二个表达式指定其上界。随后的结果便是一个从下界到上界的的值构成的列表，每次增加1：

> let x = [1 .. 10];;

val x : int list = [1; 2; 3; 4; 5; 6; 7; 8; 9; 10]

如果还提供了可选的步长，那么结果就是从下界到上界且每两个值相差一个步长的值构成的列表。注意步长值可以为负数：

> // 列表范围

let tens = [0 .. 10 .. 50]

let countDown = [5L .. −1L .. 0L];;

val tens : int list = [0; 10; 20; 30; 40; 50]  
val countDown : int64 list = [5L; 4L; 3L; 2L; 1L; 0L]

列表推导

创建一个列表的最有效的方法是使用列表推导(list comprehensions),这是一个有用的语法，它允许你使用内联的F#代码来生成列表。在最简单的水平上，列表推导是一些由方括号([ ])围起来的代码。列表推导的部分将被持续计算直到它结束，而列表将由通过yield关键字返回的元素组成(注意列表的创建完全在内存中进行；如果你发现你要创建的列表有几千个元素，请考虑使用seq<\_>代替,这将在Chapter3中讨论。)：

> // 简单的列表推导

let numbersNear x =

    [

        yield x - 1

        yield x

        yield x + 1

    ];;

val numbersNear : int -> int list  
> numbersNear 3;;

val it : int list = [2; 3; 4]

大多数的F#代码都可以存在于列表推导的内部，包括函数声明和for循环。下面的代码片段展示了一个列表推导，其中定义了一个函数negate，返回从1到10的数字，并且把偶数设为负值：

> // 更复杂的列表推导

let x=

    [

        let negate x = -x

        for i in 1 .. 10 do

            if i % 2 = 0 then

                yield negate i

            else

              yield i

    ];;

val x : int list = [1; −2; 3; −4; 5; −6; 7; −8; 9; −10]

当在列表推导中使用for循环时，你可以使用->代替do yield来简化代码。下面的两个代码片段是相同的：

// 生成前十个数的组合  
let multiplesOf x = [ for i in 1 .. 10 do yield x \* i ]

// 简化的列表推导  
let multiplesOf2 x = [ for i in 1 .. 10 -> x \* i ]

使用列表推导语法可以让你快速简明地生成数据的列表，它们接下来便可在你的代码中处理。Example 2-3展示了如何使用列表推导来生成给定数字以内的所有质数。

这个例子通过循环遍历从1到给定最大值之间的所有数字。然后使用列表推导来生成每个数字的所有因数。再检查是否生成的因数列表只有两个元素，若是，则给出这个数字，因为它是一个质数。当然也有更高效的计算质数的方法，不过这个例子只是展示列表推导能表达什么。  
Example 2-3. 使用列表推导来计算质数

> // 用列表推导来生成质数

let primesUnder max =

    [

        for n in 1 .. max do

        let factorsOfN =

            [

                for i in 1 .. n do

                    if n % i = 0 then

                        yield i

            ]

        // n是质数当且仅当它的因数只有1和n

        if List.length factorsOfN = 2 then

            yield n

    ];;

val primesUnder : max:int -> int list

> primesUnder 50;;

val it : int list = [2; 3; 5; 7; 11; 13; 17; 19; 23; 29; 31; 37; 41; 43; 47]

List模块函数

F#库中的List模块包含了许多的方法来帮助你处理列表。Table 2-10中列出的方法是你在F#中与列表交互的基本方式。  
Table 2-10. 常见的List模块函数

函数 描述   
List.length 'a list -> int   
 返回列表的长度  
List.head 'a list -> 'a  
 返回列表的第一个元素

List.tail 'a list -> 'a list  
 返回给定的列表，并除去第一个元素

List.exists ('a -> bool) -> 'a list -> bool  
 返回列表中是否有元素满足查找函数的条件

List.rev 'a list -> 'a list  
 倒序排列列表中的元素

List.tryfind ('a -> bool) -> 'a list -> 'a option   
 返回Some(x)，这里x是对给定的函数返回true的第一个元素，没有就返回None。  
 (Some和None很快就会讨论。)  
List.zip 'a list -> 'b list -> ('a \* 'b) list  
 给定两个具有相同长度的列表，返回一个组合列表元素的元组构成的列表

List.filter ('a -> bool) -> 'a list -> 'a list  
 返回一个列表，里面只包含给定函数返回true的元素  
List.partition ('a -> bool) -> 'a list -> ('a list \* 'a list)  
 给定一个predicate函数和一个列表，返回两个新的列表；第一个列表是函数返回true的

地方，而第二个是函数返回false的地方。

最初你也许并不清楚如何使用某些List模块函数，但很快你就能够仅仅通过查看它的类型批注来确定一个函数能做什么。

下面的例子展示了List.partition函数，把一个由1到15的数字构成的列表分解为两个新的列表：一个由5的倍数构成，而另一个包含剩下的元素。需要注意的是List.partition会返回一个元组，而在本例中值multOf5和nonMultOf5是同时绑定在一起的元组中的元素：

> // 使用List.partition

let isMultipleOf5 x = (x % 5 = 0)

let multOf5, nonMultOf5 =     List.partition isMultipleOf5 [1 .. 15];;

val isMultipleOf5 : x:int -> bool  
val nonMultOf5 : int list = [1; 2; 3; 4; 6; 7; 8; 9; 11; 12; 13; 14]  
val multOf5 : int list = [5; 10; 15]

Note:那么什么是List呢？所有这些函数都是在Microsoft.FSharp.Collections命名空间的List模块中定义的。因为Microsoft.FSharp.Collections模块默认被导入，所以要使用这些方法，你只须指定List模块和函数名就行。

聚合函数

虽然列表提供了一个把数据链接到一起的方式，但事实上它们并没有特殊之处。列表的真正强大之处在于聚合函数，它们是一些强大的函数的集合，并可使用于任何值的集合。你将在讨论序列(Chapter3)和数组(Chapter4)时再次见到这些方法。  
List.map

List.map是一个映射操作，它创建一个基于给定函数的新列表。新列表中的每一个元素都是对原始列表中的元素执行该函数的结果。List.map的类型是('a -> 'b) -> 'a list -> 'b list  
 你可以形象地表示一个函数f对列表[x; y; z]的映射，就像Figure 2-1中展示的那样。  
Figure 2-1. 可视化的List.map

![](data:image/png;base64,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)

Example 2-4展示了平方函数对一个整数列表的映射结果。

Example 2-4. 使用List.map来对列表中的数字平方

> let square x = x \* x;;

val square : x:int -> int  
> List.map square [1 .. 10];;

val it : int list = [1; 4; 9; 16; 25; 36; 49; 64; 81; 100]

也许现在看上去并不有用，但List.map是F#语言中最有用的函数之一。它提供了一个优雅的方式来让你进行转换操作，虽然被反复使用，却能大大地简化你编写的代码结构。

List.fold

这个函数非常强大，但是也比较复杂。它用于枚举列表中的所有成员，并对它们进行某种操作。

List中最重要的有两个fold(折叠)操作，第一个是List.reduce。它的类型为('a -> 'a -> 'a) -> 'a list -> 'a。

List.reduce函数枚举列表中的每个成员，并且产生一个累加值(accumulator value)，用于保存对列表进行处理的中间结果。传递的函数('a -> 'a -> 'a)用于将当前的累加值和枚举到的列表成员进行计算，产生新的累加值。当所有成员枚举完成时，给定函数返回的累加值作为整个List.reduce处理的返回值。

Example 2-5展示了如何对使用List.reduce来把一个字符串列表用逗号分解开。函数insertCommas接收累加值和一个值，然后简单地返回一个新的字符串，其中包含了由一个逗号分开的累加值和该值。当被传递给List.reduce时，累加值的初始值就是列表的第一个元素，因此在对列表中的每个元素都处理之后的结果就是一个单一的字符串，它包含了列表中的所有值，并用逗号将它们分开。

Example 2-5. 使用List.reduce来把一个字符串列表有逗号分解开

> let insertCommas (acc : string) item = acc + ", " + item;;

val insertCommas : acc:string -> item:string -> string  
> List.reduce insertCommas ["Jack"; "Jill"; "Jim"; "Joe"; "Jane"];;

val it : string = "Jack, Jill, Jim, Joe, Jane"

下面的表显示了在处理每个列表元素后累加值是怎么变化的：

累加值 列表元素   
“Jack” (第一个列表元素) “Jill” (第二个列表元素)  
“Jack, Jill” “Jim”  
“Jack, Jill, Jim” “Joe”  
“Jack, Jill, Jim, Joe” “Jane”

虽然reduce fold是很有用的，但是它要求累加值的类型必须和列表成员的类型一致。但如果你想要一些更强大东西(比如把一个购物卡的列表换算成现金)又该怎么办呢？

如果你想使用自定义的累加类型，你可以使用List.fold。fold函数接收三个参数。第一，一个在提供了累加值和列表元素时返回一个新的累加值的函数。第二，一个初始的累加值。最后一个参数是将要fold的列表。Fold的返回值是累加值的最终状态。正式的类型是：('acc -> 'b -> 'acc) -> 'acc -> 'b list -> 'acc  
 若要举出一个简单的例子，可以考虑fold一个整数列表到它们的和：

> let addAccToListItem acc i = acc + i;;

val addAccToListItem : acc:int -> i:int -> int  
> List.fold addAccToListItem 0 [1; 2; 3];;

val it : int = 6

但再一次，fold的累加值不必与列表元素的类型相同。Example 2-6 fold一个字符串中的字符到一个元组，它计算每个元音字母出现的次数(As、Es、Is的数值，等等)。fold函数应用到列表中的每个字母。如果是元音字母，就返回更新后的累加值；否则就返回原来的累加值。

Example 2-6. 使用List.fold来数元音字母

> // 计算一个字符串中元音字母的数目

let countVowels (str : string) =

    let charList = List.ofSeq str

    let accFunc (As, Es, Is, Os, Us) letter =

        if letter = 'a' then (As + 1, Es, Is, Os, Us)

        elif letter = 'e' then (As, Es + 1, Is, Os, Us)

        elif letter = 'i' then (As, Es, Is + 1, Os, Us)

        elif letter = 'o' then (As, Es, Is, Os + 1, Us)

        elif letter = 'u' then (As, Es, Is, Os, Us + 1)

        else (As, Es, Is, Os, Us)

    List.fold accFunc (0, 0, 0, 0, 0) charList;;

val countVowels : str:string -> int \* int \* int \* int \* int  
> countVowels "The quick brown fox jumps over the lazy dog";;

val it : int \* int \* int \* int \* int = (1, 3, 1, 4, 2)

从右到左fold

List.reduce和List.fold处理列表都是按照从左到右的顺序。也有可选的函数List.reduceBack和List.foldBack 来按照从右到左的顺序处理列表。依赖于你想要做什么，以相反的顺序处理列表可能会对性能产生重大影响。要更深层次地了解列表处理时的性能影响，请参阅Chapter7。

List.iter

最后一个聚合函数，List.iter，遍历列表中的每个元素并将一个函数应用于其上，其中函数是作为一个参数传进的。它的类型是：('a -> unit) -> 'a list -> unit  
 因为List.iter返回unit, 所以它主要用来计算给定方法的副作用(side effect)。副作用简单地意味着计算的函数有一些除返回值之外的影响；例如，printf的副作用便是向控制台里打印文字，此外，它还返回unit。

Example 2-7. 使用List.iter来遍历一个列表中的每个数字，并把它打印到控制台中。

Example 2-7. 使用List.iter来打印列表中的数字

> // 使用List.iter

let printNumber x = printfn "Printing %d" x

List.iter printNumber [1 .. 5];;

Printing 1

Printing 2  
Printing 3  
Printing 4  
Printing 5  
val printNumber : x:int -> unit

选项  
 如果你想要表示一个不确定是否存在的值，最好的方式便是使用选项(option)类型。选项类型只有两个可能的值：Some('a)和None。考虑一个把字符串当作int来进行分析的问题。如果字符串是正确地格式化的，那么函数就应该返回整数值，但如果字符串并不是正确格式化的又该如何呢？这就是你应该使用选项类型的最佳位置。

Note：在其他语言中，常见的习惯是使用null来表示值的缺少。然而，null也被用来表示未初始化的值。这种二元性质会导致疑惑和bug，如果你使用选项类型，就不会存在值到底代表什么的问题。

选项可被认为与System.Nullable类型类似，我们将在Chapter4中讨论它。

Example 2-8定义了一个函数isInteger，它尝试使用Int32.TryParse函数来解析一个整数。如果解析成功，函数将返回Some(result)；否则就会返回None。这确保了函数的使用者知道对哪些输入来说结果可能是不被定义的，因此返回None。  
Example 2-8. 选项类型，存储是否字符串成功解析到整数

> // 使用选项来返回一个值(或者None)

open System

let isInteger str =

    let successful, result = Int32.TryParse(str)

    if successful then Some(result)

   else None;;

val isInteger : str:string -> int option

> isInteger "This is not an int";;

val it : int option = None  
> isInteger "400";;

val it : int option = Some 400

要获取选项的值，你可以使用Option.get。(如果对None使用Option.get，一个异常将被抛出。)下面的代码片段定义了一个函数containsNegativeNumbers，它对列表中所有的负数返回Some(\_)。然后，列表中的负数通过Option.get提取出来：

> // 使用Option.get

let isLessThanZero x = (x < 0)

let containsNegativeNumbers intList =

    let filteredList = List.filter isLessThanZero intList

    if List.length filteredList > 0 then Some(filteredList)

    else None;;  
val isLessThanZero : x:int -> bool  
val containsNegativeNumbers : intlist:int list -> int list option  
> let negativeNumbers = containsNegativeNumbers [6; 20; −8; 45; −5];;

val negativeNumbers : int list option = Some [−8; −5]  
> Option.get negativeNumbers;;  
val it : int list = [−8; −5]

Option模块包含了其他一些有用的函数，它们列在Table 2-11中。

Table 2-11. 常见的Option模块方法

函数 类型 描述

Option.isSome ' a option -> bool 如果选项是Some则返回true，否则返回false

Option.isNone 'a option -> bool 如果选项是Some则返回false，否则返回true

Printf

向控制台中写数据是最简单的I/O操作，这是通过使用printf家族函数完成的。printf有三个主要的版本：printf, printfn以及sprintf。  
 printf接收输入并把它写到屏幕上，而printf还在后面加上一个换行标识：

> // printf 和printfn

printf "Hello, "

printfn "World";;

Hello, World

已有的.NET System.Console类也可以用来在屏幕上写文字，但是printf更适合函数式风格，因为它的参数是强类型的，这有助于类型推理。然而System.Console.Read仍被用来读取输入。向控制台中打印文字并不特别刺激，不过printf的包含的格式化和检查功能增添了许多强大之处。通过使用Table 2-12中列出的格式说明符，你也可以顺便访问数据：

> // 格式说明符

let mountain = "K2"

let height = 8611

let units = 'm';;  
val mountain : string = "K2"  
val height : int = 8611  
val units : char = 'm'  
> printfn "%s is %d%c high" mountain height units;;  
K2 is 28251m high  
val it : unit = ()

最好的一点，通过使用F#的类型推理系统，当数据与给定的格式说明符不吻合时，编译器会给你错误提示：

printfn "An integer = %d" 1.23;;

printfn "An integer = %d" 1.23;;

--------------------------^^^^

stdin(1,27): error FS0001: 类型“float”与类型

byte,int16,int32,int64,sbyte,uint16,uint32,uint64,nativeint,unativeint 中的任何类型都不兼容，因为使用了 printf 样式的格式字符串

此外，由于F#编译器知道对给定列表的格式说明需要什么类型，所以类型推理系统可以确定这些值的类型。例如，在下面的片段中，函数参数的类型根据用途推断出来：

> // 有关printf的类型推断

let inferParams x y z = printfn "x = %f, y = %s, z = %b" x y z;;

val inferParams : x:float -> y:string -> z:bool -> unit

Table 2-12. Printf格式说明符

说明符 描述 示例 结果

%d, %i 打印整数 printf "%d" 5 5  
%x, %o 以16进制(Hex)或者八进制(Octal)格式打印整数 printfn "%x" 255 ff  
%s 打印字符串 "%s" "ABC" ABC  
%f 打印浮点数 printf "%f" 1.1M 1.100000  
%c 打印字符 printf "%c" '\097' a  
%b 打印布尔值 printf "%b" false false  
%O 打印任意对象 printfn "%O" (1,2) (1, 2)  
%A 打印任意事物 printf "%A" (1, []) (1, [])

Note:%O格式说明符装入对象并调用虚方法Object.ToString。%A 格式说明符也同样工作，只是它在调用Object.ToString前会检查在[<StructuredFormatDisplay>] 中是否有特殊的打印指示。作为底线，你应尽可能地使用%A 代替%O。

sprintf用于获取打印成字符串的结果：

> let location = "World";;

val location : string = "World"  
> sprintf "Hello, %s" location;;

val it : string = "Hello, World"

**组织F#代码** 到现在你可能想要把我们在FSI中编写的代码转换成实际的程序了。但事实上，到目前为止你看到的每一个片段都是一个完整的程序(虽然不得不承认，这不是你想象的程序类型)。

不过别担心。在Chapter11中你将对F#的真实世界有更多了解。现在，我们需要专注于所有F#应用的组织构建块：模块(module)和命名空间(namespace)。  
模块  
 到目前为止我们编写的代码都属于一个模块。默认情况下，F#会把你所有的代码都放到一个与代码文件同名的匿名模块中，只是首字母大写。因此，如果你有一个名为value1的值，并且你的代码包含在file1.fs中，那么你就可以使用完整路径名称：File1.value1来引用它。  
创建模块

你可以在资源文件顶部使用module关键字来明确地命名你的代码模块。在该点之后，所有的值、函数或者类型定义都会属于这个模块：

module Alpha

// 要在模块外引用这个值

// 使用： Alpha.x

let x = 1

嵌套模块

文件中也可包含嵌套模块。要声明一个嵌套模块，请使用module关键字，跟上你的模块名称以及一个等号标记(=)。嵌套模块必须缩进以便与顶级模块相区别：

module Utilities    module ConversionUtils =    // Utilities.ConversionUtils.intToString        let intToString (x : int) = x. ToString()    module ConvertBase =    // Utilities.ConversionUtils.ConvertBase.convertToHex

        let convertToHex x = sprintf "%x" x    // Utilities.ConversionUtils.ConvertBase.convertToOct        let convertToOct x = sprintf "%o" x    module DataTypes =    // Utilities.DataTypes.Point        type Point = Point of float \* float \* float

命名空间

模块的替代选择是命名空间。命名空间是类似于模块的组织代码的单位，只是命名空间不可以包含值，只能有类型声明。而且，命名空间不可以像模块那样嵌套。相反，你可以简单地在同一文件中添加多个命名空间。

Example 2-9在两个命名空间中定义了几个类型

Example 2-9. 命名空间

namespace PlayingCards

// PlayingCards.Suit

type Suit =    | Spade    | Club    | Diamond    | Heart// PlayingCards.PlayingCard  
type PlayingCard =    | Ace of Suit    | King of Suit    | Queen of Suit    | Jack of Suit    | ValueCard of int \* Suit

namespace PlayingCards.Poker  
// PlayingCards.Poker.PokerPlayer

type PokerPlayer = { Name : string; Money : int; Position : int }

看上去在F#中既有命名空间又有模块似乎有点奇怪。就像你目前看到的那样，模块是快速项目和快速地探索解决方案的最佳选择。而另一方面，命名空间更适合使用面向对象方式的大型项目。随着你见到更多的F#代码，何时使用模块来代替命名空间的细微差别将逐渐明朗。当你开始时，只须把所有的东西都放在一个模块中，而不必担心命名空间。

程序起点

命名空间和模块是用来组织F#资源文件中创建的代码的方式。但程序到底会从哪里开始执行呢？

在F#中,程序将从最后的那个代码文件的顶部开始执行，它必须是一个模块。考虑这个简单的只有一个代码文件的F#程序：

// Program.fs

let numbers = [1 .. 10]

let square x = x \* x

let squaredNumbers = List. map square numbers

printfn "SquaredNumbers = %A" squaredNumbers

open System

printfn "(press any key to continue)"

Console. ReadKey(true)

现在在Visual Studio中打开这个项目，然后添加一个新的、空白的F#代码文件。当你按下F5来运行你的程序时，什么事情都不会发生。这是因为向项目中添加的最新文件——它是空白的——被最后加入，自然在程序启动时运行(也可以说，这是因为在解决方案资源管理器中Program.fs是在File1.fs之前加入的)。这个特性很适合快速成型以及节省你几次按键，不过在更大一点的项目值最好还是明确地定义程序起点(entry point)。  
 对于更一般的程序启动语义，你可以使用 [<EntryPoint>] 特性来定义一个main方法。要合乎标准，你的main方法必须满足下面的要求：

• 是定义在项目中最后编译的那个文件中的最后一个函数。这确保对F#程序在什么地方启动没有歧义。

• 接收单一的string数组参数，它是你的程序的特殊对象(argument)。(数组将在Chapter4中讨论)

• 返回一个整数，这是你的程序的退出代码。

要让main方法明确，你可以这样编写前面的应用：

// Program.fs

open System [<EntryPoint>]

let main (args : string[] ) =

    let numbers = [1 .. 10]

    let square x = x \* x

    let squaredNumbers = List. map square numbers

    printfn "SquaredNumbers = %A" squaredNumbers

    printfn "(press any key to continue)"

    Console. ReadKey(true) |> ignore

    // Return 0

    0

现在你已经具备了编写简单的F#程序所需的所有工具。在下一章在，你将学习如何使用函数式风格编来让你编写更强大的F#应用，预计你的旅程目标将是成为一个level 9的F#大师。