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Оглавление

[Задание: 3](#_Toc86945023)

[Основные этапы выполнения: 3](#_Toc86945024)

[Вывод: 19](#_Toc86945025)

[Список литературы: 19](#_Toc86945026)

# Задание:

Обязательное задание: Написать программу на языке Python 3.x, которая бы осуществляла парсинг и конвертацию исходного JSON-файла в новый формата XML без использования регулярных выражений и готовых библиотек.

Дополнительное задание №1: Найти готовые библиотеки, осуществляющие аналогичный парсинг и конвертацию файлов, переписать исходный код, используя данные библиотеки без использования регулярных выражений. Сравнить полученные результаты и объяснить их сходство/различия.

Дополнительное задание №2: Переписать исходный код, добавив в него использование регулярных выражений, сравнить полученные результаты и объяснить их сходство/различия.

Дополнительное задание №3: Используя свою исходную программу из обязательного задания, программу из дополнительного задания №1 и дополнительного задания №2, сравнить десятикратное время выполнения парсинга + конвертации в цикле.

# Основные этапы выполнения:

Исходный JSON-файл:

{

"day": "Среда",

"date": 10,

"lessons": [

{

"name": "Программирование(Лаб)",

"time": "08:20-09:50",

"weeks": [3,5,7,9,11,13,15,17],

"address": "Кронверский пр., д.49, лит.А",

"classroom": "372",

"teacher": "Сорокин Роман Борисович",

"form": "Очно-дистанционная"

},

{

"name": "Программирование(Лаб)",

"time": "10:00-11:30",

"weeks": [3,5,7,9,11,13,15,17],

"address": "Кронверский пр., д.49, лит.А",

"classroom": "372",

"teacher": "Сорокин Роман Борисович",

"form": "Очно-дистанционная"

},

{

"name": "Основы профессиональной деятельности(Лаб)",

"time": "11:40-13:10",

"weeks": [3,5,7,9,11,13,15,17],

"address": "Кронверский пр., д.49, лит.А",

"classroom": "303/2(Усл)",

"teacher": "Перминов Илья Валентинович",

"form": "Очно-дистанционная"

},

{

"name": "Основы профессиональной деятельности(Лаб)",

"time": "13:30-15:00",

"weeks": [3,5,7,9,11,13,15,17],

"address": "Кронверский пр., д.49, лит.А",

"classroom": "303/2(Усл)",

"teacher": "Перминов Илья Валентинович",

"form": "Очно-дистанционная"

}

]

}

Обязательное задание:

from codecs import open

f = open('raspisanie.json','r','utf\_8\_sig')

xml = '<?xml version="1.0" encoding="UTF-8" ?>\n<root>\n\t'

while 1:

line = f.readline()

if not line:

xml += '</root>'

break

counter = 0

teg = ''

massiv = line.split(':',1)

teg = massiv[0].replace('\t','')

if teg[0] == '"':

soderjimoe = massiv[1]

if soderjimoe[-4] + soderjimoe[-3] != '],':

xml += '<' + teg[1:len(teg)-1] + '>'

if soderjimoe[1] == '"' and soderjimoe[-4] + soderjimoe[-3] != '],':

xml += soderjimoe[2:len(soderjimoe)-4] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if ord(soderjimoe[1]) >= 47 and ord(soderjimoe[1]) <= 58:

xml += soderjimoe[1:len(soderjimoe)-3] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if soderjimoe[1] == '[':

if line[-3] == '[':

xml += "\n" + "\t"

const\_teg = teg[1:len(teg)-1]

else:

weeks = soderjimoe[2:len(soderjimoe)-4].split(',')

for c in weeks:

xml += '<' + teg[1:len(teg)-1] + '>' + c + '</' + teg[1:len(teg)-1] + '>' + '\n' + '\t'

if '},' in line:

xml += '</' + const\_teg + '>' + '\n' + '\t'

xml += '<' + const\_teg + '>' + '\n' + '\t'

if '}' in line:

if line [0] != '}' and line[-3] == '}':

xml += '</' + const\_teg + '>' + '\n'

file = open("raspisanie.xml",'w','utf\_8\_sig')

file.write(xml)

file.close()

Результат выполнения(отдельный XML-файл):

<?xml version="1.0" encoding="UTF-8" ?>

<root>

<day>Среда</day>

<date>10</date>

<lessons>

<name>Программирование(Лаб)</name>

<time>08:20-09:50</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>372</classroom>

<teacher>Сорокин Роман Борисович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Программирование(Лаб)</name>

<time>10:00-11:30</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>372</classroom>

<teacher>Сорокин Роман Борисович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Основы профессиональной деятельности(Лаб)</name>

<time>11:40-13:10</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>303/2(Усл)</classroom>

<teacher>Перминов Илья Валентинович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Основы профессиональной деятельности(Лаб)</name>

<time>13:30-15:00</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>303/2(Усл)</classroom>

<teacher>Перминов Илья Валентинович</teacher>

<form>Очно-дистанционна</form>

</lessons>

</root>

Дополнительное задание №1:

from json2xml import json2xml

from json2xml.utils import readfromstring

from codecs import open

f = open('raspisanie.json','r','utf\_8\_sig').read()

data = readfromstring(f)

xml = json2xml.Json2xml(data).to\_xml()

file = open('raspisanie\_libr.xml','w','utf\_8\_sig')

file.write(xml)

file.close()

Результат выполнения(отдельный XML-файл):

<?xml version="1.0" ?>

<all>

<day type="str">Среда</day>

<date type="int">10</date>

<lessons type="list">

<item type="dict">

<name type="str">Программирование(Лаб)</name>

<time type="str">08:20-09:50</time>

<weeks type="list">

<item type="int">3</item>

<item type="int">5</item>

<item type="int">7</item>

<item type="int">9</item>

<item type="int">11</item>

<item type="int">13</item>

<item type="int">15</item>

<item type="int">17</item>

</weeks>

<address type="str">Кронверский пр., д.49, лит.А</address>

<classroom type="str">372</classroom>

<teacher type="str">Сорокин Роман Борисович</teacher>

<form type="str">Очно-дистанционная</form>

</item>

<item type="dict">

<name type="str">Программирование(Лаб)</name>

<time type="str">10:00-11:30</time>

<weeks type="list">

<item type="int">3</item>

<item type="int">5</item>

<item type="int">7</item>

<item type="int">9</item>

<item type="int">11</item>

<item type="int">13</item>

<item type="int">15</item>

<item type="int">17</item>

</weeks>

<address type="str">Кронверский пр., д.49, лит.А</address>

<classroom type="str">372</classroom>

<teacher type="str">Сорокин Роман Борисович</teacher>

<form type="str">Очно-дистанционная</form>

</item>

<item type="dict">

<name type="str">Основы профессиональной деятельности(Лаб)</name>

<time type="str">11:40-13:10</time>

<weeks type="list">

<item type="int">3</item>

<item type="int">5</item>

<item type="int">7</item>

<item type="int">9</item>

<item type="int">11</item>

<item type="int">13</item>

<item type="int">15</item>

<item type="int">17</item>

</weeks>

<address type="str">Кронверский пр., д.49, лит.А</address>

<classroom type="str">303/2(Усл)</classroom>

<teacher type="str">Перминов Илья Валентинович</teacher>

<form type="str">Очно-дистанционная</form>

</item>

<item type="dict">

<name type="str">Основы профессиональной деятельности(Лаб)</name>

<time type="str">13:30-15:00</time>

<weeks type="list">

<item type="int">3</item>

<item type="int">5</item>

<item type="int">7</item>

<item type="int">9</item>

<item type="int">11</item>

<item type="int">13</item>

<item type="int">15</item>

<item type="int">17</item>

</weeks>

<address type="str">Кронверский пр., д.49, лит.А</address>

<classroom type="str">303/2(Усл)</classroom>

<teacher type="str">Перминов Илья Валентинович</teacher>

<form type="str">Очно-дистанционная</form>

</item>

</lessons>

</all>

Дополнительное задание №2:

from codecs import open

import re

f = open('raspisanie.json','r','utf\_8\_sig')

xml = '<?xml version="1.0" encoding="UTF-8" ?>\n<root>\n\t'

while 1:

line = f.readline()

if not line:

xml += '</root>'

break

counter = 0

teg = ''

massiv = line.split(':',1)

teg = re.sub('\t','',massiv[0])

if teg[0] == '"':

soderjimoe = massiv[1]

if soderjimoe[-4] + soderjimoe[-3] != '],':

xml += '<' + teg[1:len(teg)-1] + '>'

if soderjimoe[1] == '"' and soderjimoe[-4] + soderjimoe[-3] != '],':

xml += soderjimoe[2:len(soderjimoe)-4] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if ord(soderjimoe[1]) >= 47 and ord(soderjimoe[1]) <= 58:

xml += soderjimoe[1:len(soderjimoe)-3] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if soderjimoe[1] == '[':

if line[-3] == '[':

xml += "\n" + "\t"

const\_teg = teg[1:len(teg)-1]

else:

weeks = soderjimoe[2:len(soderjimoe)-4].split(',')

for c in weeks:

xml += '<' + teg[1:len(teg)-1] + '>' + c + '</' + teg[1:len(teg)-1] + '>' + '\n' + '\t'

p = re.findall('},',line)

p1 = re.findall(r'}[^,]',line)

if len(p) != 0:

xml += '</' + const\_teg + '>' + '\n' + '\t'

xml += '<' + const\_teg + '>' + '\n' + '\t'

if len(p1) != 0:

xml += '</' + const\_teg + '>' + '\n'

file = open("raspisanie\_regex.xml",'w','utf\_8\_sig')

file.write(xml)

file.close()

Результат выполнения(отдельный XML-файл):

<?xml version="1.0" encoding="UTF-8" ?>

<root>

<day>Среда</day>

<date>10</date>

<lessons>

<name>Программирование(Лаб)</name>

<time>08:20-09:50</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>372</classroom>

<teacher>Сорокин Роман Борисович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Программирование(Лаб)</name>

<time>10:00-11:30</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>372</classroom>

<teacher>Сорокин Роман Борисович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Основы профессиональной деятельности(Лаб)</name>

<time>11:40-13:10</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>303/2(Усл)</classroom>

<teacher>Перминов Илья Валентинович</teacher>

<form>Очно-дистанционна</form>

</lessons>

<lessons>

<name>Основы профессиональной деятельности(Лаб)</name>

<time>13:30-15:00</time>

<weeks>3</weeks>

<weeks>5</weeks>

<weeks>7</weeks>

<weeks>9</weeks>

<weeks>11</weeks>

<weeks>13</weeks>

<weeks>15</weeks>

<weeks>17</weeks>

<address>Кронверский пр., д.49, лит.А</address>

<classroom>303/2(Усл)</classroom>

<teacher>Перминов Илья Валентинович</teacher>

<form>Очно-дистанционна</form>

</lessons>

</root>

Дополнительное задание №3:

from codecs import open

import re

from json2xml import json2xml

from json2xml.utils import readfromstring

from time import time

start\_time\_1 = time()

for i in range(10):

f = open('raspisanie.json','r','utf\_8\_sig')

xml = '<?xml version="1.0" encoding="UTF-8" ?>\n<root>\n\t'

while 1:

line = f.readline()

if not line:

xml += '</root>'

break

counter = 0

teg = ''

massiv = line.split(':',1)

teg = massiv[0].replace('\t','')

if teg[0] == '"':

soderjimoe = massiv[1]

if soderjimoe[-4] + soderjimoe[-3] != '],':

xml += '<' + teg[1:len(teg)-1] + '>'

if soderjimoe[1] == '"' and soderjimoe[-4] + soderjimoe[-3] != '],':

xml += soderjimoe[2:len(soderjimoe)-4] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if ord(soderjimoe[1]) >= 47 and ord(soderjimoe[1]) <= 58:

xml += soderjimoe[1:len(soderjimoe)-3] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if soderjimoe[1] == '[':

if line[-3] == '[':

xml += "\n" + "\t"

const\_teg = teg[1:len(teg)-1]

else:

weeks = soderjimoe[2:len(soderjimoe)-4].split(',')

for c in weeks:

xml += '<' + teg[1:len(teg)-1] + '>' + c + '</' + teg[1:len(teg)-1] + '>' + '\n' + '\t'

if '},' in line:

xml += '</' + const\_teg + '>' + '\n' + '\t'

xml += '<' + const\_teg + '>' + '\n' + '\t'

if '}' in line:

if line [0] != '}' and line[-3] == '}':

xml += '</' + const\_teg + '>' + '\n'

file = open("raspisanie.xml",'w','utf\_8\_sig')

file.write(xml)

file.close()

print(time()-start\_time\_1)

#libraries

start\_time\_2 = time()

for i in range(10):

f = open('raspisanie.json','r','utf\_8\_sig').read()

data = readfromstring(f)

xml = json2xml.Json2xml(data).to\_xml()

file = open('raspisanie\_libr.xml','w','utf\_8\_sig')

file.write(xml)

file.close()

print(time()-start\_time\_2)

#regex

start\_time\_3 = time()

for i in range(10):

f = open('raspisanie.json','r','utf\_8\_sig')

xml = '<?xml version="1.0" encoding="UTF-8" ?>\n<root>\n\t'

while 1:

line = f.readline()

if not line:

xml += '</root>'

break

counter = 0

teg = ''

massiv = line.split(':',1)

teg = re.sub('\t','',massiv[0])

if teg[0] == '"':

soderjimoe = massiv[1]

if soderjimoe[-4] + soderjimoe[-3] != '],':

xml += '<' + teg[1:len(teg)-1] + '>'

if soderjimoe[1] == '"' and soderjimoe[-4] + soderjimoe[-3] != '],':

xml += soderjimoe[2:len(soderjimoe)-4] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if ord(soderjimoe[1]) >= 47 and ord(soderjimoe[1]) <= 58:

xml += soderjimoe[1:len(soderjimoe)-3] + '</' + teg[1:len(teg)-1] + '>' + "\n" + "\t"

if soderjimoe[1] == '[':

if line[-3] == '[':

xml += "\n" + "\t"

const\_teg = teg[1:len(teg)-1]

else:

weeks = soderjimoe[2:len(soderjimoe)-4].split(',')

for c in weeks:

xml += '<' + teg[1:len(teg)-1] + '>' + c + '</' + teg[1:len(teg)-1] + '>' + '\n' + '\t'

p = re.findall('},',line)

p1 = re.findall(r'}[^,]',line)

if len(p) != 0:

xml += '</' + const\_teg + '>' + '\n' + '\t'

xml += '<' + const\_teg + '>' + '\n' + '\t'

if len(p1) != 0:

xml += '</' + const\_teg + '>' + '\n'

file = open("raspisanie\_regex.xml",'w','utf\_8\_sig')

file.write(xml)

file.close()

print(time()-start\_time\_3)

Результаты выполнения:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOsAAABHCAYAAADm1LBAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABJGSURBVHhe7Z29chw3EoChewhuFXPbEenlOrnMcrT0A1DKKJt06KIVklYsk6HMUmjRkjJJDyAykv0AXq7FyHauqtU9wFVdoutu/GwP0MAAO7sipwpf1d5p1yP8NLqBRg/QurU5+vcHValUbjz/Mv9fqVRuONVYK5WeUI21UukJbs/6v//+h36oVCo3k7qyVio9oRprpdITqrFWKj2hGmul0hPyAky3vlAnr39R2wPzHXh7OlK7v3Y4T3FrXz2ffK82zVelZup8/2t1OJHL3Ht+qQ424A+zC7X39ZGafIjUnVNuSX++fa6mVLEhVT+re3bxnRof/qF/lxidqIsnYzVvwpU6Hd1TZ365GWU62fgIbR2dnKuzMet4rF7AL1es35ePIz2e83YknnNlJ54p1M15ve3y9omOaYmOdKB9ZaXGgzAUNGA0UsOtLTU8vVKbBxN1cfKFeagQVFQUyNVjXR589i6U2n4yUc+/vWUe0qBwp5eX6vabx+qt+S0GPQvlDkCottzh1nZzkKlu6M/7ed3D/Qs1EPqDyjo9WANFMf2Gz+n7sTqbPFN7t1g7UWHO4dnJl+o3kE0bVC4Y6gyUyrVha7epOIVlkoLY8bGf7cPQUIfT+XMjlOmGOgj6A2MOMj9YY2XCs7PxL2r6fN88xEFj8ur25c6BMThuTBgeOEZQ//Sr31Wy6yW6iQYFZR6rV+p8Zn5LgIbZ7M9WaKh2jDwd8eW+LFqNdXS8A7MMzEJ8pvh1l4Q4GP/QHORM9u7DioLKde/M/KLU5OgBCXHz7rEa2TJBwFa5dp/qn6Lgs2NFQkutaFLdanKoji5mzf6AwtyFyfLtaXNGP7unFfzu8cj8AmU++0VtTXFwweDMbzHQYA42cFZPeyYlZeYyOdxuKtKHJ2qXrKHZH3HM7bMbO+pkVD7mDlTwn/QYnILMA9AAnwzVJSr/7hPzo0y2bqLxHyiS+fhoqn9bAjhGeqKIexDLJG2sINg7Q5gBr34PZv1P1/APG+r2N/RLPjAYt8EIZtNX3uwzVOs42Q6G6s6W/gUFnztL7X0FhV69SgvNtvv9P0GZk7/ew/+uqU9t3Z+vg4s6U+/+NN8dU/UOdGywPjTfwYB3hVlXwshzdvGz6HZyssvsyp/voJdNhjgQs3fQUw96dqDWPzffF2B0/BBcVliJfzwKy0dwUkitypYS3YTJeOx7Ll0xevz2xfLd3RhpY93aUVs0bkysxvVYf6Hd0sFn8xk5i2++1Puvvyb6O0Ku6Y56d3qxmDLYCYC3M8XaJ/PV2yIqotCWD3+ov8muhTLasPLkfb9uaFISGKzD9Olx+Q8ZdvGYW4z7O7t40H0lWoVulkB6LE3mq6N9z8ohYXyP/oRzS/kKsxBoqOT2gCthOl4s5K1PSOFmfym9h8D9jvk09i5gaC+nuCyO1TFz+6hfjWAP8PR3GvDNg+Z+Trux5kspbrXeoz0hb6e/Vy8G+nQ2mczLFPeWHrAKnaCvD226fDmfQM7eaNf44Nme/gHBZ1/LgReonOIN8/48D7dH+PeN+3t0tILJasm6OcD9uetPOD6jz8hFU3/DLpj21+5z3m2bkCDfWLkwukSBOdxQl+Dzbx48VOpHttGHzQsJnSku7dvs71bAGMTZx1Wdge7Y6DvYR2MAZq6Ix+pBOujRCio21GcDIvDZg71bl4Adusyuz/jBvmx8D+0VjIZBey6cofztA24/XBlWRihbIciHz/K6mcy4gnP3d+lu4zJ1k9xw1h/42PEJJ0Do509KHbGxPL3SE1fnyVcg01h3osLIdj19PoMZKWKoi7qJfjDIBhvUxpdNpfUVDPcz0h4VVuLDbf4c7COPVHTfmwdGTpuvDGxwbTDcKXetJXCPpjveCBxxnIfgB9sstM/jfYd9pLIeTGJ8UGZfa6N2wUIwpvvLcn8DVqCbHjjBa3H6wTUvuAXoACT0/SvmlSyJtLHaPcp4HApD2nvmYAIam+PQUEd3hqHB5JDYS00xGsQDRxEoQIVuzaX+HkXaK+USC9DYfbC0T1wB9AoHX52goRa8D1x4fIyu+K6lft9pXehC93EVullAEJB06ADkQjGNFtLGCi7Bb+TyXanfvFcnWrnD3xF6j4gDIu2bLl+pS+zMbKpecsOw0T3/9yzCCK1FRzZbygR3HLduOVFaevUD/X6xyL4rNqnYCKYf2eyA3lM196IEveJCIwlXhSRmdWyNuCM2hmAj/oEnoz/oXmIb9TvKjAgwZ0HdXAg7PlyPopFx/VYjfNvRnVY32L5XbAQbYMDRhXp7Kp8Awcgs4bufCLpJP8J+yAvydNrTYJkvYORgj9XYK9h2JsLruMrgAYXB1eP0qxLcF8EEdLARurHZgII9ove5DxuriOv7o+W8UbUrZ+B2gjz0SRt8z1vQB/x74GpuxlxmDsUhVhhIYhTr5iJQYA339p5uwjYBVc4PQO49wyDcgpN5C5nHDfUGfh4JRIWNB4XcMTU8oRR7sW0H1XwVFSio18Mv3ymjRWhnTr2GrON2SFBvE//4m3NDHUIbcssUZSTJ0iqd+R7AZFUw3r6MkNyjqFoOeJClWbZU5hyvbzltbes73w5Ick/ocdDWwq1FCfXyeaXSE/Jf3VQqlWulGmul0hOqsVYqPaEaa6XSE6qxVio9oRprpdITqrFWKj2hGmul0hOqsVYqPeFGZzdMHzsDWo8bRtqZ25/okT/hSFvwrHxET+xT6lgmk1P0uKNw5DD6rIXLIHVEzu+X9GzOMx7zI5eRo4y5Y5kp9wbsyKkop0XK/Ai0r6ykCDCo15DdMLhUbT/m9vfbN+xQOQnYyzIntZPqhv5kZDfU4ECxMunj3RChuvGmlnmOLmDj1a/XwbWv6EVx/4YSGlNOdkNjqFC5KxNvs+B1tNT46MsD5ouErb8lcx9OPlkZIDkwBsnshrljWSB3B/YLM1aYrwGLlPmRaDXWa81uKIHC1vfZ1CN7Bcr+5l/fevpzcKk7O7thCXQFjCXksjeLQCW277dcQja3N/wbStnZDU1mA77iuMvssf4YY5ldPKbnJLIy90E5uRkgHdZYYAzk7Ib5Y7mI3N0NJ8r3JdBlLFdM2lhBcNea3VDimx9oRWj+ffN32y782nbnZDfsirm7ms2smU2wU3ZDUDC6zC7BjOUolpbTjFFr5r6CDJAWfhVSrj1zLGOk5O4mqQcu31cWpWO5ItLGegOzG9qLxY37gvYi8mCs7vPJQzRsIDu7YQfMBexWwO3C7dFSU1q6yTSkcW/Y/BZQlLmvIAMkN5bYal06lj4xuTcmqcK7prljuWLa96wctj+6luyGxu2SMjq43Dewr6F9L5aLVsAHB5QoO7uhA/crLZn7BHRGCW9fbaAL77Y8aCMGOToF63yMYgceUY6xANmZ+0oyQBYYS9ZYRojJvTFJFU6KqbH8mOQbKzfUZSkWN9SE8li00CK38M3eDffSOMg2+4MfEMnOboj46Ugimft8nLKCcrl9NYPa4Mo0/yxF5iTQilVs6E0j80TxypKRuQ9lzmRi5SllgCwylsyx9InKPXOSkmgby49JprHegOyGIPDYqkpgFA8U5UCZKC8q0ZpOpRkYlm+EseyGPhhs8DP3+UA7inIcoWLSRBHPRJgN8xCCTI+02pasLGH73YrHM/ehTNoyQEK7irIbloylJSF3G1Qsdn9Lx3LFpI11FRnkFsxuqFdVIQEYgkqK0x9/X0mGhbM+zs6J1wiG7OyGKVDJaBqGwY2kihFZRgDDeD44JtL7SN0/z6XHV1ioizZB+PkJTUCdM/f5sY6S7IaLjGVK7lAe5QSzfbT1m0nNtil4zbXoWK6QtLHazT40+FqzG5pVNZpZr2sAoG3V5viZ+yzc/SxNqNY1dSa6uCZbfmz/K76zJhcW/iOsOvQO3bqZHTP3BduVwJPRHzG7YelYtsnduNRB/Wbbg/LC743Ie5exXCGtbnBxBjk7kyFLym5oV9Vo9j+7MnnZDXWZ8IdEik8K9pg9UeurEhxEfNZ3qezvNLh5+2+HVQyof6FYABmqXiFbTy3lsmjmPlwVYZLulAGyZCy7yD3GKspcEjc7uyFin0uVhTCl5QQKnFsvIB0NFF1M6Qghw/2dQI5IRJbODZNxZbY8lz7KaGSGhx+EPVnQL1yB/f2g90zJhIETpZTdMHcss+UuYfRALbPMFVOzG1YqPSH/1U2lUrlWqrFWKj2hGmul0hOqsVYqPaEaa6XSE6qxVio9oRprpdITqrFWKj2hGmul0hNudHZDQjiiFz3S1naUMHKMjROU7R/nE47cEdJRwshRP33MjjUidiQwOEqYecwz1sZAPnOk8QyP3glHM6PHHeW2Zh9PFMoN2ij2JyGj7LHM1/csGS2J9pWVlNCcH7UXkU8/TnZDawDQe/bcjK41iVeazFlP++zpFV6KZlnphLuX9mNvgPAreDgQWZn7TDsHrG68VP4Wsxaaa2f6OVCCc7wa9h66ZMq0dzX5cwgpFnadPRfJskeXES4v1e03+r5pG6h4rp3mIxrqGhtz+ATydKCB+GV6GSBN3w82UJnNs/sw6HhFzb+dRX3PyG44OVRjV5/+6AvyERmBVbm+ozxVbCzz9L1MRt1pNdZrzW5orjdxRRIz96EiUEa85s0ZfWMIBq8tKx0MEF6OblzBgwkFi8zJ3Gdl5OeFeoQTAE8AZy+A8xsp7BZSI+dQbpY9UOyz4ZQUxqba6Yztu5cX6uyRrn/rzgKX5KW+m6ySamNnrtxuLDOyGwqIbTTji6u40yUnT3ksW/V9FTJqIW2sILgbl90QhBxk7jOXnYMcOfZupHRVj6EHyPv7BZn7hjodX2tmRJfbyL+vay/5tyWfky6po1G3pDsphvqe0Z4C6P6zcFdZy44rd8fshobG3WCTAC5IXGD7aSeAEn1fgYzaSBvrDcxuOBfcHDHDBLnF6+oFTokpQ7IDBCt9mGMnL3Pf2Rusw1vx7GodKGg8A0Nr8rmPlWXPJELzPadkto4UZoJupIAFuaNbfPedzl3s+m4THvieRk52QyzT5JniYyllASG3+O47nbt4sA5TBFCi78uWUQZl0WBq+DVmN0Rimfs4br8HLhf9kJgATHlBKtCSzH3GTcIL07T/QqWhzA3g9rHL9JOXU5qMtn9q5m+ihNoZVqgVQfAgCqEkZJjJgz5exkIEtx+6Q7D/0v23/ZbzKOE+kZfZkvyN5KOTmI9t7mI++ZVkN0SdtPVSmhrPhRXAvtDWAZ7TtUcm85S+F8uoO/nGyhsuRMUWghtqTufsoKERxLJGcENNDBiBSoMbD2lVxcGgoA4OxlwRpcx9CKVNwf+ABmuVxs9mjwERDDx5+YBuvzHpVRK4SUL0ADKJBmSEYCG619hWUsYJRa8xOBNEbmlvzcpkMhOTm3FDlaLACMqe2mYmFoz4YjBScvfNs7b+vYs1qjsW/OSGmjLoLH3PldGSyDTWG5DdEIVnwvRB5j7LnWcRQ41kLYytqhYMQrRl7kPs7M6it1Zpgkinp1z42X1qchvFZIlBJHSp/cDHEji7pyeKwJ3DSLgZc2rnvv73gFpXTZRZNAPkJ3FD5fLECRfkWZTd0IBpXtHI/f4gnx6/jhiqH0fI0/eFZbQgaWO1gY/rzm5oZjkKAgkC1Nn4YIWgZjYNNZq10K6qYABS0rcowr7G5ibidaPS0OsgL5eQSEqW5CnodmZ5C8sA6sQqG7LGVdmkTG3k48rCZEXcGIeG6ssTxxor5++eaQLQk0pOpsopVTZHf99Q276hgg7oeIX5p0tK9H3pMmonbaywClx7dkNym7ShNkLvHLO/DKN4JrAh7W9twCInoyFD7xvZaxponx/wKsJOGpJ7y93+lWXZM9FXJiMdte6AnwESjI3+JQTohx94sRO0+71rEM03QEDHClh7LHaicO3M1/fOMlqAVjf4WrMbkqHq4Ev0pAuCrqXZL/JVzK147H0uYQ2EG10bxtUNMvdBf/SrJE9GYGiYBV4aeAcaYywoQvt5HVlMnVrqhPNYmjLSnoq3iqHMMNIKf0wGuGy7vWCQfj/uBdeMjBoBmZLshgI6WOfpkXmfOxg/bL7PFf6Fglx97ySjBbnZ2Q2dCxjBL99/HgZCDCSY55ITAOD6YUg9T4ELMk6GXz+bfCySW4/4dfu4vxeMjQeTkdTGaJ+C8UHCcZfaGetTdv+F5xC/raLMEzoXPB97NlffM2W0LGp2w0qlJ7S6wZVK5WZQjbVS6QnVWCuVnlCNtVLpCdVYK5VeoNT/AYr+liz4GoO9AAAAAElFTkSuQmCC)

Рисунок 1 – результат выполнения дополнительного задания №3, где первое число – время выполнения обязательного задания, второе число – время выполнения первого дополнительного задания(с использованием библиотек), третье число – время выполнения второго дополнительного задания(с использованием регулярных выражений)

# Вывод:

Отличие итоговых XML-файлов, полученных в результате парсинга JSON-файла разными способами объясняется в неоднозначности моделирования объектов в XML – один объект можно представить по-разному.

В ходе выполнения данной лабораторной работы я познакомился с такими форматами хранения информации, как JSON, YAML и XML. Научился переводить JSON-формат в XML-формат.
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