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**Цель работы**

Ознакомление с базовыми методами обучения с подкреплением на основе глубоких Q-сетей.

**Задание**

* На основе рассмотренных на лекции примеров реализуйте алгоритм DQN.
* В качестве среды можно использовать классические среды (в этом случае используется полносвязная архитектура нейронной сети).
* В качестве среды можно использовать игры Atari (в этом случае используется сверточная архитектура нейронной сети).
* **В случае реализации среды на основе сверточной архитектуры нейронной сети +1 балл за экзамен.**

**Выполнение**

Для реализации алгоритмов была выбрана среда Acrobot из библиотеки Gym. Система состоит из двух звеньев, соединенных линейно в цепь, один конец которой закреплен. Соединение между двумя звеньями приводится в действие. Цель состоит в том, чтобы приложить крутящий момент к приводимому в действие соединению, чтобы повернуть свободный конец линейной цепи выше заданной высоты, начиная с начального состояния свисания вниз.

Соединение между двумя звеньями приводится в действие. Цель состоит в том, чтобы повернуть свободный конец внешнего звена, чтобы достичь заданной высоты (черная горизонтальная линия над системой), прикладывая крутящий момент к приводу.

**Текст программы:**

import gym

import math

import random

import matplotlib

import matplotlib.pyplot as plt

from collections import namedtuple, deque

from itertools import count

import torch

import torch.nn as nn

import torch.optim as optim

import torch.nn.functional as F

# Название среды

CONST\_ENV\_NAME = 'Acrobot-v1'

# Использование GPU

CONST\_DEVICE = torch.device("cuda" if torch.cuda.is\_available() else "cpu")

# Элемент ReplayMemory в форме именованного кортежа

Transition = namedtuple('Transition',

                        ('state', 'action', 'next\_state', 'reward'))

# Реализация техники Replay Memory

class ReplayMemory(object):

    def \_\_init\_\_(self, capacity):

        self.memory = deque([], maxlen=capacity)

    def push(self, \*args):

        '''

        Сохранение данных в ReplayMemory

        '''

        self.memory.append(Transition(\*args))

    def sample(self, batch\_size):

        '''

        Выборка случайных элементов размера batch\_size

        '''

        return random.sample(self.memory, batch\_size)

    def \_\_len\_\_(self):

        return len(self.memory)

class DQN\_Model(nn.Module):

    def \_\_init\_\_(self, n\_observations, n\_actions):

        '''

        Инициализация топологии нейронной сети

        '''

        super(DQN\_Model, self).\_\_init\_\_()

        self.layer1 = nn.Linear(n\_observations, 128)

        self.layer2 = nn.Linear(128, 64)

        self.layer3 = nn.Linear(64, 64)

        self.layer4 = nn.Linear(64, n\_actions)

    def forward(self, x):

        '''

        Прямой проход

        Вызывается для одного элемента, чтобы определить следующее действие

        Или для batch'а во время процедуры оптимизации

        '''

        x = F.relu(self.layer1(x))

        x = F.relu(self.layer2(x))

        x = F.relu(self.layer3(x))

        return self.layer4(x)

class DQN\_Agent:

    def \_\_init\_\_(self, env,

                 BATCH\_SIZE = 128,

                 GAMMA = 0.99,

                 EPS\_START = 0.9,

                 EPS\_END = 0.05,

                 EPS\_DECAY = 1000,

                 TAU = 0.005,

                 LR = 1e-4

                 ):

        # Среда

        self.env = env

        # Размерности Q-модели

        self.n\_actions = env.action\_space.n

        state, \_ = self.env.reset()

        self.n\_observations = len(state)

        # Коэффициенты

        self.BATCH\_SIZE = BATCH\_SIZE

        self.GAMMA = GAMMA

        self.EPS\_START = EPS\_START

        self.EPS\_END = EPS\_END

        self.EPS\_DECAY = EPS\_DECAY

        self.TAU = TAU

        self.LR = LR

        # Модели

        # Основная модель

        self.policy\_net = DQN\_Model(self.n\_observations, self.n\_actions).to(CONST\_DEVICE)

        # Вспомогательная модель, используется для стабилизации алгоритма

        # Обновление контролируется гиперпараметром TAU

        # Используется подход Double DQN

        self.target\_net = DQN\_Model(self.n\_observations, self.n\_actions).to(CONST\_DEVICE)

        self.target\_net.load\_state\_dict(self.policy\_net.state\_dict())

        # Оптимизатор

        self.optimizer = optim.AdamW(self.policy\_net.parameters(), lr=self.LR, amsgrad=True)

        # Replay Memory

        self.memory = ReplayMemory(10000)

        # Количество шагов

        self.steps\_done = 0

        # Длительность эпизодов

        self.episode\_durations = []

    def select\_action(self, state):

        '''

        Выбор действия

        '''

        sample = random.random()

        eps = self.EPS\_END + (self.EPS\_START - self.EPS\_END) \* \

            math.exp(-1. \* self.steps\_done / self.EPS\_DECAY)

        self.steps\_done += 1

        if sample > eps:

            with torch.no\_grad():

                # Если вероятность больше eps

                # то выбирается действие, соответствующее максимальному Q-значению

                # t.max(1) возвращает максимальное значение колонки для каждой строки

                # [1] возвращает индекс максимального элемента

                return self.policy\_net(state).max(1)[1].view(1, 1)

        else:

            # Если вероятность меньше eps

            # то выбирается случайное действие

            return torch.tensor([[self.env.action\_space.sample()]], device=CONST\_DEVICE, dtype=torch.long)

    def plot\_durations(self, show\_result=False):

        plt.figure(1)

        durations\_t = torch.tensor(self.episode\_durations, dtype=torch.float)

        if show\_result:

            plt.title('Результат')

        else:

            plt.clf()

            plt.title('Обучение...')

        plt.xlabel('Эпизод')

        plt.ylabel('Количество шагов в эпизоде')

        plt.plot(durations\_t.numpy())

        plt.pause(0.001)  # пауза

    def optimize\_model(self):

        '''

        Оптимизация модели

        '''

        if len(self.memory) < self.BATCH\_SIZE:

            return

        transitions = self.memory.sample(self.BATCH\_SIZE)

        # Транспонирование batch'а

        # (https://stackoverflow.com/a/19343/3343043)

        # Конвертация batch-массива из Transition

        # в Transition batch-массивов.

        batch = Transition(\*zip(\*transitions))

        # Вычисление маски нефинальных состояний и конкатенация элементов batch'а

        non\_final\_mask = torch.tensor(tuple(map(lambda s: s is not None,

                                            batch.next\_state)), device=CONST\_DEVICE, dtype=torch.bool)

        non\_final\_next\_states = torch.cat([s for s in batch.next\_state

                                                    if s is not None])

        state\_batch = torch.cat(batch.state)

        action\_batch = torch.cat(batch.action)

        reward\_batch = torch.cat(batch.reward)

        # Вычисление Q(s\_t, a)

        state\_action\_values = self.policy\_net(state\_batch).gather(1, action\_batch)

        # Вычисление V(s\_{t+1}) для всех следующих состояний

        next\_state\_values = torch.zeros(self.BATCH\_SIZE, device=CONST\_DEVICE)

        with torch.no\_grad():

            next\_state\_values[non\_final\_mask] = self.target\_net(non\_final\_next\_states).max(1)[0]

        # Вычисление ожидаемых значений Q

        expected\_state\_action\_values = (next\_state\_values \* self.GAMMA) + reward\_batch

        # Вычисление Huber loss

        criterion = nn.SmoothL1Loss()

        loss = criterion(state\_action\_values, expected\_state\_action\_values.unsqueeze(1))

        # Оптимизация модели

        self.optimizer.zero\_grad()

        loss.backward()

        # gradient clipping

        torch.nn.utils.clip\_grad\_value\_(self.policy\_net.parameters(), 100)

        self.optimizer.step()

    def play\_agent(self):

        '''

        Проигрывание сессии для обученного агента

        '''

        env2 = gym.make(CONST\_ENV\_NAME, render\_mode='human')

        state = env2.reset()[0]

        state = torch.tensor(state, dtype=torch.float32, device=CONST\_DEVICE).unsqueeze(0)

        done = False

        res = []

        while not done:

            action = self.select\_action(state)

            action = action.item()

            observation, reward, terminated, truncated, \_ = env2.step(action)

            env2.render()

            res.append((action, reward))

            if terminated:

                next\_state = None

            else:

                next\_state = torch.tensor(observation, dtype=torch.float32, device=CONST\_DEVICE).unsqueeze(0)

            state = next\_state

            if terminated or truncated:

                done = True

        print('Данные об эпизоде: ', res)

    def learn(self):

        '''

        Обучение агента

        '''

        if torch.cuda.is\_available():

            num\_episodes = 600

        else:

            num\_episodes = 50

        for i\_episode in range(num\_episodes):

            # Инициализация среды

            state, info = self.env.reset()

            state = torch.tensor(state, dtype=torch.float32, device=CONST\_DEVICE).unsqueeze(0)

            for t in count():

                action = self.select\_action(state)

                observation, reward, terminated, truncated, \_ = self.env.step(action.item())

                reward = torch.tensor([reward], device=CONST\_DEVICE)

                done = terminated or truncated

                if terminated:

                    next\_state = None

                else:

                    next\_state = torch.tensor(observation, dtype=torch.float32, device=CONST\_DEVICE).unsqueeze(0)

                # Сохранение данных в Replay Memory

                self.memory.push(state, action, next\_state, reward)

                # Переход к следующему состоянию

                state = next\_state

                # Выполнение одного шага оптимизации модели

                self.optimize\_model()

                # Обновление весов target-сети

                # θ′ ← τ θ + (1 − τ )θ′

                target\_net\_state\_dict = self.target\_net.state\_dict()

                policy\_net\_state\_dict = self.policy\_net.state\_dict()

                for key in policy\_net\_state\_dict:

                    target\_net\_state\_dict[key] = policy\_net\_state\_dict[key]\*self.TAU + target\_net\_state\_dict[key]\*(1-self.TAU)

                self.target\_net.load\_state\_dict(target\_net\_state\_dict)

                if done:

                    self.episode\_durations.append(t + 1)

                    self.plot\_durations()

                    break

def main():

    env = gym.make(CONST\_ENV\_NAME)

    agent = DQN\_Agent(env)

    agent.learn()

    agent.play\_agent()

if \_\_name\_\_ == '\_\_main\_\_':

    main()

**Результат выполнения**
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Данные об эпизоде: [(2, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (1, -1.0), (1, -1.0), (1, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (1, -1.0), (0, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (0, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (1, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, -1.0), (2, 0.0)]

Пример работы агента:

![](data:image/png;base64,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)

**Вывод**

В ходе выполнения лабораторной работы мы ознакомились с базовыми методами обучения с подкреплением на основе глубоких Q-сетей, а именно алгоритмом DDQN.