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**PROJECT ABSTRACT**

**Objective:** The objective of the project is to simulate dijkstra's algorithm using C and OpenGL. The idea is to create a graph and show a circle traversing shortest path from source to destination.

**Algorithm:** The algorithms used in this project are dijkstra’s algorithm and DDA line algorithm.

**Steps:**

1. Take the number of nodes in graph from user.
2. Enter coordinates of each of the vertices.
3. Enter cost matrix for dijkstra’s algorithm
4. Compute shortest path using dijkstra’s algorithm.
5. Create graph using OpenGL and DDA.
6. Enter source and destination.

**Code:**

#include<stdio.h>

#include<graphics.h>

#include<conio.h>

#include<math.h>

#define infinite 999

struct node{

int no;

int x;

int y;

};

void drawLine(float x1,float y1,float x2,float y2){

float x,y,dx,dy,pixel;

int i;

dx=x2-x1;

dy=y2-y1;

if(dx>=dy)

pixel=dx;

else

pixel=dy;

dx=dx/pixel;

dy=dy/pixel;

x=x1;

y=y1;

i=1;

while(i<=pixel)

{

putpixel(x,y,GREEN);

x=x+dx;

y=y+dy;

i=i+1;

}

}

void drawgraph(struct node nod[],int cost[10][10],int n){

int i,j;

for(i=1;i<=n;i++){

setcolor(RED);

circle(nod[i].x,nod[i].y,25);

}

for(i=1;i<=n;i++){

for(j=i;j<=n;j++){

if(cost[i][j]!=999){

if(nod[i].x<nod[j].x || nod[i].y<nod[j].y)

drawLine(nod[i].x,nod[i].y,nod[j].x,nod[j].y);

else

drawLine(nod[j].x,nod[j].y,nod[i].x,nod[i].y);

}

}

}

}

void startAnimation(struct node nod[],int cost[10][10],int path[],int n,int v,int d){

int gd=DETECT,gm,i,k,count,temp; float x,y,dx,dy,pixel,x1,x2,y1,y2;

int order[10],j;

temp=d;

order[0]=d;

j=1;

do{

temp=path[temp];

if(temp==0){

break;

}

order[j]=temp;

j++;

}while(temp!=0);

initgraph(&gd,&gm,"C:\\turboc3\\bgi");

for(k=j-1;k>=0;k--){

x1=nod[v].x;

y1=nod[v].y;

x2=nod[order[k]].x;

y2=nod[order[k]].y;

dx=x2-x1;

dy=y2-y1;

if(dx>=dy)

pixel=dx;

else

pixel=dy;

if(dx==0 && dy<0){

pixel=abs(dy);

}

if(dx<0 && dy==0){

pixel=abs(dx);

}

dx=dx/pixel;

dy=dy/pixel;

x=x1;

y=y1;

i=1;

while(i<=pixel)

{

drawgraph(nod,cost,n);

setcolor(YELLOW);

circle(x,y,25);

x=x+dx;

y=y+dy;

i=i+1;

delay(50);

cleardevice();

}

v=order[k];

}

drawgraph(nod,cost,n);

setcolor(YELLOW);

circle(x,y,25);

getch();

closegraph();

}

void dijiktras(int n,int v,int cost[10][10],int dist[],int path[]){

int i,u,count,w,flag[10],min;

for(i=1;i<=n;i++){

flag[i]=0;

dist[i]=cost[v][i];

//printf("\n%d",dist[i]);

}

count=2;

while(count<=n){

min=99;

for(w=1;w<=n;w++){

if(dist[w]<min && !flag[w]){

min=dist[w];

u=w;

}

}

flag[u]=1;

count++;

for(w=1;w<=n;w++){

if((dist[u]+cost[u][w]<dist[w]) && !flag[w]){

dist[w]=dist[u]+cost[u][w];

path[w]=u;

}

}

}

}

void main(){

int i,n,j,cost[10][10],dist[10],path[10],v,d;

struct node nod[10];

clrscr();

printf("Enter the number of nodes:");

scanf("%d",&n);

printf("\nEnter corrdinates for each node\n");

for(i=1;i<=n;i++){

printf("Coodinate of node %d:",i);

scanf("%d %d",&nod[i].x,&nod[i].y);

nod[i].no=i;

}

printf("\n\nEnter the cost matrix\n");

for(i=1;i<=n;i++){

for(j=1;j<=n;j++){

scanf("%d",&cost[i][j]);

if(cost[i][j]==0)

cost[i][j]=infinite;

}

}

printf("\nEnter Source Matrix\n");

scanf("%d",&v);

printf("\nEnter Destination Matrix\n");

scanf("%d",&d);

dijiktras(n,v,cost,dist,path);

for(i=1;i<=n;i++){

if(i!=v)

printf("%d->%d,cost=%d,path=%d\n",v,i,dist[i],path[i]);

}

startAnimation(nod,cost,path,n,v,d);

getch();

}

**Output:**

**![cg1.PNG](data:image/png;base64,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)**