import numpy as np  
import pandas as pd  
import scipy  
import sklearn  
from sklearn import preprocessing  
from sklearn import neighbors  
from sklearn.model\_selection import train\_test\_split  
from sklearn import metrics  
import matplotlib.pyplot as plt

grade = pd.read\_csv("rp1.csv")  
grade.columns = ['SAT\_Score', 'HS\_GPA', 'FU\_GPA']

grade.head()

SAT\_Score HS\_GPA FU\_GPA  
0 1270 3.4 3.18  
1 1220 4.0 3.33  
2 1160 3.8 3.25  
3 950 3.8 2.42  
4 1070 4.0 2.63

grade.shape

(1000, 3)

X = grade.drop('FU\_GPA', axis=1).values  
y = grade['FU\_GPA'].values  
  
X1 = grade.drop(['HS\_GPA', 'FU\_GPA'], axis=1).values  
X2 = grade.drop(['SAT\_Score', 'FU\_GPA'], axis=1).values

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X,y,test\_size = 0.1, shuffle=False)  
X\_train1, X\_test1, y\_train1, y\_test1 = train\_test\_split(X1,y,test\_size = 0.1, shuffle=False)  
X\_train2, X\_test2, y\_train2, y\_test2 = train\_test\_split(X2,y,test\_size = 0.1, shuffle=False)

from sklearn.neural\_network import MLPRegressor  
reg = MLPRegressor(hidden\_layer\_sizes=(100,50,25), activation="identity", alpha=0.0001, batch\_size = 'auto',   
 learning\_rate = 'constant', learning\_rate\_init = 0.001, random\_state=1, max\_iter=2000).fit(X\_train, y\_train)  
reg1 = MLPRegressor(hidden\_layer\_sizes=(100,50,25), activation="identity", alpha=0.0001, batch\_size = 'auto',   
 learning\_rate = 'constant', learning\_rate\_init = 0.001, random\_state=1, max\_iter=2000).fit(X\_train1, y\_train1)  
reg2 = MLPRegressor(hidden\_layer\_sizes=(100,50,25), activation="identity", alpha=0.0001, batch\_size = 'auto',   
 learning\_rate = 'constant', learning\_rate\_init = 0.001, random\_state=1, max\_iter=2000).fit(X\_train2, y\_train1)

y\_test\_predict = reg.predict(X\_test)  
y\_test\_predict1 = reg1.predict(X\_test1)  
y\_test\_predict2 = reg2.predict(X\_test2)

plt.scatter(X\_test1, y\_test\_predict1, color='red')  
plt.show()  
plt.scatter(X\_test2, y\_test\_predict2, color='blue')  
plt.show

![](data:image/png;base64,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)

<function matplotlib.pyplot.show(close=None, block=None)>
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from sklearn.metrics import mean\_absolute\_error  
from sklearn.metrics import mean\_squared\_error  
from sklearn.metrics import mean\_squared\_log\_error  
from sklearn.metrics import median\_absolute\_error  
from sklearn.metrics import r2\_score

mean\_absolute\_error(y\_test, y\_test\_predict)

0.4451902839609075

mean\_squared\_error(y\_test, y\_test\_predict)

0.3098429871354448

mean\_squared\_log\_error(y\_test, y\_test\_predict)

0.028818519543335874

median\_absolute\_error(y\_test, y\_test\_predict)

0.35473933780599

r2\_score(y\_test, y\_test\_predict)

0.3111309635032664

from sklearn.model\_selection import GridSearchCV  
from sklearn.model\_selection import ShuffleSplit  
cv=ShuffleSplit(n\_splits=10, test\_size=0.1, random\_state=1)  
params = {'hidden\_layer\_sizes':[100,50,25], 'activation':['identity'], 'max\_iter':[2000], 'random\_state':[1],   
 'learning\_rate':['constant']}  
model = GridSearchCV(MLPRegressor(), params, cv=cv)  
model.fit(X\_test, y\_test\_predict)  
model.best\_params\_

{'activation': 'identity',  
 'hidden\_layer\_sizes': 50,  
 'learning\_rate': 'constant',  
 'max\_iter': 2000,  
 'random\_state': 1}