import numpy as np  
import pandas as pd  
import scipy  
import sklearn  
from sklearn import preprocessing  
from sklearn import neighbors  
from sklearn.model\_selection import train\_test\_split  
from sklearn import metrics  
import matplotlib.pyplot as plt

grade = pd.read\_csv("rp3.csv")  
grade.columns = ['SAT\_Score', 'FU\_GPA']

grade.head()

SAT\_Score FU\_GPA  
0 1270 3.18  
1 1220 3.33  
2 1160 3.25  
3 950 2.42  
4 1070 2.63

grade.shape

(1000, 2)

X = grade.drop('FU\_GPA', axis=1).values  
y = grade['FU\_GPA'].values

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X,y,test\_size = 0.1, shuffle=False)

from sklearn.neighbors import KNeighborsRegressor

KNR=KNeighborsRegressor(6)  
KNR.fit(X\_train, y\_train)

KNeighborsRegressor(n\_neighbors=6)

y\_test\_predict = KNR.predict(X\_test)

plt.scatter(X\_test, y\_test\_predict)  
plt.show()
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from sklearn.metrics import mean\_absolute\_error  
from sklearn.metrics import mean\_squared\_error  
from sklearn.metrics import mean\_squared\_log\_error  
from sklearn.metrics import median\_absolute\_error  
from sklearn.metrics import r2\_score

mean\_absolute\_error(y\_test, y\_test\_predict)

0.5535166666666668

mean\_squared\_error(y\_test, y\_test\_predict)

0.45257525

mean\_squared\_log\_error(y\_test, y\_test\_predict)

0.044353256750101135

median\_absolute\_error(y\_test, y\_test\_predict)

0.5549999999999999

r2\_score(y\_test, y\_test\_predict)

-0.006203429976239239

from sklearn.model\_selection import GridSearchCV  
params = {'n\_neighbors':[2,3,4,5,6,7,8,9]}

model = GridSearchCV(KNR, params, cv=5)

model.fit(X\_train, y\_train)   
model.best\_params\_

{'n\_neighbors': 9}

KNeighborsRegressor(n\_neighbors=9)