import numpy as np  
import pandas as pd  
import scipy  
import sklearn  
from sklearn import preprocessing  
from sklearn import neighbors  
from sklearn.model\_selection import train\_test\_split  
from sklearn import metrics  
import matplotlib.pyplot as plt

grade = pd.read\_csv("rp3.csv")  
grade.columns = ['SAT\_Score', 'FU\_GPA']

grade.head()

SAT\_Score FU\_GPA  
0 1270 3.18  
1 1220 3.33  
2 1160 3.25  
3 950 2.42  
4 1070 2.63

grade.shape

(1000, 2)

X = grade.drop('FU\_GPA', axis=1).values  
y = grade['FU\_GPA'].values

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X,y,test\_size = 0.1, shuffle=False)

from sklearn.neural\_network import MLPRegressor  
reg = MLPRegressor(hidden\_layer\_sizes=(100,50,25), activation="tanh", alpha=0.0001, batch\_size = 'auto',   
 learning\_rate = 'constant', learning\_rate\_init = 0.001, random\_state=1, max\_iter=2000).fit(X\_train, y\_train)

y\_test\_predict = reg.predict(X\_test)

plt.scatter(X\_test, y\_test\_predict)  
plt.show()

![](data:image/png;base64,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)

from sklearn.metrics import mean\_absolute\_error  
from sklearn.metrics import mean\_squared\_error  
from sklearn.metrics import mean\_squared\_log\_error  
from sklearn.metrics import median\_absolute\_error  
from sklearn.metrics import r2\_score

mean\_absolute\_error(y\_test, y\_test\_predict)

0.5375389751615097

mean\_squared\_error(y\_test, y\_test\_predict)

0.4472219095376819

mean\_squared\_log\_error(y\_test, y\_test\_predict)

0.04364777103246625

median\_absolute\_error(y\_test, y\_test\_predict)

0.47020508343779155

r2\_score(y\_test, y\_test\_predict)

0.005698567614249916

from sklearn.model\_selection import GridSearchCV  
from sklearn.model\_selection import ShuffleSplit  
cv=ShuffleSplit(n\_splits=10, test\_size=0.1, random\_state=1)  
params = {'hidden\_layer\_sizes':[100,50,25], 'activation':['tanh'], 'max\_iter':[2000], 'random\_state':[1],   
 'learning\_rate':['constant']}  
model = GridSearchCV(MLPRegressor(), params, cv=cv)  
model.fit(X\_test, y\_test\_predict)  
model.best\_params\_

{'activation': 'tanh',  
 'hidden\_layer\_sizes': 25,  
 'learning\_rate': 'constant',  
 'max\_iter': 2000,  
 'random\_state': 1}