Universidad de Guadalajara

CENTRO UNIVERSITARIO DE CIENCIAS EXACTAS E INGENIERÍA

![Universidad de Guadalajara - Wikipedia, la enciclopedia libre](data:image/png;base64,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)
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Ingeniería en Computación

**Descripción del proyecto.**

El proyecto que realizaremos es un solucionador de problemas con métodos numéricos, los temas propuestos son:

* Ecuaciones diferenciales ordinarias.
* Cálculo integral.
* Interpolación
* Ajuste de curva.

Para cada tipo de problema existirá la opción de cargar un ejemplo previamente definido o cargar información propia mediante entrada en consola.

Las opciones (por ahora) estarán definidas como:

* Bienvenida.
  + Mostrar Integrantes.
  + Mostrar datos del programa.
* Ejemplos.
  + Ejemplo ecuaciones diferenciales (información cargada de archivo).
  + Ejemplo cálculo integral (información cargada de archivo).
  + Ejemplo interpolación (información cargada de archivo).
  + Ejemplo de ajuste de curva (información cargada de archivo.)
* Solucionador:
  + Ecuaciones diferenciales ordinarias.
  + Cálculo integral y diferencial.
  + Interpolación y ajuste de curva.
  + Ajuste de curva
* Leer archivo ejercicio guardado anteriormente
  + Ecuaciones diferenciales ordinarias.
  + Cálculo integral y diferencial.
  + Interpolación y ajuste de curva.
  + Ajuste de curva

**Temas aplicados**

1. Listas
2. Cadenas y funciones de cadena
3. Ciclos for, while
4. Selectiva múltiple, simple
5. Tuplas
6. Operaciones con math y básicas
7. Funciones nativas (os).
8. Manejo de archivos
9. Validación de tipos de datos (cast)
10. Excepciones con try except
11. Funciones (con paso de parámetro, sin paso, con valores de retorno y con valores por default).
12. Entrada y salida de datos.
13. Formato de datos
14. Librería numpy
15. Separación de scripts en archivos y su importación

**CÓDIGO FUENTE**

menu.py (principal): Contiene los menús para el uso de todas las demás funciones dentro del archivo

"""

FUNDAMENTOS FILOSOFICOS DE LA COMPUTACION SECCION D07

NOMBRE DEL ALUMNO: Ismael Iván López Murillo   Código 220975903

NOMBRE DEL ALUMNO: Edgar Manuel Cabral Serpa   Código 217552864

NOMBRE DEL ALUMNO: María José Rangel Salmerón  Código 212557817

Maestro: Conrado Cruz Gomez

PROYECTO FINAL FUNDAMENTOS FILOSÓFICOS

FECHA. 27/NOVIEMBRE/2020

TEMAS APLICADOS:

            \*Listas

            \*Archivos

            \*Ciclos

            \*Selectiva

            \*Try - except

            \*Variables y tipos de dato (cast)

            \*Manejo de cadenas

            \*Funciones (con paso, sin paso, return, default...)

            \*Funciones de libreria

"""

import ajuste         #Ajute

import interpolar     #Interpolar

import integrar       #Integrales

import edo            #Ecuaciones

import os

"""

edo.cargarEjemplo()    ->Ejemplo

edo.nuevoEjercicio()   ->Solucionador

edo.leerEjercicio()    ->Leer ejercicio

"""

*def* mainMenu():

    opcion = "A"

    while opcion != "F":

        os.system("cls")

        print("Bienvenido")

        print("\tA: Integrantes")

        print("\tB: Datos del programa")

        print("\tC: Ejemplos")

        print("\tD: Solucionador")

        print("\tE: Cargar ejercicio desde archivo")

        print("\tF: Salir")

        opcion = *str*(input("Ingrese su eleccion: ")).upper()

        if opcion == "A":

            integrantes()

        elif opcion == "B":

            datos()

        elif opcion == "C":

            ejemplos()

        elif opcion == "D":

            solucionador()

        elif opcion == "E":

            ejercicio()

        elif opcion == "F":

            print("Gracias por usar este programa")

            return

        else:

            print("Seleccione una opcion valida")

        os.system("pause")

*def* ejemplos():

    while True:

        os.system("cls")

        print("EJEMPLOS")

        print("\tA: Ajuste de curva")

        print("\tB: Interpolar valor")

        print("\tC: Integrar numericamente")

        print("\tD: Ecuacion diferencial")

        print("\tE: Salir")

        opcion = *str*(input("Ingrese su eleccion: ")).upper()

        if opcion == "A":

            ajuste.cargarEjemplo()

        elif opcion == "B":

            interpolar.cargarEjemplo()

        elif opcion == "C":

             integrar.cargarEjemplo()

        elif opcion == "D":

            edo.cargarEjemplo()

        elif opcion == "E":

            return

        else:

            print("Seleccione una opcion valida")

        os.system("pause")

*def* integrantes():

    print("Los integrantes del equipo son: ")

    print("Ismael Iván López Murillo")

    print("Edgar Manuel Cabral Serpa")

    print("María José Rangel Salmerón")

*def* datos():

    print("Materia: Fundamentos Filosóficos de la Computación")

    print("Sección: D07")

    print("Profesor: Conrado Cruz Gomez")

    print("Proyecto Final")

    print("Fecha: 27/11/2020")

*def* solucionador():

    while True:

        os.system("cls")

        print("SOLUCIONADOR")

        print("\tA: Ajuste de curva")

        print("\tB: Interpolar valor")

        print("\tC: Integrar numericamente")

        print("\tD: Ecuacion diferencial")

        print("\tE: Salir")

        opcion = *str*(input("Ingrese su eleccion: ")).upper()

        try:

            if opcion == "A":

                ajuste.nuevoEjercicio()

            elif opcion == "B":

                interpolar.nuevoEjercicio()

            elif opcion == "C":

                integrar.nuevoEjercicio()

            elif opcion == "D":

                edo.nuevoEjercicio()

            elif opcion == "E":

                return

            else:

                print("Seleccione una opcion valida")

        except:

            print("La informacion proporcionada genero un error")

        os.system("pause")

*def* ejercicio():

    while True:

        os.system("cls")

        print("Cargar Ejercicios")

        print("\tA: Ajuste de curva")

        print("\tB: Interpolar valor")

        print("\tC: Integrar numericamente")

        print("\tD: Ecuacion diferencial")

        print("\tE: Salir")

        opcion = *str*(input("Ingrese su eleccion: ")).upper()

        if opcion == "A":

            ajuste.leerEjercicio()

        elif opcion == "B":

            interpolar.leerEjercicio()

        elif opcion == "C":

             integrar.leerEjercicio()

        elif opcion == "D":

            edo.leerEjercicio()

        elif opcion == "E":

            return

        else:

            print("Seleccione una opcion valida")

        os.system("pause")

if \_\_name\_\_ == "\_\_main\_\_":

    mainMenu()

validador.py

"""

Funciones para validar

tipos de entrada

"""

*def* requestInt(*message* = "Ingrese un valor entero: ",*warning*="Solo numeros enteros"):

    while True:

        n = input(message)

        try:

            n = *int*(n)

            if n > 1:

                return n

        except *ValueError*:

            print(warning)

*def* requestReal(*message* = "Ingrese el valor correspondiente", *warning*="Ingrese un numero real"):

    while True:

        n = input(message)

        try:

            n = *float*(n)

            return n

        except *ValueError*:

            print(warning)

*def* requestLimits(*message* = "Ingrese los limites de integracion", *warning* = "Ingrese un numero valido"):

    print(message)

    while True:

        a = input("Ingrese el limite inferior: ")

        try:

            a = *float*(a)

            break

        except *ValueError*:

            print(warning)

    while True:

        b = input("Ingrese el limite superior: ")

        try:

            b = *float*(b)

            if b > a:

                return [ a , b ]

        except *ValueError*:

            print(warning)

*def* requestEDO():

    while True:

        edo = input("Ingrese la ecuacion diferencial en terminos de \"x\" y \"y\": ")

        x = y = 0; x+=y   #Odio la warning xd

        try:

            eval(edo)

            return edo

        except:

            continue

archivos.py: Se encarga del manejo de los archivos, crea, solicita y devuelve archivos con un tipo de lectura específico y nombre.

"""

Clase encargada de regresar el contenido de un archivo en

especifico y de cargarlos en un archivo

"""

import os

*def* getRealPath(*filename*):

    directory = os.path.dirname(\_\_file\_\_) # directory of script

    return *r*'{}/archivos/'.format(directory) + filename + ".txt" # File to open

*def* getRealPathToSave(*filename*):

    directory = os.path.dirname(\_\_file\_\_) # directory of script

    return *r*'{}/archivos/saves/'.format(directory) + filename + ".txt" # File to open

*def* leerArchivo(*filename*):

    path = getRealPath(filename)

    file = open(path,"r")

    return file

*def* leerGuardado(*filename*):

    path = getRealPathToSave(filename)

    file = open(path,"r")

    return file

*def* guardarArchivo(*filename*):

    path = getRealPathToSave(filename)

    file = open(path,"w")

    return file

ajuste.py: Archivo encargado de manejar el ajuste de curva con el método de mínimos cuadrados

"""

Ajuste de curva por el metodo de minimos cuadrados

"""

import numpy as np

import validador

import archivos

epsilon = 4

*def* leerEjercicio():

    try:

        filename = input("Ingrese el nombre del archivo a cargar ejemplo: ")

        cargarEjemplo(filename,True)

    except:

        print("ARCHIVO INVALIDO")

*def* cargarEjemplo(*filename*="ajuste",*isSave*=False):

    if isSave:

        file = archivos.leerGuardado(filename)

    else:

        file = archivos.leerArchivo(filename)

    datos = file.read().split("\n")

    datos.pop()

    data = []

    for dato in datos:

        valores = dato.split("|")

        data.append([*float*(valores[0]) , *float*(valores[1])])

    calcular(data, len(data)-1)

    file.close()

*def* guardarEjercicio(*data*,*filename*):

    file = archivos.guardarArchivo(filename)

    for dato in data:

        file.write(*f*"{dato[0]}|{dato[1]}\n")

    file.close()

*def* nuevoEjercicio():

    print("\t\t\tMinimos cuadrados\t\t\t")

    n = validador.requestInt("Ingrese el numero de datos a ingresar: ")

    data = []

    for i in range(n):

        x = validador.requestReal(*f*"Ingrese el valor para x{i}: ")

        y = validador.requestReal(*f*"Ingrese el valor para f({x}): ")

        data.append([x,y])

    polinomios = validador.requestInt("Ingrese los polinomios a calcular: ")

    if polinomios > len(data) - 1 :

        print("Se haran los polinomios maximos si se excede")

        polinomios = len(data) - 1

    calcular(data,polinomios)

    save = input("Ingrese s o S si quiere guardar este ejercicio: ")

    if save == 'S' or save == 's':

        filename = input("Ingrese el nombre del archivo (sin extension): ")

        guardarEjercicio(data,filename)

*def* calcular(*data*,*polynomials*):

    print("\t\tMinimos cuadrados\n\n")

    print("Valores\n")

    for valor in data:

        print(*f*"x = {valor[0]} , y = {valor[1]}")

    print("")

    xSum = [0 for i in range(2\*polynomials)]

    xYSum = [0 for i in range(polynomials+1)]

    for i in range(polynomials\*2):

        xSum[i] = getSummatory(data,i+1)

    for i in range(polynomials+1):

        xYSum[i] = getSumXY(data,i)

    for i in range(len(xSum)):

        print(*f*"x^{i+1} = {xSum[i]}")

    for i in range(len(xYSum)):

        print(*f*"x^{i+1}y = {xYSum[i]}")

    print("\n\n")

    for i in range(polynomials):

        print(*f*"Solucion polinomio grado {i+1}")

        print("\*"\*10,"Sistema","\*"\*10)

        coefMatr = [0 for i in range(i+2)]

        coefSol = [0 for i in range(i+2)]

        for j in  range(i+2):

            coefEq = getEquation(i+1,j,xSum,len(data))

            coefMatr[j] = coefEq

            coefSol[j] = xYSum[j]

            print(*f*" = {xYSum[j]}")

        a = np.array(coefMatr)

        b = np.array(coefSol)

        x = np.linalg.solve(a, b)

        print("\*"\*10,"Soluciones","\*"\*10)

        for i in range(len(x)):

            print(*f*"a{i} = {round(x[i],epsilon)}")

        print("\*"\*10,"Ecuacion","\*"\*10)

        for i in range(len(x)):

            if i == 0:

                print(*f*"y = {round(x[i],epsilon)}",*end*='')

            else:

                print(*f*" + {round(x[i],epsilon)}x^{i}",*end*='')

        print("\n")

#Order -> Orden del polinomio

#n -> Numero de ecuacion

#xSum -> Coeficientes x^n

#data -> n (Si se requiere, solo para n=0)

*def* getEquation(*order*,*n*,*xSum*,*terms*):

    data = [0 for i in range(order+1)]  #Order 1 -> 2 terminos y asi

    for i in range(len(data)): #Se llena el array

        if i == 0 and n == 0:    #No podemos acceder a data[-1]

            data[0] = terms

        else:

            data[i] = round(xSum[n-1+i],epsilon)

        if i != 0:

            print(" + ",*end*='')

        print(*f*"{data[i]*:.4f*}a{i}",*end*='')

    return data

*def* getSumXY(*data*,*pow*):

    total = 0

    for i in range(len(data)):

        total += data[i][0]\*\*pow \*data[i][1]

    return round(total,epsilon)

*def* getSummatory(*data*,*pow*):

    total = 0

    for i in range(len(data)):

        total += data[i][0]\*\*pow

    return round(total,epsilon)

edo.py: Archivo encargado de manejar los problemas de valor inicial de ecuaciones diferenciales ordinarias con Runge-Kutta

"""

Solucionar de PVI usando metodo de Runge Kutta

"""

epsilon = 4

import validador

import archivos

*def* leerEjercicio():

    try:

        filename = input("Ingrese el nombre del archivo a cargar ejemplo: ")

        cargarEjemplo(filename,True)

    except:

        print("ARCHIVO INVALIDO")

*def* cargarEjemplo(*filename* = "edo",*isSave* = False):

    if isSave:

        file = archivos.leerGuardado(filename)

    else:

        file = archivos.leerArchivo(filename)

    datos = file.read().split("\n")

    edo = datos[0]

    x0 = *float*(datos[1])

    y0 = *float*(datos[2])

    xf = *float*(datos[3])

    n = *int*(datos[4])

    calcular(edo,x0,y0,xf,n)

    file.close()

*def* nuevoEjercicio():

    edo = validador.requestEDO()

    x0 = validador.requestReal("Ingrese el valor inicial de x (x0): ")

    y0 = validador.requestReal(*f*"Ingrese el valor de f({x0}): ")

    xf = validador.requestReal("Ingrese el valor de x a encontrar y (xf): ")

    n = validador.requestInt("Ingrese el numero de subintervalos a dividir: ")

    calcular(edo,x0,y0,xf,n)

    save = input("Ingrese s o S si quiere guardar este ejercicio: ")

    if save == 'S' or save == 's':

        filename = input("Ingrese el nombre del archivo (sin extension): ")

        guardarEjercicio(edo,x0,y0,xf,n,filename)

*def* guardarEjercicio(*edo*,*x0*,*y0*,*xf*,*n*,*filename*):

    file = archivos.guardarArchivo(filename)

    file.write(*f*"{edo}\n")

    file.write(*f*"{x0}\n")

    file.write(*f*"{y0}\n")

    file.write(*f*"{xf}\n")

    file.write(*f*"{n}\n")

    file.close()

*def* calcular(*edo*,*x0*,*y0*,*xf*,*n*):

    print("\t\tRunge-Kutta para E.D.O con P.V.I")

    h = round((xf-x0)/n,epsilon)

    print("EDO: ",edo)

    print(*f*"f({x0}) = {y0}")

    print(*f*"f({xf}) = ?\n")

    print(*f*"h = ({xf}-{x0})/{n}")

    print(*f*"h = {h}")

    xn = x0

    yn = y0         #Para empezar

    for i in range(n):

        print("\*"\*10,"Iteracion ",i+1,"\*"\*10)

        xi = round(xn,epsilon)

        yi = round(yn,epsilon)

        xn = xi + h

        print(*f*"x{i+1} = {xi} + {h} = {xn}")

        print(*f*"k1 = f({xi},{yi}) = ",*end*='')

        k1 = round(getFunction(edo,xi,yi),epsilon)

        print(*f*"{printFunction(edo,xi,yi)} = {k1}")

        print(*f*"k2 = f({xi} + {h}/2,{yi} + {h}\*{k1}/2) = ",*end*='')

        k2 = round(getFunction(edo,xi+h/2, yi+h\*k1/2),epsilon)

        print(*f*"{printFunction(edo,xi + h/2,yi+h\*k1/2)} = {k2}")

        print(*f*"k3 = f({xi} + {h}/2,{yi} + {h}\*{k2}/2) = ",*end*='')

        k3 = round(getFunction(edo,xi+h/2,yi + h\*k2/2),epsilon)

        print(*f*"{printFunction(edo,xi+h/2,yi + h\*k2/2)} = {k3}")

        print(*f*"k4 = f({xi} + {h},{yi} + {h}\*{k3}) = ",*end*='')

        k4 = round(getFunction(edo,xi+h, yi + h\*k3),epsilon)

        print(*f*"{printFunction(edo,xi + h, yi + h\*k3)} = {k4}")

        yn = yi + (h/6)\*(k1+2\*k2+2\*k3+k4)

        print(*f*"y{i+1} = {yi} + ({h}/6)({k1}+2({k2})+2({k3})+{k4}) = {yn*:.4f*}")

*def* printFunction(*edo*,*x*,*y*):

    nuevaFuncion = edo

    nuevaFuncion = nuevaFuncion.replace("x","{x}")

    nuevaFuncion = nuevaFuncion.replace("y","{y}")

    nuevaFuncion = *f*"f\"{nuevaFuncion}\""

    return eval(nuevaFuncion)

*def* getFunction(*edo*,*x*,*y*):

    return eval(edo)

integral.py: Archivo encargado de manejar la integral con el método de Newton Cotes

"""

Formulas de integracion con Newton Cotes

"""

epsilon = 4

import math

import archivos

import validador

*def* leerEjercicio():

    try:

        filename = input("Ingrese el nombre del archivo a cargar ejemplo: ")

        cargarEjemplo(filename,True)

    except:

        print("ARCHIVO INVALIDO")

*def* cargarEjemplo(*filename*="integrar",*isSave*=False):

    if isSave:

        file = archivos.leerGuardado(filename)

    else:

        file = archivos.leerArchivo("integrar")

    datos = file.read().split("\n")

    datos.pop()

    headers = datos[0].split("|")

    a = *float*(headers[0])

    b = *float*(headers[1])

    n = *int*(headers[2])

    data = []

    for i in range(1,len(datos)):

        data.append(*float*(datos[i]))

    calcular(a,b,n,data)

    file.close()

*def* guardarEjercicio(*a*,*b*,*h*,*data*,*filename*):

    file = archivos.guardarArchivo(filename)

    file.write(*f*"{a}|{b}|{h}\n")

    for dato in data:

        file.write(*f*"{dato}\n")

    file.close()

*def* nuevoEjercicio():

    limits = validador.requestLimits("Ingrese los limites de integracion: ")

    n = validador.requestInt("Ingrese cuantos subintervalos tiene: ")

    fun = input("Ingrese la funcion a tabular en terminos de x y sintaxis python: ")

    h = (limits[0] - limits[1])/n

    data = []

    if fun == "":

        for i in range(n+1):

            x = limits[0] + h\*i

            y = validador.requestReal(*f*"Ingrese el valor para f{x}: ")

            data.append(y)

    else:

        try:

            x = 1

            eval(fun)

            for i in range(n+1):

                x = limits[0] + h\*i

                y = eval(fun)

                data.append(y)

        except:

            print("La funcion no es valida")

            return

    calcular(limits[0],limits[1],n,data)

    save = input("Ingrese s o S si quiere guardar este ejercicio: ")

    if save == 'S' or save == 's':

        filename = input("Ingrese el nombre del archivo (sin extension): ")

        guardarEjercicio(limits[0],limits[1],n,data,filename)

*def* calcular(*a*,*b*,*n*,*data*):

    print("\t\tNewton Cotes\n\n")

    h = (b-a)/n

    for i in range(len(data)):

        x = a + h\*i

        y = data[i]

        print(*f*"x = {x} , y = {y}")

    print("\n","\*"\*10,"Trapecio compuesto","\*"\*10)

    getCompositeTrapeze(data,h)

    print("\*"\*10,"Simpson 1/3 compuesto","\*"\*10)

    getSimpson1over3(data,h)

    print("\*"\*10,"Simpson 3/8 compuesto","\*"\*10)

    getSimpson3over8(data,h)

*def* getCompositeTrapeze(*data*,*h*):

    total = data[0]

    print(*f*"{h}/2({data[0]} + 2(",*end*='')

    for i in range(1,len(data)-1):

        if i!= 1:

            print(" + ",*end*='')

        print(data[i],*end*='')

        total += 2\*data[i]

    print(*f*") + {data[len(data)-1]}) = ",*end*='')

    total += data[len(data)-1]

    total = round(total\*h/2,epsilon)

    print(total)

    return total

*def* getSimpson1over3(*data*,*h*):

    total = data[0]

    n = len(data)

    print(*f*"{h}/3({data[0]} + 4(",*end*='')

    for i in range(1,n-1,2):

        if i != 1:

            print(" + ",*end*='')

        print(data[i],*end*='')

        total += 4\*data[i]

    print(") + 2(",*end*='')

    for i in range(2,n-1,2):

        if i != 2:

            print(" + ",*end*='')

        print(data[i],*end*='')

        total += 2\*data[i]

    print(*f*") + {data[n-1]}) = ",*end*='')

    total += data[n-1]

    total = round(total\*h/3,epsilon)

    print(total)

    return total

*def* getSimpson3over8(*data*,*h*):

    n = len(data)

    total = data[0]

    print(*f*"3\*{h}/8({data[0]} + 3(",*end*='')

    for i in range(1,n-1):

        if i % 3 != 0:

            if i != 1:

                print(" + ",*end*='')

            print(data[i],*end*='')

            total += 3\*data[i]

    print(") + 2(",*end*='')

    for i in range(1,n-3):

        if i\*3 < n:

            if i != 1:

                print(" + ",*end*='')

            print(data[i\*3],*end*='')

            total += 2\*data[i\*3]

    print(*f*") + {data[n-1]}) = ",*end*='')

    total += data[n-1]

    total = round(3/8\*total\*h,epsilon)

    print(total)

    return total

interpolar.py: Archivo encargado del método de interpolación con diferencias finitas.

“””

INTERPOLACION MEDIANTE EL USO

DE DIFERENCIAS FINITAS

“””

import validador

import archivos

delant = 4

*def* leerEjercicio():

    try:

        filename = input(“Ingrese el nombre del archivo a cargar ejemplo: “)

        cargarEjemplo(filename,True)

    except:

        print(“ARCHIVO INVALIDO”)

*def* cargarEjemplo(*filename*=”interpolar”,*isSave*=False):

    if isSave:

        file = archivos.leerGuardado(filename)

    else:

        file = archivos.leerArchivo(filename)

    text = file.read().split(“\n”)

    text.pop()

    value = *float*(text[0])

    data = []

    for I in range(1,len(text)):

        vals = text[i].split(“|”)

        data.append( [*float*(vals[0]), *float*(vals[1])])

    calcular(data,value)

    file.close()

*def* nuevoEjercicio():

    n = validador.requestInt(“Ingrese el numero de datos a ingresar: “)

    data = []

    for I in range(n):

        val = []

        x = validador.requestReal(*f*”Ingrese el valor para x{i}: “)

        y = validador.requestReal(*f*”Ingrese el valor para f(x{i}): “)

        val.append(x)

        val.append(y)

        data.append(val)

    value = validador.requestReal(“Ingrese el punto a interpolar: “)

    calcular(data,value)

    del = input(“Ingrese \”S\” si quiere guardar este ejercicio: “)

    if save == ‘S’ or save == ‘s’:

        filename = input(“Ingrese el nombre del archivo (sin delante): “)

        guardarEjercicio(value,data,filename)

*def* guardarEjercicio(*value*,*data*,*filename*):

    file = archivos.guardarArchivo(filename)

    file.write(*str*(value)+”\n”)

    for dato in data:

        file.write(*f*”{dato[0]}|{dato[1]}\n”)

    file.close()

*def* calcular(*data*, *value*):

    print(“\t\tDiferencias finitas\n\n”)

    print(“Datos: “)

    for valor in data:

        print(*f*”x = {valor[0]} , y = {valor[1]}”)

    print(*f*”Valor a interpolar: {value}\n\n”)

    dif = getFiniteDifferences(data)

    n = len(data)

    offset = findOffest(data,value)

    print(offset)

    forward = findDirecion(data,offset)

    if forward:

        polynomials = n – 1 – offset

    else:

        offset += 1

        polynomials = offset

    s = getS(data,value,offset,forward)

    for I in range(polynomials):

        total = data[offset][1]

        print(*f*”{total} + “, *end* = ‘’)

        for j in range(i+1):

            if j != 0:

                print(“ + “,*end*=’’)

            total += getMultiplers(s,j,forward) \* getDif(dif,offset,j,forward) / factorial(j+1)

        total = round(total,epsilon)

        print(*f*” = {total*:.4f*}”)

*def* getDif(*dif*,*offset*,*j*,*forward*):

    if forward:

        A = dif[offset][j+1]

    else:

        A = dif[offset-j-1][j+1]

    print(“(%.4f)”%A,*end*=’’)

    return A

*def* factorial(*n*):

    t = 1

    for I in range(1,n+1):

        t \*= i

    print(*f*”/{n}!”,*end*=’’)

    return t

*def* getMultiplers(*s*,*n*,*direction*):

    t = s

    print(“%.4f”%s,*end*=’’)

    for I in range(1,n+1):

        if direction:

            t \*= (s-i)

            print(“(%.4f - %d)”%(s,i),*end*=’’)

        else:

            t \*= (s+i)

            print(“(%.4f + %d)”%(s,i),*end*=’’)

    return t

*def* getS(*data*,*value*,*off*,*direction*):

    if direction: #Dependiendo si es hacia adelante o hacia atrás

        h = abs(data[off][0] – data[off+1][0])

        print(*f*”s = ({value} – {data[off][0]})/{h} = “,*end*=’’)

        s = (value – data[off][0])/(h)

    else:

        h = abs(data[off][0] – data[off+1][0])

        print(*f*”s = ({data[off][0]} – {value})/{h} = “,*end*=’’)

        s = (data[off][0] – value)/(h)

    print(s,*end*=’\n\n’)

    return round(s,epsilon)

*def* getFiniteDifferences(*data*):

    n = len(data)

    dif = [[0 for I in range(n)] for j in range(n)]

    for i in range(len(dif)): #Llenar con ceros para valores no definidos

        for j in range(len(dif[0])):

            dif[i][j] = 0

    for I in range(n):  #Primera columna es y

        dif[i][0] = data[i][1]

    for i in range(n):   #Repetir n-1 porque ya tenemos a0

        diff = i+1 #Primera delante necesitamos n-1, delant n-2 y así y así

        for j in range(n-diff):

            print(*f*”{dif[j+1][i]*:.4f*} – {dif[j][i]*:.4f*}”)

            ak =  round(dif[j+1][i] – dif[j][i],epsilon)

            print(“Δ^%d [%d] = %.4f\n”%(i+1,j,ak))

            dif[j][i+1] = ak

    printMatrix(dif) #Imprimir la matriz resultante

    return dif

*def* findOffest(*data*, *value*):

    n = len(data)

    for I in range(n-1):

        if data[i][0] < value and data[i+1][0] > value:

            return I

    if data[0][0] > value:

        return 0

    else:

        return n-1

*def* findDirecion(*data*,*offset*):

    if offset < len(data) // 2:

        print(“\t\tHacia delante\n\n”)

        return True

    else:

        print(“\t\tHacia atras\n\n”)

        return False

*def* printMatrix(*data*):

    for I in range(len(data)):

        for j in range(len(data[0])):

            print(“%f”%data[i][j],*end*=’\t’)

        print(“\n”)

**Conclusión**

Aunque tenía experiencia con la programación en general, cuando entré al curso no tenía ni la más mínima idea sobre Python.

Lo había manejado para alguna clase anteriormente, sin embargo, hice cosas muy específicas que realmente no necesitaban de que yo pensara en lo que estaba escribiendo, solamente en hacer y repetir código, así que podía decir que mi base de Python no era sólida.

Es por ello por lo que me agradó mucho que una clase que iba a llevar se enfocara en aprender Python totalmente desde cero, porque ya más adelante ningún maestro se va a tomar el tiempo de enseñar desde cero ningún lenguaje, y Python es uno de los más utilizados actualmente, así que me encantó la idea de cursar esta materia.

Al inicio aprendí lo fundamental y esto me sirvió para empezar a comprender todo lo que no entendía del lenguaje, que, por más sencillo que sea, nunca me había dado el tiempo de aprenderlo ni investigarlo.

Con lo fundamental como entrada, salida, condicionales, sintaxis y funciones me bastó para animarme a hacer más cosas en otras materias o cuando quería hacer pruebas de alguna cosa.

Poco a poco dejé de quedarme solamente con el conocimiento en la clase y empecé a buscar por mi cuenta, usé este lenguaje para resolver problemas de mi materia de seminario de métodos matemáticos III, es por esta razón que tuvimos la idea de hacer un formulario de métodos numéricos que se encargue de resolver este tipo de problemáticas.

Y realmente Python te da todas las herramientas para este tipo de problemas, y es tan sencillo y flexible que no se nos complicó demasiado importar un algoritmo a un lenguaje.

Referente a lo aprendido fuera de clase y que se aplicó en el proyecto, como lo fueron archivos o la librería numpy, estas funciones son muy sencillas, realmente hay mucha documentación en internet y creo que todo esto lo hace más ameno al momento de programarlo.

Trabajar en equipo fue un alivio, ya que pudimos dividirnos el trabajo y aprendimos mucho unos de otros.

Una materia en la que aprendí mucho y creo que pude sacarle mucho potencial una vez teniendo una base sólida en el tema. Se complicó muy poco en general.
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