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### Ex : 1 BASIC COMMANDS IN LINUX

**Objectives:**

To study of general purpose Linux Commands.

**Learning Outcomes:**

After the completion of this experiment, student will be able to

* Understand the basic use of the Linux Command.
* Be able to use basic linux commands including man, ls, cd, cp, rm, pwd, and mkdir

**GENERAL PURPOSE COMMANDS**

## WHO COMMAND:

**DESCRIPTION:**

This command is used to get information about all the users who are currently logged into the system.

## SYNTAX:

$who

## OUTPUT:

iicsea55 pts/12 2009-02-19 10:10 (192.168.1.66)

iicsea58 pts/8 2009-02-19 10:10 (192.168.1.49)

## DATE COMMAND:

**DESCRIPTION:**

This command tells the Linux system to display the current Date Month Year Time.

## SYNTAX:

### $date OUTPUT:

Thu Feb 19 10:43:29 IST 2009

## CALENDAR COMMAND:

**DESCRIPTION:**

This command tells the Linux system to display the calendar for current month.

## SYNTAX:

### $cal OUTPUT:

February 2009

Su Mo Tu We Th Fr Sa 1 2 3 4 5 6 7

8 9 10 11 12 13 14

15 16 17 18 19 20 21

22 23 24 25 26 27 28

## CALENDAR OPTION COMMAND:

**DESCRIPTION:**

This command tells the Linux system to display the calendar for current year.

## SYNTAX:

### $cal (year) OUTPUT:

2000

|  |  |  |
| --- | --- | --- |
| January | February | March |
| Su Mo Tu We Th Fr Sa | Su Mo Tu We Th Fr Sa | Su Mo Tu We Th Fr Sa |
| 1 | 1 2 3 4 5 | 1 2 3 4 |
| 2 3 4 5 6 7 8 | 6 7 8 9 10 11 12 | 5 6 7 8 9 10 11 |
| 9 10 11 12 13 14 15 | 13 14 15 16 17 18 19 | 12 13 14 15 16 17 18 |
| 16 17 18 19 20 21 22 | 20 21 22 23 24 25 26 | 19 20 21 22 23 24 25 |
| 23 24 25 26 27 28 29 | 27 28 29 | 26 27 28 29 30 31 |
| 30 31  **….** |  |  |
| **5. ECHO COMMAND:** |  |  |

## DESCRIPTION:

This command is used to display the sentence or string given by us.

## SYNTAX:

$echo (string)

## OUTPUT:

God is Great

## MAN COMMAND:

**DESCRIPTION:**

This command is used to get the complete details for given command.

## SYNTAX:

### $man (command) OUTPUT:

CAL(1) BSD General Commands Manual CAL(1) NAME

cal - displays a calendar SYNOPSIS

cal [-smjy13] [[month] year] DESCRIPTION

Cal displays a simple calendar. If arguments are not specified, the cur- rent month is displayed. The options are as follows:

## CLEAR COMMAND:

**DESCRIPTION:**

This command is used to clear the screen.

## SYNTAX:

### $clear OUTPUT:

The screen is cleared.

## WHO AM I COMMAND:

This command gives information about current users

## SYTNAX:

$who am I

## OUTPUT:

Student pts/1 feb 25 14:28(192.168.0.1555)

## PWD COMMAND:

**DESCRIPTION:**

This command is used to show the current working directory

## SYTNAX:

$pwd

## OUTPUT:

**/home/student**

## BC COMMAND:

**DESCRIPTION:**

This command is used to perform basic calculation

## SYTNAX:

$bc

## OUTPUT:

25+65

90

## LIST COMMAND DESCRIPTION:

This command is used to give the list of files in a particular directory.

## SYTNAX:

$ls (dir name)

## OUTPUT:

File1 file2 today

## COMMAND: TEE

**DESCRIPTION:**

It is used to read the contents from standard input or from output of another command and reproduces the output to both in standard output and direct into output to one or more files. **SYNTAX: tee [options] <file name >**

## OUTPUT :

$ date | tee dat.txt

## COMMAND: UNAME DESCRIPTION:

It is used to display the details about the OS in which we are working.- n for node name

## SYNTAX:

uname [options]

## OUTPUT:

$ uname –n

administrator –Lenovo-$s510

**DIRECTORY MANIPULATION COMMAND**

## MAKEDIR COMMAND DESCRIPTION:

This command is used to create a new directory

## SYTNAX:

$mkdir (dir)

## OUTPUT

Required directory is created.

## RMDIR COMMAND DESCRIPTION:

This command is used for deleting a directory.

## OPTIONS:

-i require a conformation for deletion

-r delete a directory without conformation

## SYTNAX:

$rmdir (option) (dir)

## OUTPUT:

Given directory is removed.

## CD COMMAND: DESCRIPTION:

This command is used to change the directory .

## SYTNAX:

$cd (dir)

## OUTPUT:

[iicsea19@localhost tariq ~]$

Current working directory is changed.

**FILE MANIPULATION COMMANDS**

## CAT COMMAND:

**DESCRIPTION:**

This command is used for creating and displaying the content of the file.

## SYNTAX:

**OUTPUT:**

1. create: $cat>(file name)
2. display: $cat (file name)

[student@cse ~]$ cat>India I love my India.

## MORE COMMAND:

**DESCRIPTION:**

This command is used to display the content of the file one screen at a time

## SYNTAX:

$more filename

## OUTPUT:

$ more Vicky Operation is performed

## WC COMMAND:

**DESCRIPTION:**

This will print number of lines, words, characters in a file.

## SYNTAX:

$ wc (file name)

## OPTIONS:

l - line w - word

c –character

## OUTPUT:

$ wc –l Vicky 2 vicky

$ wc –w Vicky

8 vicky

$ wc –w Vicky 49 vicky

## MV COMMAND:

**DESCRIPTION:**

The command is used to move a file within a directory with different file name

## SYNTAX:

$ mv (file name1) (file name2)

## OUTPUT:

$mv raja tar

The file is renamed.

## SPELL COMMAND:

**DESCRIPTION:**

It is used to find spelling errors in a file and display them as standard output in alphabetical order

## SYNTAX:

### $spell (file name) OUTPUT:

$spell raja cd ppell.

**FILE COMPARISON COMMANDS**

## COPY COMMAND: DESCRIPTION:

Used to copy one or more files.

## SYNTAX:

$cp (file name 1) (file name 2)

## OUTPUT:

$cp raja vicky

The same file is copied with different name

## CMP COMMAND:

**DESCRIPTION:**

This command is used to compare two file and generate the first difference.

## SYNTAX:

$cmp (file1) (file2)

## OUTPUT:

$cmp s sad It there

## COMM COMMAND:

**DESCRIPTION:**

This is used for comparing 2 files line by line & generates the common items.

## SYNTAX:

$comm (file name 1) (file name 2)

## OUTPUT:

$ comm S3 s5

Vicky Antonio bendaras

**FILTER COMMANDS**

## HEAD COMMAND DESCRIPTION:

This command is used to display the first ten lines of the file without option.

## SYNTAX:

$head (filename)

## OUTPUT:

First ten lines of the file are displayed.

## TAIL COMMAND DESCRIPTION:

This command is used to display the last ten lines of the file without option.

## SYNTAX:

$tail (file name)

## OUTPUT:

Last ten lines of the file are displayed**.**

## PASTE COMMAND DESCRIPTION:

This command is used to paste one or more files as vertically and displays the result in standard output.

## SYNTAX:

$paste (file1) (file2)

## OUTPUT:

Hi I am Tariq Hi My Name is Tariq

**FILE PERMISSION COMMANDS**

## CHMOD COMMAND DESCRIPTION:

This is used to alter the access permission for owner, group, user or others.

SYNTAX:

$chmod (option) filename

## OPTION:

4- read

2- write

1- execute

0- no permission

## OUTPUT:

[student@localhost~] chmod 4 sam

---r---w---x---sam

**COMMUNICATION COMMANDS**

## MAIL COMMAND:

**DESCRIPTION:**

This command is an interactive message processing system in which you send and receive electronically.

## SYNTAX:

$ mail (user name)

## OUTPUT:

Subject: hai !!! how are you …

## WRITE COMMAND:

**DESCRIPTION:**

This command is used to communicate with the users who are currently working the operating system.

## SYNTAX:

$ write user name

## OUTPUT:

Message from student @ local host local domain on pts 10 at 12:04

## WALL COMMAND:

**DESCRIPTION:**

This command used to broadcast by a message by super user to the entire user currently logged in.

## SYNTAX:

$ wall message

## OUTPUT:

Broad cast message from student (pts/0) ( thu feb 26 12:06:30:2009)

## MESSAGE COMMAND:

**DESCRIPTION:**

This command is used to permit or deny message coming from the other user write to talk commands.

## SYNTAX:

$mesg y/n

## OUTPUT:

Message is accepted.

## COMMAND:SSH DESCRIPTION:

Program for logging into a remote machine and for executing commands on a remote machine.

## SYNTAX:

ssh [options] [user]@hostname

## EXAMPLE:

ssh ¬X [guest@10.105.11.20](mailto:guest@10.105.11.20)

## COMMAND:SCP DESCRIPTION:

Secure copy (remote file copy program) -copies files between hosts on a network

## SYNTAX:

scp [options] [[user]@host1:file1] [[user]@host2:file2]

## EXAMPLE:

scp file1.txt guest@10.105.11.20:~/Desktop/

**ARCHIVAL FILE COMMANDS**

**Command : tar**

**Purpose : to archive a file Syntax:tar [OPTION] DEST SOURCE**

**Example : tar ¬cvf /home/archive.tar /home/original tar ¬xvf /home/archive.tar**

**Command : Zip**

**Purpose : package and compress (archive) files Syntax:zip [OPTION] DEST SOURSE**

**Example : zip original.zip original**

**Command : unzip**

**Purpose : list, test and extract compressed files in a ZIP archive Syntax:unzip filename**

**Example : unzip original.zip**

**Command : fdisk**

**Purpose : partition manipulator Syntax:sudo fdisk name**

**Example : sudo fdisk ¬l**

**Command : mount**

**Purpose : mount a file system Syntax:mount ¬t type device dir**

**Example : mount /dev/sda5 /media/target**

**Command : Umount**

**Purpose : unmount file systems Syntax:umount [OPTIONS] dir | device... Example : umount /media/target**

**Command : du**

**Purpose : estimate file space usage Syntax: df [OPTION]... [FILE]...**

**Example : df**

**Command : Quota**

**Purpose : display disk usage and limits Syntax:quota [OPTION]**

**Example : quota –v**

**NETWORK COMMANDS**

### ping DESCRIPTION:

It sends packets of information to the user-defined source. If the packets are received, the destination device sends packets back. Ping can be used for two purposes

1. To ensure that a network connection can be established.
2. Timing information as to the speed of the connection.

**Syntax:**ping link name

Example : pink website address

### ifconfig DESCRIPTION:

View network configuration, it displays the current network adapter configuration. It is handy to determine if you are getting transmit (TX) or receive (RX) errors.

**syntax** : ifconfig Example : ifconfig

### netstat DESCRIPTION:

Most useful and very versatile for finding a connection to and from the host. You can

find out all the multicast groups (network) subscribed by this host by issuing

**Syntax**:netstat -g

Example : netstat-t,netstat-u

### telnet DESCRIPTION:

Connects destination host via the telnet protocol, if telnet connection establishes on any port means connectivity between two hosts is working fine.

**Syntax**:telnet hostname port Example : telnet hostname port

### 5 Quota DESCRIPTION:

Display disk usage and limits

**Syntax**:quota [OPTION] Example : quota -v

**PROCESS COMMANDS**

## PS COMMAND:

**DESCRIPTION:**

This Command is used to tell the detail about actual process running in the

system.

## SYNTAX:

$ps (option)

## OPTIONS:

1. –f

OUTPUT:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| UID | PID | PPID | C | STIME | TIMECMD |
| Student | 2834 | 2831 | 0 | 10:13 | 00:00:00 bash |
| Student | 2884 | 2871 | 0 | 10:13 | 00:00:00 bash |

## SLEEP COMMAND:

**DESCRIPTION:**

This command is used to suspend the execution of the system for an individual time

## SYNTAX:

$sleep (time)

## OUTPUT:

$ sleep 5

Operation is performed

## KILL COMMAND:

**DESCRIPTION:**

This is used to terminate the process.

## SYNTAX:

$kill (processed)

## OUTPUT:

$ kill 89

Operation is performed.

## AT COMMAND:

**DESCRIPTION:**

It is used to schedule the jobs for later execution at the specified time.

## SYNTAX:

$at (time)

## OUTPUT:

$ at 10:00

Job 1 at FRI mar 06 10:00:00 2009

**Viva Questions**

* 1. I want to create a directory such that anyone in the group can create a file and access any person‟s file in it but none should be able to delete a file other than the one created by himself.
  2. Given a file find the count of lines containing word “ABC”.
  3. How will you find the total disk space used by a specific user?
  4. Write a command sequence to find all the files modified in less than 2 days and print the record count of each.
  5. How can we find the process name from its process id?
  6. What is CLI & GUI?
  7. What is the pwd command?
  8. What are the kinds of permissions under Linux?
  9. What are the different modes when using vi editor?
  10. How do you terminate an ongoing process?

## RESULT:

Thus the Basic Linux commands are Executed and the output is obtained successfully**.**

### Ex : 2 SHELL PROGRAMMING

**Objectives:**

To implement Shell programming using Command syntax, Substitutions, Expansion, Simple functions, Patterns and Loops.

### Learning Outcomes:

After the completion of the experiment, Student will be able to

* Understand the basic Commands in shell.
* Write simple functions, loops, Patterns, Expansions, Substitutions.

### Problem Statement:

The program in shell scripting language to find,

* Greatest of three numbers
* Factorial of N Numbers.
* Sum of N numbers.
* Odd or Even Number.
* Fibonacci Series
* Multiplication Table.
* Swapping of Two Numbers.
* File manipulation.
* Palindrome or not
* Positive or negative number.
* Prime number or not.
* Area of different shapes.

### Algorithm:

**Greatest of three numbers:**

* Start the program.
* Enter any three numbers.
* It will check the condition $a -gt $b -a $a -gt $c.
* If a is greater than print a is greater.
* If b is not greater then compare b and c.
* If b is greater than c print b is greater.
* Else print c is greater.
* Stop the program.
* Execute the program.

### Execution of the Program:

**$ sh filename.sh**// Executing the program

### Sample Coding:

**// Greatest among 3 numbers**

echo Enter 3 numbers with spaces in between read a b c

l=$a

if [ $b -gt $l ] then

l=$b fi

if [ $c -gt $l ] then

l=$c fi

echo Largest of $a $b $c is $l

### Sample Output:

Enter 3 numbers with spaces in between 3 8 5

Largest of 3 8 5 is 8

### Test cases:

Enter Numbers in different ranges.

Include choices for executing the many concepts in one program

### Sample Coding:

**// Factorial**

echo "enter the number" read n

fact=1 i=1

while [ $i -le $n ] do

fact=`expr $i \\* $fact` i=`expr $i + 1`

done

echo "the factorial number of $ni is $fact

### Sample Output:

Enter the number : 4

The factorial of 4 is 24.

### Pre lab Questions:

1. How do you find out what‟s your shell? - echo $SHELL
2. How do you refer to the arguments passed to a shell script? - $1, $2 and so on. $0 is your script name.
3. What‟s the conditional statement in shell scripting? - if {condition} then … fi
4. What is the use of break command?
5. What is the use of continue command in shell scripting?
6. Tell me the Syntax of “Case statement” in Linux shell scripting?
7. What is the basic syntax of while loop in shell scripting?
8. How to make a shell script executable?
9. What is the use of “#!/bin/bash” ?
10. What is the syntax of for loop in shell script?
11. How to debug a shell script?
12. How compare the strings in shell script?
13. What are the Special Variables set by Bourne shell for command line arguments?
14. How to test files in a shell script?
15. How to perform arithmetic operation?
16. Write the Basic Syntax of do-while statement?
17. How to define functions in shell scripting?
18. How to use bc (bash calculator) in a shell script?

## RESULT:

Thus the implementation of shell program using Command syntax, Substitutions, Expansion, Simple functions, Patterns and Loops was implemented successfully.

## EX.NO:3 IMPLEMENTATION OF UNIX SYSTEM CALLS.

### Objectives:

To write a program for implementing Process system calls, Input- Output system calls of UNIX operating system:

fork(),exec(),getpid(),exit(),wait(), Open(), Create(), Read(), Write().

### Learning Outcomes:

After the completion of this experiment, student will be able to

* 1. To familiarize you with the process system calls, input output system calls in unix.
  2. Create a new process called child process
  3. Both the child and parent continue to execute the instructions following fork call.
  4. The child can start execution before the parent or vice-versa.

### Problem Statement:

A program to implement the following system calls

* + - fork()
    - exec()
    - wait()
    - exit()
* Open()
* Create().
* Read()
* Write()

### Algorithm:

**Fork()**

1. Declare a variable x to be shared by both child and parent.
2. Create a child process using fork system call.
3. If return value is -1 then
   1. Print "Process creation unsuccessful"
   2. Terminate using exit system call.
4. If return value is 0 then
   1. Print "Child process"
   2. Print process id of the child using getpid system call
   3. Print value of x
   4. Print process id of the parent using getppid system call
5. Otherwise
   1. Print "Parent process"
   2. Print process id of the parent using getpid system call
   3. Print value of x
   4. Print process id of the shell using getppid system call.
6. Stop

### Create()

1. Declare a character buffer buf to store 100 bytes.
2. Get the new filename as command line argument.
3. Create a file with the given name using open system call with O\_CREAT and O\_TRUNC options.
4. Check the file descriptor.
   1. If file creation is unsuccessful, then stop.
5. Get input from the console until user types Ctrl+D
   1. Read 100 bytes (max.) from console and store onto buf using read system call
   2. Write length of buf onto file using write system call.
6. Close the file using close system call.
7. Stop

### Read():

1. Declare a character buffer buf to store 100 bytes.
2. Get existing filename as command line argument.
3. pen the file for reading using open system call with O\_RDONLY option.
4. Check the file descriptor.
   1. If file does not exist, then stop.
5. Read until end-of-file using read system call.
   1. Read 100 bytes (max.) from file and print it
6. Close the file using close system call.
7. Stop

### Write():

1. Declare a character buffer buf to store 100 bytes.
2. Get exisiting filename as command line argument.
3. Create a file with the given name using open system call with O\_APPEND option.
4. Check the file descriptor.
   1. If value is negative, then stop.
5. Get input from the console until user types Ctrl+D
   1. Read 100 bytes (max.) from console and store onto buf using read system call
   2. Write length of buf onto file using write system call.
6. Close the file using close system call.
7. Stop

### Sample Program :

**Create()**

fd = open(argv[1], O\_WRONLY|O\_CREAT|O\_TRUNC, 0644); if(fd < 0)

{

printf("File creation problem\n"); exit(-1);

}

printf("Press Ctrl+D at end in a new line:\n"); while((n = read(0, buf, sizeof(buf))) > 0)

{

len = strlen(buf); write(fd, buf, len);

}

Close(fd);

}

### Read()

fd = open(argv[1], O\_RDONLY); if(fd == -1)

{

printf("%s file does not exist\n", argv[1]);

exit(-1);

}

printf("Contents of the file %s is : \n",argv[1]); while(read(fd, buf, sizeof(buf)) > 0) printf("%s", buf);

close(fd);

}

### Write()

fd = open(argv[1], O\_APPEND|O\_WRONLY|O\_CREAT,0644); if (fd < 0)

{

perror(argv[1]);

exit(-1);

}

while((n = read(0, buf, sizeof(buf))) > 0)

{

len = strlen(buf); write(fd, buf, len);

}

close(fd);

}

### Execution of the Program:

**$ cc fork.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding:

/\* C program to illustrate use of fork () & exec () system call \*/

#include <stdio.h> #include <sys/types.h> #include <unistd.h> #include <stdlib.h> #include <errno.h> #include <sys/wait.h>

int main()

{

pid\_t pid; int ret = 1; int status; pid = fork();

if (pid == -1) // pid == -1 means error occured

{

printf("can't fork, error occured\n"); exit(EXIT\_FAILURE);

}

else if (pid == 0) // pid == 0 means child process created

{

printf("child process, pid = %u\n",getpid()); printf("parent of child process, pid = %u\n",getppid());

char \* argv\_list[] = {“./program”,NULL}; execv(argv\_list[0],argv\_list);

exit(0);

}

else // a positive number is returned for the pid of parent process

{

printf("Parent Of parent process, pid = %u\n",getppid()); printf("parent process, pid = %u\n",getpid());

if (waitpid(pid, &status, 0) > 0)

{

if (WIFEXITED(status) && !WEXITSTATUS(status)) printf("program execution successful\n");

else if (WIFEXITED(status) && WEXITSTATUS(status))

{

if (WEXITSTATUS(status) == 127)

{

}

else

printf("execv failed\n");

printf("program terminated normally," " but returned a non-zero status\n");

}

else

printf("program didn't terminate normally\n");

}

else {

// waitpid() failed printf("waitpid() failed\n");

}

exit(0);

}

return 0;

}

**Program1.c** #include<stdio.h> Int main()

{

Printf(“\n I am SKCT”); Return 0;

}

**Execution :** gcc program1.c –o program

### Pre-lab Questions:

1. What is the purpose of system calls?
2. When a process creates a new process using the fork() operation, which of the following state is shared between the parent process and the child process?

a. Stack b. Heap c. Shared memory segments

1. State the types of system calls.
2. What is the purpose of fork(),exit(),wait() system calls.
3. List out unix system calls for file manipulation.
4. List out system calls for Device manipulation.
5. List out system calls for Communication
6. What is system calls Parameters?
7. What are the differences among a system call, a library function, and a UNIX command?
8. What are the differences among a system call, a library function, and a UNIX command?
9. List out the different input output system calls.
10. What is the purpose of I/O system calls?
11. Is it possible to see information about a process while it is being executed?
12. What is the standard convention being followed when naming files in UNIX?
13. What is pid?
14. Is it possible to access a file that does not exist?
15. What will happen if u apply read() system call for a file that has no contents?
16. Is there any restricted or least important I/O system call?

### Conclusion:

Thus the C program to implement process management using the following system calls of UNIX operating system: fork(),exec(), getpid, exit, wait, open(). read(),write(),was done and the output was verified.

## EX.NO 4 IMPLEMENTATION OF CPU SCHEDULING ALGORITHMS

* 1. **FCFS ALGORITHM**

### Objectives

To implement First Come First serve Scheduling Algorithm and display Gantt chart, turnaround time and waiting time in C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* + - Schedule the processes or jobs to the CPU
    - Will be able to create Gantt Chart and Calculate the Average waiting time and turn around time

### Problem Statement:

The program to perform scheduling for the processes using first come first serve methods to display the following

1. Gantt chart
2. Average waiting time
3. Average turnaround time
4. Processes in the Queue

### Algorithm:

1. Create the number of process.
2. Get the ID and Service time for each process.
3. Initially, waiting time of first process is zero and Total time for the first process is the starting time of that process.
4. Calculate the Total time and Processing time for the remaining processes.
5. Waiting time of one process is the Total time of the previous process.
6. Total time of process is calculated by adding Waiting time and Service time.
7. Total waiting time is calculated by adding the waiting time for lack process.
8. Total turnaround time is calculated by adding all total time of each process.
9. Calculate Average waiting time by dividing the total waiting time by total number of process.
10. Calculate Average turnaround time by dividing the total time by the number of process.
11. Display the result.

### Execution of the Program:

**$ cc pgm1.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding:

#include<stdio.h> int main()

{

int AT[10],BT[10],WT[10],TT[10],n;

int burst=0,cmpl\_T;

float Avg\_WT,Avg\_TT,Total=0; printf("Enter number of the process\n"); scanf("%d",&n);

printf("Enter Arrival time and Burst time of the process\n"); printf("AT\tBT\n");

for(int i=0;i<n;i++)

{

scanf("%d%d",&AT[i],&BT[i]);

}

// Logic for calculating Waiting time for(int i=0;i<n;i++)

{

if(i==0)

WT[i]=AT[i];

else

WT[i]=burst-AT[i]; burst+=BT[i]; Total+=WT[i];

}

Avg\_WT=Total/n;

// Logic for calculating Turn around time cmpl\_T=0;

Total=0;

for(int i=0;i<n;i++)

{

cmpl\_T+=BT[i]; TT[i]=cmpl\_T-AT[i]; Total+=TT[i];

}

Avg\_TT=Total/n;

// printing of outputs

printf("Process ,Waiting\_time ,TurnA\_time\n"); for(int i=0;i<n;i++)

{

printf("%d\t\t%d\t\t%d\n",i+1,WT[i],TT[i]);

}

printf("Average waiting time is : %f\n",Avg\_WT); printf("Average turn around time is : %f\n",Avg\_TT); return 0;

}

### Sample Output:

Enter number of the process 2

Enter Arrival time and Burst time of the process AT BT

0 4

1 8

Process ,Waiting\_time ,TurnA\_time

1 0 4

2 3 11

Average waiting time is : 1.500000 Average turn around time is : 7.500000

### Pre- Lab Questions

1. What are the different ways for scheduling a job in operating systems?
2. What are the different types of Real-Time Scheduling?
3. What is a long term scheduler & short term schedulers?
4. What are the different functions of Scheduler?
5. Define non-preemptive scheduling.
6. Define dispatcher and its functions?
7. Define dispatch latency?
8. Define CPU scheduling.
9. What is a Dispatcher?
10. What is turnaround time?
11. Define Preemptive Scheduling.
12. Difference between preemptive and non preemptive scheduling.
13. How does SJF Scheduling algorithm works.
14. Tell us something about Mutex.
15. Is non-pre-emptive scheduling frequently used in a computer? Why?
16. What type of scheduling is there in RTOS?
17. What is meant by Input Queue?
18. Define Process.
19. What are the different process states available?
20. What is meant by Creating a Process?
21. What is means by Resuming a Process?
22. What is meant by Suspending a Process?
23. What is meant by Context Switching?
24. What is meant by PSW?
25. Define Mutual Exclusion.
26. What is meant by Co-operating process?

## SJF ALGORITHM

### Objectives

To implement Shortest Job First Scheduling Algorithm and display Gantt chart, turnaround time and waiting time in C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* + - Know how shortest job scheduling works.
    - Schedule the processes or jobs to the CPU.
    - Compare the different scheduling methods.
    - Will be able to create Gantt Chart and Calculate the Average waiting time and turn around time .

### Problem Statement:

The program to perform scheduling for the processes using Shortest Job First method to display the following

1. Gantt chart
2. Average waiting time
3. Average turnaround time
4. Processes in the Queue

### Algorithm:

1. Define an array of structure process with members pid, btime, wtime & ttime.
2. Get length of the ready queue, i.e., number of process (say n).
3. Obtain btime for each process.
4. Sort the processes according to their btime in ascending order.
   1. If two process have same btime, then FCFS is used to resolve the tie.
5. The wtime for first process is 0.
6. Compute wtime and ttime for each process as:
   1. wtime i+1= wtime i+ btime i b. ttime i = wtime i + btime i
7. Compute average waiting time awat and average turnaround time atur.
8. Display btime,ttime and wtime for each process.
9. Display GANTT chart for the above scheduling.
10. Display awat and atur.
11. Stop.

### Execution of the Program:

**$ cc pgm1.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding:

#include<stdio.h> int main()

{

int bt[20],p[20],wt[20],tat[20],i,j,n,total=0,pos,temp; float avg\_wt,avg\_tat;

printf("\nEnter number of process:"); scanf("%d",&n);

printf("\nEnter Burst Time:n"); for(i=0;i<n;i++)

{

printf("p%d:",i+1);

scanf("%d",&bt[i]); p[i]=i+1;

}

//sorting of burst times for(i=0;i<n;i++)

{

pos=i; for(j=i+1;j<n;j++)

{

if(bt[j]<bt[pos]) pos=j;

}

temp=bt[i]; bt[i]=bt[pos]; bt[pos]=temp;

temp=p[i]; p[i]=p[pos]; p[pos]=temp;

}

wt[0]=0;

for(i=1;i<n;i++)

{

wt[i]=0; for(j=0;j<i;j++)

wt[i]+=bt[j];

total+=wt[i];

}

avg\_wt=(float)total/n; total=0;

printf("nProcesst Burst Time tWaiting TimetTurnaround Time"); for(i=0;i<n;i++)

{

tat[i]=bt[i]+wt[i]; total+=tat[i];

printf("\np%d\t%d\t%d\t%d",p[i],bt[i],wt[i],tat[i]);

}

avg\_tat=(float)total/n;

printf("\nAverage Waiting Time=%f",avg\_wt); printf("\nAverage Turnaround Time=%f",avg\_tat);

}

### Sample Output:

Enter number of process:4 Enter Burst Time:

p1:6 p2:7 p3:2 p4:9

|  |  |  |  |
| --- | --- | --- | --- |
| Processt | Burst Time | Waiting Timet | Turnaround Time |
| p3 | 2 | 0 | 2 |
| p1 | 6 | 2 | 8 |
| p2 | 7 | 8 | 15 |
| p4 | 9 | 15 | 24 |

Average Waiting Time=6.250000 Average Turnaround Time=12.250000

### Pre- Lab Questions

1. What are the different ways for scheduling a job in operating systems?
2. What are the different types of Real-Time Scheduling?
3. What is a long term scheduler & short term schedulers?
4. What are the different functions of Scheduler?
5. Define non-preemptive scheduling.
6. Define dispatcher and its functions?
7. Define dispatch latency?
8. Define CPU scheduling.
9. What is a Dispatcher?
10. What is turnaround time?
11. Define Preemptive Scheduling.
12. Difference between preemptive and non preemptive scheduling.
13. How does SJF Scheduling algorithm works.
14. Tell us something about Mutex.
15. Is non-pre-emptive scheduling frequently used in a computer? Why?
16. What type of scheduling is there in RTOS?
17. What is meant by Input Queue?
18. Define Process.
19. What are the different process states available?
20. What is meant by Creating a Process?
21. What is means by Resuming a Process?
22. What is meant by Suspending a Process?
23. What is meant by Context Switching?
24. What is meant by PSW?
25. Define Mutual Exclusion.
26. What is meant by Co-operating process?

## SRTF ALGORITHM

### Objectives

To implement SRTF Scheduling Algorithm and display Gantt chart, turnaround time and waiting time in C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* + - Schedule the processes or jobs to the CPU
    - Will be able to create Gantt Chart and Calculate the Average waiting time and turn around time

### Problem Statement:

The program to perform scheduling for the processes using first come first serve methods to display the following

1. Gantt chart
2. Average waiting time
3. Average turnaround time
4. Processes in the Queue

### Algorithm:

1. Create the number of process.
2. Get the ID and Service time for each process.
3. Initially, waiting time of first process is zero and Total time for the first process is the starting time of that process.
4. Calculate the Total time and Processing time for the remaining processes.
5. Waiting time of one process is the Total time of the previous process.
6. Total time of process is calculated by adding Waiting time and Service time.
7. Total waiting time is calculated by adding the waiting time for lack process.
8. Total turnaround time is calculated by adding all total time of each process.
9. Calculate Average waiting time by dividing the total waiting time by total number of process.
10. Calculate Average turnaround time by dividing the total time by the number of process.
11. Display the result.

### Execution of the Program:

**$ cc pgm1.c** //Compiling the Program

**$ ./a.out** //Executing the program

**Sample Coding:** #include<stdio.h> int main()

{

int bt[20],p[20],wt[20],tat[20],i,j,n,total=0,pos,temp; float avg\_wt,avg\_tat;

printf("\nEnter number of process:"); scanf("%d",&n);

printf("\nEnter Burst Time:n"); for(i=0;i<n;i++)

{

printf("p%d:",i+1);

scanf("%d",&bt[i]); p[i]=i+1;

}

//sorting of burst times for(i=0;i<n;i++)

{

pos=i; for(j=i+1;j<n;j++)

{

if(bt[j]<bt[pos]) pos=j;

}

temp=bt[i]; bt[i]=bt[pos]; bt[pos]=temp;

temp=p[i]; p[i]=p[pos]; p[pos]=temp;

}

wt[0]=0;

for(i=1;i<n;i++)

{

wt[i]=0; for(j=0;j<i;j++)

wt[i]+=bt[j];

total+=wt[i];

}

avg\_wt=(float)total/n; total=0;

printf("nProcesst Burst Time tWaiting TimetTurnaround Time"); for(i=0;i<n;i++)

{

tat[i]=bt[i]+wt[i]; total+=tat[i];

printf("np%d\t%d\t%d\t%d",p[i],bt[i],wt[i],tat[i]);

}

avg\_tat=(float)total/n;

printf("nnAverage Waiting Time=%f",avg\_wt); printf("nAverage Turnaround Time=%fn",avg\_tat);

}

### Sample Output:

Enter number of process:4 Enter Burst Time:

p1:4

p2:6 p3:7 p4:2

|  |  |  |  |
| --- | --- | --- | --- |
| Process | Burst Time | Waiting Timet | Turnaround Time |
| p4 | 2 | 0 | 2 |
| p1 | 4 | 2 | 6 |
| p2 | 6 | 6 | 12 |
| p3 | 7 | 12 | 19 |

Average Waiting Time=5.000000 Average Turnaround Time=9.750000

### Pre- Lab Questions

1. What are the different ways for scheduling a job in operating systems?
2. What are the different types of Real-Time Scheduling?
3. What is a long term scheduler & short term schedulers?
4. What are the different functions of Scheduler?
5. Define non-preemptive scheduling.
6. Define dispatcher and its functions?
7. Define dispatch latency?
8. Define CPU scheduling.
9. What is a Dispatcher?
10. What is turnaround time?
11. Define Preemptive Scheduling.
12. Difference between preemptive and non preemptive scheduling.
13. How does SJF Scheduling algorithm works.
14. Tell us something about Mutex.
15. Is non-pre-emptive scheduling frequently used in a computer? Why?
16. What type of scheduling is there in RTOS?
17. What is meant by Input Queue?
18. Define Process.
19. What are the different process states available?
20. What is meant by Creating a Process?
21. What is means by Resuming a Process?
22. What is meant by Suspending a Process?
23. What is meant by Context Switching?
24. What is meant by PSW?
25. Define Mutual Exclusion.
26. What is meant by Co-operating process?
    1. **PRIORITY SCHEDULING ALGORITHM**

### Objectives:

To implement Priority Scheduling Algorithm and display Gantt chart, turnaround time and waiting time using C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* + - Know how Priority Scheduling works.
    - Schedule the processes or jobs to the CPU.
    - Compare the different scheduling methods.
    - Will be able to create Gantt Chart and Calculate the Average waiting time and turn around time .

### Problem Statement:

The program to perform scheduling for the processes using first come first serve methods to display the following

1. Gantt chart
2. Average waiting time
3. Average turnaround time
4. Processes in the Queue

### Algorithm:

1. Get the number of process, burst time and priority.
2. Using for loop i=0 to n-1 do step 1 to 6.
3. If i=0,wait time=0,T[0]=b[0];
4. T[i]=T[i-1]+b[i] and wt[i]=T[i]-b[i].
5. Total waiting time is calculated by adding the waiting time for lack process.
6. Total turnaround time is calculated by adding all total time of each process.
7. Calculate Average waiting time by dividing the total waiting time by total number of process.
8. Calculate Average turnaround time by dividing the total time by the number of process.
9. Display the result.

### Execution of the Program:

**$ cc pgm1.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding:

#include<stdio.h> #include<conio.h> #include<string.h> void main()

{

int et[20],at[10],n,i,j,temp,p[10],st[10],ft[10],wt[10],ta[10]; int totwt=0,totta=0;

float awt,ata;

char pn[10][10],t[10];

//clrscr();

printf("Enter the number of process:"); scanf("%d",&n);

for(i=0; i<n; i++)

{

printf("Enter process name,arrivaltime,execution time & priority:");

//flushall(); scanf("%s%d%d%d",pn[i],&at[i],&et[i],&p[i]);

}

for(i=0; i<n; i++) for(j=0; j<n; j++)

{

if(p[i]<p[j])

{

temp=p[i]; p[i]=p[j]; p[j]=temp; temp=at[i]; at[i]=at[j]; at[j]=temp; temp=et[i]; et[i]=et[j]; et[j]=temp; strcpy(t,pn[i]);

strcpy(pn[i],pn[j]);

strcpy(pn[j],t);

}

}

for(i=0; i<n; i++)

{

if(i==0)

{

st[i]=at[i]; wt[i]=st[i]-at[i];

ft[i]=st[i]+et[i];

ta[i]=ft[i]-at[i];

}

else

{

st[i]=ft[i-1];

wt[i]=st[i]-at[i];

ft[i]=st[i]+et[i];

ta[i]=ft[i]-at[i];

}

totwt+=wt[i]; totta+=ta[i];

}

awt=(float)totwt/n; ata=(float)totta/n;

printf("\nPname\tarrivaltime\texecutiontime\tpriority\twaitingtime\ttatime"); for(i=0; i<n; i++)

printf("\n%s\t%5d\t\t%5d\t\t%5d\t\t%5d\t\t%5d",pn[i],at[i],et[i],p[i],wt[i],ta[i]); printf("\nAverage waiting time is:%f",awt);

printf("\nAverage turnaroundtime is:%f",ata); getch();

}

### Sample Output:

Enter the number of process:3

Enter process name,arrivaltime,execution time & priority:1 2 1 3

Enter process name,arrivaltime,execution time & priority:3 5 4 1

Enter process name,arrivaltime,execution time & priority:3 4 6 2

Pname arrivaltime executiontime priority waitingtime tatime

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 3 | 5 | 4 | 1 | 0 | 4 |
| 3 | 4 | 6 | 2 | 5 | 11 |
| 1 | 2 | 1 | 3 | 13 | 14 |

Average waiting time is:6.000000 Average turnaroundtime is:9.666667

### Pre-Lab Questions

1. What are the different ways for scheduling a job in operating systems?
2. What are the different types of Real-Time Scheduling?
3. What is a long term scheduler & short term schedulers?
4. What are the different functions of Scheduler?
5. Define non-preemptive scheduling.
6. Define dispatcher and its functions?
7. Define dispatch latency?
8. Define CPU scheduling.
9. What is a Dispatcher?
10. What is turnaround time?
11. Define Preemptive Scheduling.
12. Difference between preemptive and non preemptive scheduling.
13. How does Priority Scheduling algorithm works.
14. What is context switching?
15. Tell us something about Mutex.
16. Is non-pre-emptive scheduling frequently used in a computer? Why?
17. What type of scheduling is there in RTOS?
18. What is meant by Input Queue?
19. Define Process.
20. What are the different process states available?
21. What is meant by Creating a Process?
22. What is means by Resuming a Process?
23. What is meant by Suspending a Process?
24. What is meant by Context Switching?
25. What is meant by PSW?
26. Define Mutual Exclusion.
27. What is meant by Co-operating process?
    1. **ROUND ROBIN ALGORITHM**

### Objectives:

To implement Round Robin Scheduling Algorithm and display Gantt chart, turnaround time and waiting time using C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* + - Know how round robin scheduling works.
    - Schedule the processes or jobs to the CPU.
    - Compare the different scheduling methods.
    - Will be able to create Gantt Chart and Calculate the Average waiting time and turn around time .
    - Recollect the looping concepts in C.

### Problem Statement:

The program to perform scheduling for the processes using first come first serve methods to display the following

1. Gantt chart
2. Average waiting time
3. Average turnaround time
4. Processes in the Queue

### Algorithm:

1. Initialize all the structure elements
2. Receive inputs from the user to fill process id,burst time and arrival time.
3. Calculate the waiting time for all the process id.
   1. The waiting time for first instance of a process is calculated as: a[i].waittime=count + a[i].arrivt
   2. The waiting time for the rest of the instances of the process is calculated as:
      1. If the time quantum is greater than the remaining burst time then waiting time is calculated as:

a[i].waittime=count + tq

* + 1. Else if the time quantum is greater than the remaining burst time then waiting

time is calculated as:

a[i].waittime=count - remaining burst time

1. Calculate the average waiting time and average turnaround time
2. Print the results of the step 4.

### Execution of the Program:

**$ cc pgm1.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding

#include<stdio.h> int main()

{

int i, limit, total = 0, x, counter = 0, time\_quantum;

int wait\_time = 0, turnaround\_time = 0, arrival\_time[10], burst\_time[10], temp[10]; float average\_wait\_time, average\_turnaround\_time;

printf("\nEnter Total Number of Processes: "); scanf("%d", &limit);

x = limit;

for(i = 0; i < limit; i++)

{

printf("\nEnter Details of Process[%d]", i + 1); printf("Arrival Time:");

scanf("%d", &arrival\_time[i]); printf("Burst Time:"); scanf("%d", &burst\_time[i]);

temp[i] = burst\_time[i];

}

printf("\nEnter Time Quantum:"); scanf("%d", &time\_quantum);

printf("\nProcess IDttBurst Timet Turnaround Timet Waiting Time\n"); for(total = 0, i = 0; x != 0;)

{

if(temp[i] <= time\_quantum && temp[i] > 0)

{

total = total + temp[i]; temp[i] = 0;

counter = 1;

}

else if(temp[i] > 0)

{

temp[i] = temp[i] - time\_quantum; total = total + time\_quantum;

}

if(temp[i] == 0 && counter == 1)

{

x--;

printf("\nProcess[%d]\t%d\t%d\nt%d", i + 1, burst\_time[i], total - arrival\_time[i], total - arrival\_time[i] - burst\_time[i]);

wait\_time = wait\_time + total - arrival\_time[i] - burst\_time[i]; turnaround\_time = turnaround\_time + total - arrival\_time[i]; counter = 0;

}

if(i == limit - 1)

{

i = 0;

}

else if(arrival\_time[i + 1] <= total)

{

i++;

}

else

{

i = 0;

}

}

average\_wait\_time = wait\_time \* 1.0 / limit; average\_turnaround\_time = turnaround\_time \* 1.0 / limit; printf("\nAverage Waiting Time:t%f", average\_wait\_time); printf("\nAvg Turnaround Time:t%f", average\_turnaround\_time); return 0;

}

### Sample output

Sample Output:

Enter Total Number of Processes: 4

Enter Details of Process[1] Arrival Time:00

Burst Time:4

Enter Details of Process[2] Arrival Time:1

Burst Time:7

Enter Details of Process[3] Arrival Time:2

Burst Time:5

Enter Details of Process[4] Arrival Time:3

Burst Time:6

Enter Time Quantum:2

Process ID Burst Time Turnaround Timer Waiting Time

|  |  |  |  |
| --- | --- | --- | --- |
| Process[1] | 4 | 10 | 6 |
| Process[3] | 5 | 17 | 12 |
| Process[4] | 6 | 18 | 12 |
| Process[2] | 7 | 21 | 14 |

Average Waiting Time:11.000000 Avg Turnaround Time:16.500000

### Pre-lab Questions:

1. What are the different ways for scheduling a job in operating systems?
2. What are the different types of Real-Time Scheduling?
3. What is a long term scheduler & short term schedulers?
4. What are the different functions of Scheduler?
5. Define non-preemptive scheduling.
6. Define dispatcher and its functions?
7. Define dispatch latency?
8. Define CPU scheduling.
9. What is a Dispatcher?
10. What is turnaround time?
11. Define Preemptive Scheduling.
12. Difference between preemptive and non preemptive scheduling.
13. How does Round Robin Scheduling algorithm works.
14. Why is round robin algorithm considered better than first come first served algorithm?
15. What is context switching?
16. Tell us something about Mutex.
17. Is non-pre-emptive scheduling frequently used in a computer? Why?
18. What type of scheduling is there in RTOS?
19. What is meant by Input Queue?
20. Define Process.
21. What are the different process states available?
22. What is meant by Creating a Process?
23. What is means by Resuming a Process?
24. What is meant by Suspending a Process?
25. What is meant by Context Switching?
26. What is meant by PSW?
27. Define Mutual Exclusion.
28. What is meant by Co-operating process?

### Conclusion:

Thus the C program to perform CPU Scheduling for the processes and to display Gantt chart, turnaround time and waiting time was performed successfully.

## EX.NO:5.1 PRODUCER – CONSUMER PROBLEM USING SEMAPHORES

### Objectives:

To implement the concept of Producer – Consumer Problem using Semaphores

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand the concept of semaphores
* Know how the process can communicate.
* Will be able to create system calls for a process

### Problem Statement:

The program to perform Producer – Consumer Problem using Semaphores

### Algorithm:

1. mutex = 1
2. Full = 0 // Initially, all slots are empty. Thus full slots are 0
3. Empty = n // All slots are empty initially

**Producer**

1. When producer produces an item then the value of “empty” is reduced by 1 because one slot will be filled now.
2. The value of mutex is also reduced to prevent consumer to access the buffer.
3. Now, the producer has placed the item and thus the value of “full” is increased by 1.
4. The value of mutex is also increased by 1 because the task of producer has been completed and consumer can access the buffer.

**Consumer**

1. As the consumer is removing an item from buffer, therefore the value of “full” is reduced by 1 and the value is mutex is also reduced so that the producer cannot access the buffer at this moment.
2. Now, the consumer has consumed the item, thus increasing the value of “empty” by 1.
3. The value of mutex is also increased so that producer can access the buffer now.

### Samplecode:

#include<stdio.h> #include<stdlib.h>

int mutex=1,full=0,empty=3,x=0; int main()

{

int n;

void producer(); void consumer(); int wait(int);

int signal(int);

printf("\n1.Producer\n2.Consumer\n3.Exit"); while(1)

{

printf("\nEnter your choice:"); scanf("%d",&n);

switch(n)

{

case 1: if((mutex==1)&&(empty!=0)) producer();

else

printf("Buffer is full!!"); break;

case 2: if((mutex==1)&&(full!=0)) consumer();

else

printf("Buffer is empty!!"); break;

case 3:

exit(0); break;

}

}

return 0;

}

int wait(int s)

{

return (--s);

}

int signal(int s)

{

return(++s);

}

void producer()

{

mutex=wait(mutex); full=signal(full); empty=wait(empty); x++;

printf("\nProducer produces the item %d",x); mutex=signal(mutex);

}

void consumer()

{

mutex=wait(mutex); full=wait(full); empty=signal(empty);

printf("\nConsumer consumes item %d",x); x--;

mutex=signal(mutex);

}

### Output

1.Producer 2.Consumer 3.Exit

Enter your choice:1 Producer produces the item 1 Enter your choice:2 Consumer consumes item 1 Enter your choice:2

Buffer is empty!! Enter your choice:1

Producer produces the item 1 Enter your choice:1 Producer produces the item 2 Enter your choice:1 Producer produces the item 3 Enter your choice:1

Buffer is full!! Enter your choice:3

### Pre- Lab Questions:

1. What are semaphores?
2. Mention the categories of semaphores.
3. How would you initialize a semaphore set?
4. What are the two main operations of semaphores?
5. What do you mean by inter process communication?
6. How can you perform a operation on semaphore?
7. What are pipes?
8. List out the importance of message queue?
9. What is semctl()?
10. How would you perform control operations in a semaphore?
11. List the parameters of semaphore control operation.

### Conclusion:

Thus the C program to perform Producer – Consumer Problem using Semaphores was performed successfully.

## EX.NO:5.2 DINING PHILOSOPHER’S PROBLEM TO DEMONSTRATE PROCESS SYNCHRONIZATION.

### Objectives:

To implement the concept of Dining Philosopher’s Problem to demonstrate Process Synchronization.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand the concept of semaphores
* Know how the process can communicate & synchronization.
* Will be able to create system calls for a process

### Problem Statement:

The program to perform Dining Philosopher’s Problem to demonstrate Process Synchronization.

### Algorithm:

* 1. The philosopher is instructed to think till the left fork is available, when it is available, hold it.
  2. The philosopher is instructed to think till the right fork is available, when it is available, hold it.
  3. The philosopher is instructed to eat when both forks are available.
  4. then, put the right fork down first
  5. then, put the left fork down next
  6. repeat from the beginning.

### Sample code :

#include<stdio.h> #define n 4

int compltedPhilo = 0,i;

struct fork{ int taken;

}ForkAvil[n];

struct philosp{ int left;

int right;

}Philostatus[n];

void goForDinner(int philID){ //same like threads concept here cases implemented if(Philostatus[philID].left==10 && Philostatus[philID].right==10)

printf("Philosopher %d completed his dinner\n",philID+1);

//if already completed dinner

else if(Philostatus[philID].left==1 && Philostatus[philID].right==1){

//if just taken two forks

printf("Philosopher %d completed his dinner\n",philID+1);

Philostatus[philID].left = Philostatus[philID].right = 10; //remembering that he completed dinner by assigning value 10

int otherFork = philID-1;

if(otherFork== -1) otherFork=(n-1);

ForkAvil[philID].taken = ForkAvil[otherFork].taken = 0; //releasing forks printf("Philosopher %d released fork %d and fork

%d\n",philID+1,philID+1,otherFork+1); compltedPhilo++;

}

else if(Philostatus[philID].left==1 && Philostatus[philID].right==0){ //left already taken, trying for right fork

if(philID==(n-1)){

if(ForkAvil[philID].taken==0){ //KEY POINT OF THIS PROBLEM, THAT LAST PHILOSOPHER TRYING IN reverse DIRECTION

ForkAvil[philID].taken = Philostatus[philID].right = 1; printf("Fork %d taken by philosopher %d\n",philID+1,philID+1);

}else{

printf("Philosopher %d is waiting for fork %d\n",philID+1,philID+1);

}

}else{ //except last philosopher case int dupphilID = philID;

philID-=1;

if(philID== -1) philID=(n-1);

if(ForkAvil[philID].taken == 0){

ForkAvil[philID].taken = Philostatus[dupphilID].right = 1; printf("Fork %d taken by Philosopher %d\n",philID+1,dupphilID+1);

}else{

printf("Philosopher %d is waiting for Fork %d\n",dupphilID+1,philID+1);

}

}

}

else if(Philostatus[philID].left==0){ //nothing taken yet if(philID==(n-1)){

if(ForkAvil[philID-1].taken==0){ //KEY POINT OF THIS PROBLEM, THAT LAST PHILOSOPHER TRYING IN reverse DIRECTION

ForkAvil[philID-1].taken = Philostatus[philID].left = 1; printf("Fork %d taken by philosopher %d\n",philID,philID+1);

}else{

printf("Philosopher %d is waiting for fork %d\n",philID+1,philID);

}

}else{ //except last philosopher case if(ForkAvil[philID].taken == 0){

ForkAvil[philID].taken = Philostatus[philID].left = 1; printf("Fork %d taken by Philosopher %d\n",philID+1,philID+1);

}else{

printf("Philosopher %d is waiting for Fork %d\n",philID+1,philID+1);

}

}

}else{}

}

int main(){ for(i=0;i<n;i++)

ForkAvil[i].taken=Philostatus[i].left=Philostatus[i].right=0;

while(compltedPhilo<n){

/\* Observe here carefully, while loop will run until all philosophers complete dinner Actually problem of deadlock occur only thy try to take at same time

This for loop will say that they are trying at same time. And remaining status will print by go for dinner function

\*/ for(i=0;i<n;i++)

goForDinner(i);

printf("\nTill now num of philosophers completed dinner are %d\n\n",compltedPhilo);

}

return 0;

}

### Output

Fork 1 taken by Philosopher 1

Fork 2 taken by Philosopher 2

Fork 3 taken by Philosopher 3 Philosopher 4 is waiting for fork 3

Till now num of philosophers completed dinner are 0 Fork 4 taken by Philosopher 1

Philosopher 2 is waiting for Fork 1 Philosopher 3 is waiting for Fork 2 Philosopher 4 is waiting for fork 3

Till now num of philosophers completed dinner are 0 Philosopher 1 completed his dinner

Philosopher 1 released fork 1 and fork 4

Fork 1 taken by Philosopher 2 Philosopher 3 is waiting for Fork 2 Philosopher 4 is waiting for fork 3

Till now num of philosophers completed dinner are 1 Philosopher 1 completed his dinner

Philosopher 2 completed his dinner Philosopher 2 released fork 2 and fork 1

Fork 2 taken by Philosopher 3 Philosopher 4 is waiting for fork 3

Till now num of philosophers completed dinner are 2 Philosopher 1 completed his dinner

Philosopher 2 completed his dinner Philosopher 3 completed his dinner Philosopher 3 released fork 3 and fork 2

Fork 3 taken by philosopher 4

Till now num of philosophers completed dinner are 3 Philosopher 1 completed his dinner

Philosopher 2 completed his dinner Philosopher 3 completed his dinner Fork 4 taken by philosopher 4

Till now num of philosophers completed dinner are 3 Philosopher 1 completed his dinner

Philosopher 2 completed his dinner Philosopher 3 completed his dinner Philosopher 4 completed his dinner Philosopher 4 released fork 4 and fork 3

Till now num of philosophers completed dinner are 4

### Pre- Lab Questions:

1. What is the problem in Dining Philosophers?
2. What is the solution for dining philosophers problem?
3. How many dining philosophers can eat simultaneously?
4. What is deadlock explain dining philosopher problem?
5. What is dining philosopher problem and how can it be solved using mutex locks?
6. Why the philosophers are eating spaghetti in dining philosophers problem?
7. What are pipes?
8. List out the importance of message queue?
9. How would you perform control operations in a semaphore?
10. List the parameters of semaphore control operation.

### Conclusion:

Thus the C program to perform Dining Philosopher’s Problem to demonstrate Process Synchronization was performed successfully.

**EX.NO: 6 IMPLEMENTATION OF BANKERS ALGORITHM**

### Objectives:

To implement of safety algorithm for deadlock avoidance using C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand the safe state of processes.
* Learn how deadlocks can be avoided.

### Problem Statement:

The program to implement the Safety algorithm for deadlock avoidance.

### Execution of the Program:

**$ cc filename.c** //Compiling the Program

**$ ./a.out** //Executing the program

### Sample Coding:

#include <stdio.h> #include <conio.h>

int main()

{

int Max[10][10], need[10][10], alloc[10][10], avail[10], completed[10], safeSequence[10]; int p, r, i, j, process, count;

count = 0;

printf("Enter the no of processes : "); scanf("%d", &p);

for(i = 0; i< p; i++)

completed[i] = 0;

printf("\n\nEnter the no of resources : "); scanf("%d", &r);

printf("\n\nEnter the Max Matrix for each process : "); for(i = 0; i < p; i++)

{

printf("\nFor process %d : ", i + 1); for(j = 0; j < r; j++)

scanf("%d", &Max[i][j]);

}

printf("\n\nEnter the allocation for each process : "); for(i = 0; i < p; i++)

{

printf("\nFor process %d : ",i + 1); for(j = 0; j < r; j++)

scanf("%d", &alloc[i][j]);

}

printf("\n\nEnter the Available Resources : "); for(i = 0; i < r; i++)

scanf("%d", &avail[i]);

for(i = 0; i < p; i++)

for(j = 0; j < r; j++)

need[i][j] = Max[i][j] - alloc[i][j];

do

{

printf("\n Max matrix:\tAllocation matrix:\n"); for(i = 0; i < p; i++)

{

for( j = 0; j < r; j++)

printf("%d ", Max[i][j]); printf("\t\t");

for( j = 0; j < r; j++)

printf("%d ", alloc[i][j]); printf("\n");

}

process = -1;

for(i = 0; i < p; i++)

{

if(completed[i] == 0)//if not completed

{

process = i ;

for(j = 0; j < r; j++)

{

if(avail[j] < need[i][j])

{

process = -1; break;

}

}

}

if(process != -1)

break;

}

if(process != -1)

{

printf("\nProcess %d runs to completion!", process + 1); safeSequence[count] = process + 1;

count++;

for(j = 0; j < r; j++)

{

avail[j] += alloc[process][j]; alloc[process][j] = 0;

Max[process][j] = 0;

completed[process] = 1;

}

}

}while(count != p && process != -1);

if(count == p)

{

printf("\nThe system is in a safe state!!\n"); printf("Safe Sequence : < ");

for( i = 0; i < p; i++)

printf("%d ", safeSequence[i]);

}

else

getch();

}

printf(">\n");

printf("\nThe system is in an unsafe state!!");

### Sample Output:

Enter the no of processes : 3 Enter the no of resources : 3

Enter the Max Matrix for each process : For process 1 : 4 4 4

For process 2 : 3 4 5

For process 3 : 5 2 4

Enter the allocation for each process : For process 1 : 3 2 1

For process 2 : 1 1 2

For process 3 : 4 1 2

Enter the Available Resources : 10 7 7 Max matrix: Allocation matrix:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 4 | 4 | 3 | 2 | 1 |
| 3 | 4 | 5 | 1 | 1 | 2 |
| 5 | 2 | 4 | 4 | 1 | 2 |

Process 1 runs to completion! Max matrix: Allocation matrix:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0 | 0 | 0 | 0 |
| 3 | 4 | 5 | 1 | 1 | 2 |
| 5 | 2 | 4 | 4 | 1 | 2 |
| Process 2 runs to completion! | | | | | |
| Max matrix: | | | Allocation matrix: | | |
| 0 0 0 | | | 0 0 0 | | |
| 0 0 0 | | | 0 0 0 | | |
| 5 2 4 | | | 4 1 2 | | |

Process 3 runs to completion! The system is in a safe state!! Safe Sequence : < 1 2 3 >

### Test cases:

Enter the number of resources and maximum instances of each resources.

Enter the number of processes and allocation matrix of resources for each process with respect to instances.

Enter the maximum matrix of resources and check the safe state of processes.

### Pre-lab questions:

1. Define Deadlock.
2. What are the necessary conditions for deadlock?
3. Define mutual exclusion.
4. Define safe state.
5. Mention the deadlock prevention mechanisms.
6. What are the deadlock avoidance algorithms?
7. What are the methods to break a deadlock?
8. What are the issues to be addressed to deal with the preemption of deadlock?
9. Differentiate preemption and no-preemption.
10. What is hold and wait?

### Conclusion:

Thus the C program to implement the safety algorithm for deadlock avoidance was implemented successfully.

**EX.No 7 MEMORY ALLOCATION AND MANAGEMENT TECHNIQUES**

**(BEST FIT, WORST FIT, FIRST FIT)**

### Objectives:

To implement the memory allocation and management concept using C.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand the memory management types- Best fit, worst fit and First fit.
* Learn how a process can be fitted into a memory block.

### Problem Statement:

The program to implement the memory management strategies.

### Execution of the Program:

**$ cc filename.c** //Compiling the Program

**$ ./a.out** //Executing the program

* 1. **FIRST FIT**

### Algorithm :

* + 1. Read the number of processes and number of the block from the user
    2. Read the size of each block and the size of all the process requests.
    3. Start allocating the processes
    4. Display the results as shown below
    5. Stop

**Sample Coding:**

#include <stdio.h> int main()

{

int a[10], b[10], a1, b1, flags[10], all[10]; int i, j;

printf("\n\t\t\tMemory Management" " Scheme -"

" First Fit\n");

for (i = 0; i < 10; i++)

{

flags[i] = 0;

all[i] = -1;

}

printf("Enter number of blocks: "); scanf("%d", &a1);

printf("\nEnter the size of each" " block:\n ");

for (i = 0; i < a1; i++)

{

printf("Block no.%d: ", i);

scanf("%d", &a[i]);

}

printf("\nEnter no. of " "processes: ");

scanf("%d", &b1); printf("\nEnter size of each" " process:\n ");

for (i = 0; i < b1; i++)

{

printf("Process no.%d: ", i);

scanf("%d", &b[i]);

}

for (i = 0; i < b1; i++) for (j = 0; j < a1; j++)

if (flags[j] == 0 && a[j] >= b[i])

{

all[j] = i; flags[j] = 1; break;

}

printf("\nBlock no.\tsize\t\t" "process no.\t\tsize");

for (i = 0; i < a1; i++)

{

printf("\n%d\t\t%d\t\t", i + 1, a[i]);

if (flags[i] == 1)

{

printf("%d\t\t\t%d", all[i]

+ 1, b[all[i]]);

}

else

printf("Not allocated");

}

printf("\n");

}

### Sample Output:

Memory Management Scheme - First Fit Enter number of blocks: 3

Enter the size of each block: Block no.0: 12

Block no.1: 9

Block no.2: 7

Enter no. of processes: 3 Enter size of each process:

Process no.0: 5

Process no.1: 4

Process no.2: 9

|  |  |  |  |
| --- | --- | --- | --- |
| Block no. | size |  | process no. size |
| 1 | 12 | 1 | 5 |
| 2 | 9 | 2 | 4 |
| 3 | 7 | Not | allocated |

* 1. **BEST FIT**

### Algorithm :

* + 1. Read the number of processes and number of blocks from the user
    2. Get the size of each block and process requests
    3. Then select the best memory block
    4. Display the result as shown below
    5. The fragmentation column will keep track of wasted memory
    6. Stop

**Sample Coding:**

#include <stdio.h> int main()

{

int a[20], b[20], c[20], b1, c1;

int i, j, temp;

static int barr[20], carr[20];

printf("\n\t\t\tMemory Management Scheme - Best Fit"); printf("\nEnter the number of blocks:");

scanf("%d", &b1);

printf("Enter the number of processes:"); scanf("%d", &c1);

int lowest = 9999;

printf("\nEnter the size of the blocks:\n"); for (i = 1; i <= b1; i++)

{

printf("Block no.%d:", i);

scanf("%d", &b[i]);

}

printf("\nEnter the size of the processes :\n"); for (i = 1; i <= c1; i++)

{

printf("Process no.%d:", i);

scanf("%d", &c[i]);

}

for (i = 1; i <= c1; i++)

{

for (j = 1; j <= b1; j++)

{

if (barr[j] != 1)

{

temp = b[j] - c[i]; if (temp >= 0)

if (lowest > temp)

{

carr[i] = j; lowest = temp;

}

}

}

a[i] = lowest; barr[carr[i]] = 1;

lowest = 10000;

}

printf("\nProcess\_no\tProcess\_size\tBlock\_no\t Block\_size\tFragment"); for (i = 1; i <= c1 && carr[i] != 0; i++)

{

printf("\n%d\t\t%d\t\t%d\t\t %d\t\t%d", i, c[i], carr[i], b[carr[i]], a[i]);

}

printf("\n");

}

### Sample Output:

Memory Management Scheme - Best Fit Enter the number of blocks:5

Enter the number of processes:4

Enter the size of the blocks:

Block no.1:9 Block no.2:13 Block no.3:5 Block no.4:8 Block no.5:2

Enter the size of the processes :

Process no.1:3 Process no.2:4 Process no.3:8 Process no.4:14

Process\_no Process\_size Block\_no Block\_size Fragment

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 3 | 3 | 52 |
| 2 | 4 | 4 | 84 |
| 3 | 8 | 1 | 91 |

## WORST FIT

### Algorithm :

* + 1. Read total number of block and files
    2. Get the size of each block and the files from the user
    3. Start from the first process and find the maximum block size that can be assigned to the current process, if found then assign it to the current process.
    4. If not found then leave that process and move ahead to check the rest of the processes
    5. Display the result as shown below
    6. The fragmentation column keeps the track of wasted memory
    7. stop

**Sample Coding:**

#include <stdio.h> int main()

{

printf("\n\t\t\tMemory Management" " Scheme - Worst Fit");

int i, j, nblocks, nfiles, temp, top = 0; int frag[10], blocks[10], files[10]; static int block\_arr[10], file\_arr[10]; printf("\nEnter the Total Number " "of Blocks: ");

scanf("%d", &nblocks); printf("Enter the Total Number " "of Files: ");

scanf("%d", &nfiles); printf("\nEnter the Size of the " "Blocks: \n");

for (i = 0; i < nblocks; i++)

{

printf("Block No.%d:\t", i + 1); scanf("%d", &blocks[i]);

}

printf("Enter the Size of the " "Files:\n");

for (i = 0; i < nfiles; i++)

{

printf("File No.%d:\t", i + 1); scanf("%d", &files[i]);

}

for (i = 0; i < nfiles; i++)

{

for (j = 0; j < nblocks; j++)

{

if (block\_arr[j] != 1)

{

temp = blocks[j] - files[i]; if (temp >= 0)

{

if (top < temp)

{

file\_arr[i] = j; top = temp;

}

}

}

frag[i] = top; block\_arr[file\_arr[i]] = 1;

top = 0;

}

}

printf("\nFile Number\tFile Size\t" "Block Number\tBlock Size\tFragment"); for (i = 0; i < nfiles; i++)

{

printf("\n%d\t\t%d\t\t%d\t\t%d\t\t%d"

, i, files[i],

file\_arr[i], blocks[file\_arr[i]], frag[i]);

}

printf("\n"); return 0;

}

### Sample Output:

Memory Management Scheme - Worst Fit Enter the Total Number of Blocks: 5

Enter the Total Number of Files: 4 Enter the Size of the Blocks:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Block No.1: | | 5 |  | |  |
| Block No.2: | | 7 |  | |  |
| Block No.3: | | 4 |  | |  |
| Block No.4: | | 6 |  | |  |
| Block No.5: | | 3 |  | |  |
| Enter the Size of the Files: File No.1: 1 | | | | | |
| File No.2: | | 3 |  | |  |
| File No.3: | | 4 |  | |  |
| File No.4: | | 2 |  | |  |
| File Number | | File Size | Block Number | Block Size | Fragment |
| 0 | 1 | 4 | 3 2 | |  |
| 1 | 3 | 0 | 5 0 | |  |
| 2 | 4 | 0 | 5 0 | |  |
| 3 | 2 | 0 | 5 0 | |  |

### Pre-Lab Questions

1. What is the significance of memory allocation?
2. What are the different types of memory management schemes?
3. Mention the concept of first fit.
4. What is best fit?
5. What is worst fit?
6. What is fragmentation?
7. Which memory management scheme is considered to be more effective?
8. Is it necessary that the number of files should be equal to number of memory blocks?
9. What will happen if you could not fit the files into the blocks given?

### Conclusion:

Thus the C program to implement the different types of memory allocation & management schemes.

**EX.NO: 8 IMPLEMENTATION OF PAGE REPLACEMENT ALGORITHMS**

### Objectives:

To write a C program to implement page replacement algorithm.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand how the page faults are calculated.
* Know how the pages are replaced in memory.
* Learn about the blocks, frame and how virtual memories are used.

### Problem Statement:

The program to implement page replacement for replacing the pages in the virtual memory and calculating the number of page faults.

## FIFO PAGE REPLACEMENT

### Algorithm:

* + 1. Start traversing the pages.
    2. Now declare the size w.r.t length of the Page.
    3. Check need of the replacement from the page to memory.
    4. Similarly, Check the need of the replacement from the old page to new page in memory.
    5. Now form the queue to hold all pages.
    6. Insert Require page memory into the queue.
    7. Check bad replacemets and page faults.
    8. Get no of processes to be inserted.
    9. Show the values.
    10. Stop

**Sample Coding:**

#include <stdio.h> int main()

{

int referenceString[10], pageFaults = 0, m, n, s, pages, frames; printf("\nEnter the number of Pages:\t");

scanf("%d", &pages);

printf("\nEnter reference string values:\n"); for( m = 0; m < pages; m++)

{

printf("Value No. [%d]:\t", m + 1); scanf("%d", &referenceString[m]);

}

printf("\n What are the total number of frames:\t");

{

scanf("%d", &frames);

}

int temp[frames];

for(m = 0; m < frames; m++)

{

temp[m] = -1;

}

for(m = 0; m < pages; m++)

{

s = 0;

for(n = 0; n < frames; n++)

{

if(referenceString[m] == temp[n])

{

s++;

pageFaults--;

}

}

pageFaults++;

if((pageFaults <= frames) && (s == 0))

{

temp[m] = referenceString[m];

}

else if(s == 0)

{

temp[(pageFaults - 1) % frames] = referenceString[m];

}

printf("\n");

for(n = 0; n < frames; n++)

{

printf("%d\t", temp[n]);

}

}

printf("\nTotal Page Faults:\t%d\n", pageFaults); return 0;

}

### Sample Output:

Enter the number of Pages: 5 Enter reference string values: Value No. [1]: 5

Value No. [2]: 4

Value No. [3]: 3

Value No. [4]: 2

Value No. [5]: 1

What are the total number of frames: 4

|  |  |  |  |
| --- | --- | --- | --- |
| 5 | -1 | -1 | -1 |
| 5 | 4 | -1 | -1 |
| 5 | 4 | 3 | -1 |
| 5 | 4 | 3 | 2 |
| 1 | 4 | 3 | 2 |

Total Page Faults: 5

* 1. **LRU PAGE REPLACEMENT**

# Algorithm :

* + 1. Start the process
    2. Declare the size
    3. Get the number of pages to be inserted
    4. Get the value
    5. Declare counter and stack
    6. Select the least recently used page by counter value
    7. Stack them according the selection.
    8. Display the values
    9. Stop the process

**Sample Coding:**

#include<stdio.h> main()

{

int q[20],p[50],c=0,c1,d,f,i,j,k=0,n,r,t,b[20],c2[20]; printf("Enter no of pages:");

scanf("%d",&n);

printf("Enter the reference string:"); for(i=0;i<n;i++)

scanf("%d",&p[i]); printf("Enter no of frames:"); scanf("%d",&f);

q[k]=p[k]; printf("\n\t%d\n",q[k]); c++;

k++;

for(i=1;i<n;i++)

{

c1=0;

for(j=0;j<f;j++)

{

if(p[i]!=q[j]) c1++;

}

if(c1==f)

{

c++;

if(k<f)

{

}

else

{

q[k]=p[i]; k++;

for(j=0;j<k;j++) printf("\t%d",q[j]); printf("\n");

for(r=0;r<f;r++)

{

c2[r]=0;

for(j=i-1;j<n;j--)

{

if(q[r]!=p[j]) c2[r]++;

else break;

}

}

for(r=0;r<f;r++) b[r]=c2[r]; for(r=0;r<f;r++)

{

for(j=r;j<f;j++)

{

if(b[r]<b[j])

{

t=b[r]; b[r]=b[j]; b[j]=t;

}

}

}

for(r=0;r<f;r++)

{

if(c2[r]==b[0])

q[r]=p[i]; printf("\t%d",q[r]);

}

printf("\n");

}

}

}

printf("\nThe no of page faults is %d",c);

}

### Sample Output:

Enter no of pages:10

Enter the reference string:7 5 9 4 3 7 9 6 2 1 Enter no of frames:3

7

|  |  |  |
| --- | --- | --- |
| 7 | 5 |  |
| 7 | 5 | 9 |
| 4 | 5 | 9 |
| 4 | 3 | 9 |

|  |  |  |
| --- | --- | --- |
| 4 | 3 | 7 |
| 9 | 3 | 7 |
| 9 | 6 | 7 |
| 9 | 6 | 2 |
| 1 | 6 | 2 |

The no of page faults is 10

## OPTIMAL PAGE REPLACEMENT

### Algorithm:

* 1- Start traversing the pages.
  1. i) If set holds less pages than capacity.
     + a) Insert page into the set one by one until the size of set reaches capacity or all page requests are processed.
     + b) Simultaneously maintain the recent occurred index of each page in a map called indexes.
     + c) Increment page fault
  2. ii) Else If current page is present in set, do nothing.
     + Else
       1. a) Find the page in the set that was least recently used. We find it using index array. We basically need to replace the page with minimum index.
       2. b) Replace the found page with current page.
       3. c) Increment page faults.
       4. d) Update index of current page.
* 2 – Return page faults.

**Sample Coding:**

#include<stdio.h> #include<conio.h> main()

{

int fr[5],i,j,k,t[5],p=1,flag=0,page[25],psz,nf,t1,u[5]; clrscr();

printf("enter the number of frames:"); scanf("%d",&nf);

printf("\n enter the page size"); scanf("%d",&psz);

printf("\nenter the page sequence:"); for(i=1; i<=psz; i++)

scanf("%d",&page[i]); for(i=1; i<=nf; i++)

fr[i]=-1;

for(i=1; i<=psz; i++)

{

if(full(fr,nf)==1) break;

else

{

flag=0;

for(j=1; j<=nf; j++)

{

if(page[i]==fr[j])

{

flag=1;

printf(" \t%d:\t",page[i]); break;

}

}

if(flag==0)

{

fr[p]=page[i];

printf(" \t%d:\t",page[i]); p++;

}

for(j=1; j<=nf; j++) printf(" %d ",fr[j]);

printf("\n");

}

}

p=0;

for(; i<=psz; i++)

{

flag=0;

for(j=1; j<=nf; j++)

{

if(page[i]==fr[j])

{

flag=1; break;

}

}

if(flag==0)

{

p++;

for(j=1; j<=nf; j++)

{

for(k=i+1; k<=psz; k++)

{

if(fr[j]==page[k])

{

u[j]=k; break;

}

else

u[j]=21;

}

}

for(j=1; j<=nf; j++) t[j]=u[j];

for(j=1; j<=nf; j++)

{

for(k=j+1; k<=nf; k++)

{

if(t[j]<t[k])

{

t1=t[j]; t[j]=t[k]; t[k]=t1;

}

}

}

for(j=1; j<=nf; j++)

{

if(t[1]==u[j])

{

fr[j]=page[i]; u[j]=i;

}

}

printf("page fault\t");

}

else

printf(" \t"); printf("%d:\t",page[i]); for(j=1; j<=nf; j++)

printf(" %d ",fr[j]); printf("\n");

}

printf("\ntotal page faults: %d",p+3);

// getch();

}

int full(int a[],int n)

{

int k;

for(k=1; k<=n; k++)

{

if(a[k]==-1) return 0;

}

return 1;

}

### Sample Output:

enter the number of frames:5 enter the page size2

enter the page sequence:1 2

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1: | 1 -1 | -1 | -1 | -1 |
| 2: | 1 2 | -1 | -1 | -1 |

total page faults: 3

### Conclusion:

Thus the C program to implement the different page replacement algorithms are executed and outputs are verified.

**EX.NO: 9 IMPLEMENTATION OF DISK SCHEDULING ALGORITHMS**

### Objectives:

To write a C program to implement Disk Scheduling Algorithm.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand how the disk are scheduled.
* Learn about the various disk scheduling algorithms.

### Problem Statement:

The program to implement various disk scheduling algorithms.

## FCFS SCHEDULING ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of tracks that have been requested in ascending order of their time of arrival. „head‟ is the position of disk head.
    2. Let us one by one take the tracks in default order and calculate the absolute distance of the track from the head.
    3. Increment the total seek count with this distance.
    4. Currently serviced track position now becomes the new head position.
    5. Go to step 2 until all tracks in request array have not been serviced.

**Sample Coding:** #include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,n,TotalHeadMoment=0,initial; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

// logic for FCFS disk scheduling for(i=0;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

printf("Total head moment is %d",TotalHeadMoment); return 0;

}
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### Sample Output:

Enter the number of Request 8

Enter the Requests Sequence 95 180 34 119 11 123 62 64

Enter initial head position 50

Total head movement is 644

## SSTF (SHORTEST SEEK TIME FIRST) ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of tracks that have been requested. „head‟ is the position of disk head.
    2. Find the positive distance of all tracks in the request array from head.
    3. Find a track from requested array which has not been accessed/serviced yet and has minimum distance from head.
    4. Increment the total seek count with this distance.
    5. Currently serviced track position now becomes the new head position.
    6. Go to step 2 until all tracks in request array have not been serviced.

**Sample Coding:** #include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,n,TotalHeadMoment=0,initial,count=0; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

// logic for sstf disk scheduling

/\* loop will execute until all process is completed\*/ while(count!=n)

{

int min=1000,d,index; for(i=0;i<n;i++)

{

d=abs(RQ[i]-initial); if(min>d)

{

min=d; index=i;

}

}

TotalHeadMoment=TotalHeadMoment+min; initial=RQ[index];

// 1000 is for max

// you can use any number RQ[index]=1000; count++;

}

printf("Total head movement is %d",TotalHeadMoment); return 0;

}
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### Sample Output:

Enter the number of Request 8

Enter Request Sequence

95 180 34 119 11 123 62 64

Enter initial head Position 50

Total head movement is 236

## SCAN SCHEDULING ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of tracks that have been requested in ascending order of their time of arrival. „head‟ is the position of disk head.
    2. Let direction represents whether the head is moving towards left or right.
    3. In the direction in which head is moving service all tracks one by one.
    4. Calculate the absolute distance of the track from the head.
    5. Increment the total seek count with this distance.
    6. Currently serviced track position now becomes the new head position.
    7. Go to step 3 until we reach at one of the ends of the disk.
    8. If we reach at the end of the disk reverse the direction and go to step 2 until all tracks in request array have not been serviced.

**Sample Coding:**

# include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,j,n,TotalHeadMoment=0,initial,size,move; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

printf("Enter total disk size\n"); scanf("%d",&size);

printf("Enter the head movement direction for high 1 and for low 0\n"); scanf("%d",&move);

// logic for Scan disk scheduling

/\*logic for sort the request array \*/ for(i=0;i<n;i++)

{

for(j=0;j<n-i-1;j++)

{ if(RQ[j]>RQ[j+1])

{

int temp; temp=RQ[j]; RQ[j]=RQ[j+1];

RQ[j+1]=temp;

}

}

}

int index; for(i=0;i<n;i++)

{

if(initial<RQ[i])

{

index=i; break;

}

}

// if movement is towards high value if(move==1)

{

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

// last movement for max size TotalHeadMoment=TotalHeadMoment+abs(size-RQ[i-1]-1); initial = size-1;

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

// if movement is towards low value else

{

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

// last movement for min size TotalHeadMoment=TotalHeadMoment+abs(RQ[i+1]-0); initial =0;

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

printf("Total head movement is %d",TotalHeadMoment); return 0;

}

![](data:image/jpeg;base64,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)

### Sample Output:

Enter the number of Request 8

Enter the Requests Sequence 95 180 34 119 11 123 62 64

Enter initial head position 50

Enter total disk size 200

Enter the head movement direction for high 1 and for low 0 1

Total head movement is 337

## C-SCAN SCHEDULING ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of tracks that have been requested in ascending order of their time of arrival. „head‟ is the position of disk head.
    2. The head services only in the right direction from 0 to the size of the disk.
    3. While moving in the left direction do not service any of the tracks.
    4. When we reach the beginning(left end) reverse the direction.
    5. While moving in the right direction it services all tracks one by one.
    6. While moving in the right direction calculate the absolute distance of the track from the head.
    7. Increment the total seek count with this distance.
    8. Currently serviced track position now becomes the new head position.
    9. Go to step 6 until we reach the right end of the disk.
    10. If we reach the right end of the disk reverse the direction and go to step 3 until all tracks in the request array have not been serviced.

**Sample Coding:**

# include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,j,n,TotalHeadMoment=0,initial,size,move; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

printf("Enter total disk size\n"); scanf("%d",&size);

printf("Enter the head movement direction for high 1 and for low 0\n"); scanf("%d",&move);

// logic for C-Scan disk scheduling

/\*logic for sort the request array \*/ for(i=0;i<n;i++)

{

for( j=0;j<n-i-1;j++)

{ if(RQ[j]>RQ[j+1])

{

int temp; temp=RQ[j]; RQ[j]=RQ[j+1];

RQ[j+1]=temp;

}

}

}

int index; for(i=0;i<n;i++)

{

if(initial<RQ[i])

{

index=i; break;

}

}

// if movement is towards high value if(move==1)

{

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

// last movement for max size TotalHeadMoment=TotalHeadMoment+abs(size-RQ[i-1]-1);

/\*movement max to min disk \*/ TotalHeadMoment=TotalHeadMoment+abs(size-1-0); initial=0;

for( i=0;i<index;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

// if movement is towards low value else

{

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

// last movement for min size TotalHeadMoment=TotalHeadMoment+abs(RQ[i+1]-0);

/\*movement min to max disk \*/ TotalHeadMoment=TotalHeadMoment+abs(size-1-0);

initial =size-1;

for(i=n-1;i>=index;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

printf("Total head movement is %d",TotalHeadMoment); return 0;

}
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### Sample Output:

Enter the number of Request 8

Enter the Requests Sequence 95 180 34 119 11 123 62 64

Enter initial head position 50

Enter total disk size 200

Enter the head movement direction for high 1 and for low 0 1

Total head movement is 382

## LOOK DISK SCHEDULING ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of tracks that have been requested in ascending order of their time of arrival. „head‟ is the position of disk head.
    2. The initial direction in which head is moving is given and it services in the same direction.
    3. The head services all the requests one by one in the direction head is moving.
    4. The head continues to move in the same direction until all the request in this direction are finished.
    5. While moving in this direction calculate the absolute distance of the track from the head.
    6. Increment the total seek count with this distance.
    7. Currently serviced track position now becomes the new head position.
    8. Go to step 5 until we reach at last request in this direction.
    9. If we reach where no requests are needed to be serviced in this direction reverse the direction and go to step 3 until all tracks in request array have not been serviced.

**Sample Coding:**

# include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,j,n,TotalHeadMoment=0,initial,size,move; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

printf("Enter total disk size\n"); scanf("%d",&size);

printf("Enter the head movement direction for high 1 and for low 0\n"); scanf("%d",&move);

// logic for look disk scheduling

/\*logic for sort the request array \*/ for(i=0;i<n;i++)

{

for(j=0;j<n-i-1;j++)

{ if(RQ[j]>RQ[j+1])

{

int temp; temp=RQ[j]; RQ[j]=RQ[j+1];

RQ[j+1]=temp;

}

}}

int index; for(i=0;i<n;i++)

{

if(initial<RQ[i])

{

index=i; break;

}

}

// if movement is towards high value if(move==1)

{

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

// if movement is towards low value else

{

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

}

printf("Total head movement is %d",TotalHeadMoment); return 0;

}
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### Sample Output:

Enter the number of Request 8

Enter the Requests Sequence 95 180 34 119 11 123 62 64

Enter initial head position 50

Enter the head movement direction for high 1 and for low 0 1

Total head movement is 299

## C-LOOK DISK SCHEDULING ALGORITHM

### Algorithm :

* + 1. Let Request array represents an array storing indexes of the tracks that have been requested in ascending order of their time of arrival and **head** is the position of the disk head.
    2. The initial direction in which the head is moving is given and it services in the same direction.
    3. The head services all the requests one by one in the direction it is moving.
    4. The head continues to move in the same direction until all the requests in this direction have been serviced.
    5. While moving in this direction, calculate the absolute distance of the tracks from the head.
    6. Increment the total seek count with this distance.
    7. Currently serviced track position now becomes the new head position.
    8. Go to step 5 until we reach the last request in this direction.
    9. If we reach the last request in the current direction then reverse the direction and move the head in this direction until we reach the last request that is needed to be serviced in this direction without servicing the intermediate requests.
    10. Reverse the direction and go to step 3 until all the requests have not been serviced.

**Sample Coding:**

# include<stdio.h> #include<stdlib.h> int main()

{

int RQ[100],i,j,n,TotalHeadMoment=0,initial,size,move; printf("Enter the number of Requests\n"); scanf("%d",&n);

printf("Enter the Requests sequence\n"); for(i=0;i<n;i++)

scanf("%d",&RQ[i]);

printf("Enter initial head position\n"); scanf("%d",&initial);

printf("Enter total disk size\n"); scanf("%d",&size);

printf("Enter the head movement direction for high 1 and for low 0\n"); scanf("%d",&move);

// logic for C-look disk scheduling

/\*logic for sort the request array \*/ for(i=0;i<n;i++)

{

for( j=0;j<n-i-1;j++)

{ if(RQ[j]>RQ[j+1])

{

int temp; temp=RQ[j]; RQ[j]=RQ[j+1];

RQ[j+1]=temp;

}}

}

int index; for(i=0;i<n;i++)

{

if(initial<RQ[i])

{

index=i; break;

}}

// if movement is towards high value if(move==1)

{

for(i=index;i<n;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

for( i=0;i<index;i++)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}}

// if movement is towards low value else

{

for(i=index-1;i>=0;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}

for(i=n-1;i>=index;i--)

{

TotalHeadMoment=TotalHeadMoment+abs(RQ[i]-initial); initial=RQ[i];

}}

printf("Total head movement is %d",TotalHeadMoment); return 0;

}
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### Sample Output:

Enter the number of Request 8

Enter the Requests Sequence 95 180 34 119 11 123 62 64

Enter initial head position 50

Enter the head movement direction for high 1 and for low 0 1

Total head movement is 322

### Conclusion:

Thus the C program to implement the different disk scheduling algorithms are executed and outputs are verified.

**EX.NO: 10 IMPLEMENTATION OF FILE ORGANIZATION TECHNIQUES**

### Objectives:

To write a C program to implement different file organization techniques available in operating system.

### Learning Outcomes:

After the completion of this experiment, student will be able to

* Understand how the files are organized.
* Know how the continuous and non-continuous memory spaces are allocated.
* Learn about the different file allocation methods used.

### Problem Statement:

The program to implement different file allocation techniques in operating system.

## CONTIGUOUS (SEQUENTIAL) FILE ALLOCATION ALGORITHM

### Algorithm:

Step 1: Start the program.

Step 2: Get the number of memory partition and their sizes.

Step 3: Get the number of processes and values of block size for each process.

Step 4: First fit algorithm searches all the entire memory block until a hole which is big enough is encountered. It allocates that memory block for the requesting process.

Step 5: Best-fit algorithm searches the memory blocks for the smallest hole which can be allocated to requesting process and allocates if.

Step 6: Worst fit algorithm searches the memory blocks for the largest hole and allocates it to the process.

Step 7: Analyses all the three memory management techniques and display the best algorithm which utilizes the memory resources effectively and efficiently.

Step 8: Stop the program

**Sample Coding:**

#include<stdio.h> #include<conio.h> main()

{

int n,i,j,b[20],sb[20],t[20],x,c[20][20]; clrscr();

printf("Enter no.of files:"); scanf("%d",&n); for(i=0;i<n;i++)

{

printf("Enter no. of blocks occupied by file%d",i+1); scanf("%d",&b[i]);

printf("Enter the starting block of file%d",i+1); scanf("%d",&sb[i]);

t[i]=sb[i];

for(j=0;j<b[i];j++)

c[i][j]=sb[i]++;

}

printf("Filename\tStart block\tlength\n"); for(i=0;i<n;i++)

printf("%d\t %d \t%d\n",i+1,t[i],b[i]); printf("Enter file name:"); scanf("%d",&x);

printf("File name is:%d",x); printf("length is:%d",b[x-1]); printf("blocks occupied:"); for(i=0;i<b[x-1];i++) printf("%4d",c[x-1][i]); getch();

}

### Sample Output:

Enter no.of files: 2

Enter no. of blocks occupied by file1 4 Enter the starting block of file1 2

Enter no. of blocks occupied by file2 10 Enter the starting block of file2 5 Filename Start block length

1 2 4

2 5 10

Enter file name: rajesh File name is: rajesh length is: 12803 blocks occupied : 0

## LINKED FILE ALLOCATION ALGORITHM

### Algorithm:

Step 1: Create a queue to hold all pages in memory

Step 2: When the page is required replace the page at the head of the queue Step 3: Now the new page is inserted at the tail of the queue

Step 4: Create a stack

Step 5: When the page fault occurs replace page present at the bottom of the stack Step 6: Stop the allocation.

**Sample Coding:** #include<stdio.h> #include<conio.h> struct file

{

char fname[10];

int start,size,block[10];

}f[10];

main()

{

int i,j,n;

clrscr();

printf("Enter no. of files:");

scanf("%d",&n); for(i=0;i<n;i++)

{

printf("Enter file name:"); scanf("%s",&f[i].fname); printf("Enter starting block:"); scanf("%d",&f[i].start);

f[i].block[0]=f[i].start; printf("Enter no.of blocks:"); scanf("%d",&f[i].size); printf("Enter block numbers:"); for(j=1;j<=f[i].size;j++)

{

scanf("%d",&f[i].block[j]);

}

}

printf("File\tstart\tsize\tblock\n"); for(i=0;i<n;i++)

{

printf("%s\t%d\t%d\t",f[i].fname,f[i].start,f[i].size); for(j=1;j<=f[i].size-1;j++)

printf("%d--->",f[i].block[j]);

printf("%d",f[i].block[j]); printf("\n");

}

getch();

}

### Sample Output:

Enter no. of files:2 Enter file name:venkat Enter starting block:20 Enter no.of blocks:6 Enter block numbers: 4 12

15

45

32

25

Enter file name:rajesh Enter starting block:12 Enter no.of blocks:5 Enter block numbers:6 5

4

3

2

File start size block

venkat 20 6 4--->12--->15--->45--->32--->25

rajesh 12 5 6--->5--->4--->3--->2

## INDEXED FILE ALLOCATION ALGORITHM

### Algorithm:

Step 1: Start.

Step 2: Let n be the size of the buffer Step 3: check if there are any producer

Step 4: if yes check whether the buffer is full

Step 5: If no the producer item is stored in the buffer Step 6: If the buffer is full the producer has to wait

Step 7: Check there is any cosumer. If yes check whether the buffer is empty Step 8: If no the consumer consumes them from the buffer

Step 9: If the buffer is empty, the consumer has to wait.

Step 10: Repeat checking for the producer and consumer till required Step 11: Terminate the process.

**Sample Coding:**

#include<stdio.h> #include<conio.h> main()

{

int n,m[20],i,j,sb[20],s[20],b[20][20],x; clrscr();

printf("Enter no. of files:"); scanf("%d",&n); for(i=0;i<n;i++)

{ printf("Enter starting block and size of file%d:",i+1); scanf("%d%d",&sb[i],&s[i]);

printf("Enter blocks occupied by file%d:",i+1); scanf("%d",&m[i]);

printf("enter blocks of file%d:",i+1); for(j=0;j<m[i];j++) scanf("%d",&b[i][j]);

} printf("\nFile\t index\tlength\n"); for(i=0;i<n;i++)

{

printf("%d\t%d\t%d\n",i+1,sb[i],m[i]);

}printf("\nEnter file name:"); scanf("%d",&x);

printf("file name is:%d\n",x); i=x-1;

printf("Index is:%d",sb[i]); printf("Block occupied are:"); for(j=0;j<m[i];j++) printf("%3d",b[i][j]);

getch();

}

### Sample Output:

Enter no. of files:2

Enter starting block and size of file1: 2 5 Enter blocks occupied by file1:10

enter blocks of file1:3

2 5 4 6 7 2 6 4 7

Enter starting block and size of file2: 3 4 Enter blocks occupied by file2:5

enter blocks of file2: 2 3 4 5 6 File index length

1 2 10

2 3 5

Enter file name: venkat file name is: venkat Index is: 12803

Block occupied are: 0

### Conclusion:

Thus the C program to implement the different file allocation techniques are executed and outputs are verified.