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# Question 1

<http://rmarkdown.rstudio.com>.

## Question 1 a:

Done in the attached paper by hand.

## Question 1 b:

# Data  
  
set.seed(25)  
nbig<-20000  
  
data = matrix( c( 1.13, 1.75, 2.30, 3.18,  
 1.20, 1.45, 2.15, 3.10,  
 1.00, 1.55 ,2.25, 3.28,  
 0.91, 1.64, 2.40, 3.35,  
 1.05, 1.60, 2.49, 3.12), nrow = 5, byrow = T)  
  
data = as.data.frame(data)  
colnames(data) = c("temp40", "temp60", "temp80", "temp100")  
attach(data)  
  
Y1<- mean(temp40)  
Y2<- mean(temp60)  
Y3<- mean(temp80)  
Y4<- mean(temp100)  
  
#MCMC Algorithm  
  
mu00<-0  
tau00<-1  
alp<-1  
beta<-1  
alp0<-1  
beta0<-1  
mu1<-rep(0,nbig)  
mu2<-rep(0,nbig)  
mu3<-rep(0,nbig)  
mu4<-rep(0,nbig)  
tau<-rep(0,nbig)  
mu0post1<-rep(0,nbig)   
tau0post1<-rep(0,nbig)   
mu0post2<-rep(0,nbig)  
tau0post2<-rep(0,nbig)  
mu0post3<-rep(0,nbig)   
tau0post3<-rep(0,nbig)  
mu0post4<-rep(0,nbig)   
tau0post4<-rep(0,nbig)   
mu0<-rep(0,nbig)  
tau0<-rep(0,nbig)  
mupost00<-rep(0,nbig)   
taupost00<-rep(0,nbig)   
betapost<-rep(0,nbig)  
betapost0<-rep(0,nbig)  
mu0[1]<-1   
mu1[1]<-0  
mu2[1]<-0  
mu3[1]<-0  
mu4[1]<-0  
tau[1]<-1  
tau0[1]<-1  
  
for(i in 2:nbig) {  
 mu0post1[i]<-(tau0[i-1]\*mu0[i-1]+5\*tau[i-1]\*Y1)/(tau0[i-1]+5\*tau[i-1])  
 tau0post1[i]<-tau0[i-1]+tau[i-1]\*5  
 mu1[i]<-rnorm(1,mu0post1[i],sd=1/sqrt(tau0post1[i]))  
 mu0post2[i]<-(tau0[i-1]\*mu0[i-1]+5\*tau[i-1]\*Y2)/(tau0[i-1]+5\*tau[i-1])  
 tau0post2[i]<-tau0[i-1]+tau[i-1]\*5  
 mu2[i]<-rnorm(1,mu0post2[i],sd=1/sqrt(tau0post2[i]))  
 mu0post3[i]<-(tau0[i-1]\*mu0[i-1]+5\*tau[i-1]\*Y3)/(tau0[i-1]+5\*tau[i-1])  
 tau0post3[i]<-tau0[i-1]+tau[i-1]\*5  
 mu3[i]<-rnorm(1,mu0post3[i],sd=1/sqrt(tau0post3[i]))  
 mu0post4[i]<-(tau0[i-1]\*mu0[i-1]+5\*tau[i-1]\*Y4)/(tau0[i-1]+5\*tau[i-1])  
 tau0post4[i]<-tau0[i-1]+tau[i-1]\*5  
 mu4[i]<-rnorm(1,mu0post4[i],sd=1/sqrt(tau0post4[i]))  
 mupost00[i]<-(4\*tau0[i-1]\*((mu1[i-1]+mu2[i-1]+mu3[i-1]+mu4[i-1])/4)+tau00\*mu00)/(4\*tau0[i-1]+tau00)  
 taupost00[i]<-4\*tau0[i-1]+ tau00  
 mu0[i]<-rnorm(1,mupost00[i],1/sqrt(taupost00[i]))  
 alppost0<-alp0+(4/2)   
 betapost0[i]<-beta0+(1/2)\*(sum((mu1[i]-mu0[i])^2)+sum((mu2[i]-mu0[i])^2)+  
 sum((mu3[i]-mu0[i])^2)+sum((mu4[i]-mu0[i])^2))  
 tau0[i]<-rgamma(1,alppost0,betapost0[i])  
 alppost<-alp+(5+5+5+5)/2   
 betapost[i]<- beta+(0.5\*(sum((temp40-mu1[i])^2)+sum((temp60-mu2[i])^2)+  
 sum((temp80-mu3[i])^2)+sum((temp100-mu4[i])^2)))  
 tau[i]<-rgamma(1,alppost,betapost[i])   
}  
  
cbind(mu0,mu1,mu2,mu3,mu4,tau,tau0)[1:10,]

## mu0 mu1 mu2 mu3 mu4 tau tau0  
## [1,] 1.00000000 0.0000000 0.000000 0.000000 0.000000 1.000000 1.0000000  
## [2,] -0.67087848 0.9618526 1.073106 1.627497 2.969598 3.567329 0.1406228  
## [3,] -0.21803713 0.7974946 1.723503 2.438722 3.146576 7.909098 0.1382672  
## [4,] -0.08856949 1.2008003 1.477891 2.461938 3.439468 7.995753 0.2759665  
## [5,] 1.74787069 1.0746105 1.959628 2.051584 3.009483 4.157769 1.2478098  
## [6,] 2.19847692 0.8599432 1.453477 2.384100 3.335221 4.848577 0.5409701  
## [7,] 0.49204091 1.0647587 1.817526 2.134459 3.103938 7.224207 0.5538967  
## [8,] 0.98798373 1.0414805 1.628266 1.903217 3.223159 7.829289 0.6663553  
## [9,] 0.99478290 0.8430916 1.528940 2.620348 3.005581 7.833863 0.2846369  
## [10,] 1.67957313 0.9282185 1.471686 1.941989 3.366871 7.140161 1.0701806

## Question 1 c:

plot(density(mu1[-(1:5)]),type="l", xlab="mu", ylab="Posterior density ",  
cex=1.5, xlim=c(0,4), col="red", lty=1, main="Posterior distributions for Each temperature")  
lines(density(mu2[-(1:5)]), col="cyan",lty=1)  
lines(density(mu3[-(1:5)]),col="black",lty=1)  
lines(density(mu4[-(1:5)]),col="blue", lty=1)  
legend("topright", c("Temp 40", "Temp 60", "Temp 80", "Temp100"),lty=c(1, 1, 1,1), col=c("red","blue","green","black"),cex=0.5)
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We now give summary statistics.

#some summary statistics   
#for temperature of 40  
temp1<-rnorm(nbig,mean=mu1,sd=1/sqrt(tau))  
mean(temp1)

## [1] 1.075937

sd(temp1)

## [1] 0.4081899

quantile(temp1, probs=seq(0,1,0.025)) # can use this for quantiles

## 0% 2.5% 5% 7.5% 10% 12.5%   
## -1.1881030 0.2735042 0.4093063 0.4954395 0.5623692 0.6164876   
## 15% 17.5% 20% 22.5% 25% 27.5%   
## 0.6626517 0.7047026 0.7431994 0.7795541 0.8121028 0.8431112   
## 30% 32.5% 35% 37.5% 40% 42.5%   
## 0.8721747 0.8989782 0.9270925 0.9536297 0.9789093 1.0031758   
## 45% 47.5% 50% 52.5% 55% 57.5%   
## 1.0280829 1.0542737 1.0776098 1.1017753 1.1270784 1.1522966   
## 60% 62.5% 65% 67.5% 70% 72.5%   
## 1.1768720 1.1998321 1.2244478 1.2517127 1.2795345 1.3090601   
## 75% 77.5% 80% 82.5% 85% 87.5%   
## 1.3409364 1.3741297 1.4096922 1.4452089 1.4866712 1.5288213   
## 90% 92.5% 95% 97.5% 100%   
## 1.5825283 1.6540241 1.7430060 1.8905469 2.8397865

#for temperature of 60  
temp2<-rnorm(nbig,mean=mu2,sd=1/sqrt(tau))  
mean(temp2)

## [1] 1.599299

sd(temp2)

## [1] 0.407251

quantile(temp2, probs=seq(0,1,0.025)) # can use this for quantiles

## 0% 2.5% 5% 7.5% 10% 12.5%   
## -0.9018925 0.8057017 0.9404629 1.0217177 1.0885434 1.1407553   
## 15% 17.5% 20% 22.5% 25% 27.5%   
## 1.1866114 1.2282171 1.2672095 1.3042119 1.3368791 1.3648965   
## 30% 32.5% 35% 37.5% 40% 42.5%   
## 1.3926090 1.4197036 1.4464276 1.4699231 1.4970850 1.5230949   
## 45% 47.5% 50% 52.5% 55% 57.5%   
## 1.5482864 1.5719386 1.5954392 1.6215553 1.6472966 1.6714743   
## 60% 62.5% 65% 67.5% 70% 72.5%   
## 1.6980285 1.7221561 1.7488720 1.7758051 1.8018586 1.8317326   
## 75% 77.5% 80% 82.5% 85% 87.5%   
## 1.8614844 1.8976021 1.9315419 1.9679328 2.0100466 2.0525874   
## 90% 92.5% 95% 97.5% 100%   
## 2.1086761 2.1765653 2.2696366 2.4221266 3.6349408

#for temperature of 80  
temp3<-rnorm(nbig,mean=mu3,sd=1/sqrt(tau))  
mean(temp3)

## [1] 2.298067

sd(temp3)

## [1] 0.4100596

quantile(temp3, probs=seq(0,1,0.025)) # can use this for quantiles

## 0% 2.5% 5% 7.5% 10% 12.5%   
## -0.1734029 1.4762093 1.6194603 1.7168903 1.7848460 1.8394244   
## 15% 17.5% 20% 22.5% 25% 27.5%   
## 1.8848909 1.9315313 1.9706710 2.0044349 2.0367474 2.0661966   
## 30% 32.5% 35% 37.5% 40% 42.5%   
## 2.0959162 2.1235632 2.1495094 2.1753845 2.2012886 2.2269243   
## 45% 47.5% 50% 52.5% 55% 57.5%   
## 2.2517509 2.2771972 2.3004862 2.3246684 2.3492710 2.3738857   
## 60% 62.5% 65% 67.5% 70% 72.5%   
## 2.4000962 2.4250823 2.4508861 2.4778945 2.5052257 2.5352723   
## 75% 77.5% 80% 82.5% 85% 87.5%   
## 2.5665385 2.5951755 2.6292515 2.6684601 2.7086424 2.7535407   
## 90% 92.5% 95% 97.5% 100%   
## 2.8096892 2.8715103 2.9561591 3.1040431 4.0449722

#for temperature of 100  
temp4<-rnorm(nbig,mean=mu4,sd=1/sqrt(tau))  
mean(temp4)

## [1] 3.165984

quantile(temp4, probs=seq(0,1,0.025)) # can use this for quantiles

## 0% 2.5% 5% 7.5% 10% 12.5% 15%   
## 0.8356794 2.3569307 2.5046330 2.5944238 2.6557061 2.7067012 2.7538854   
## 17.5% 20% 22.5% 25% 27.5% 30% 32.5%   
## 2.7968554 2.8350830 2.8692147 2.9007361 2.9330345 2.9631431 2.9915510   
## 35% 37.5% 40% 42.5% 45% 47.5% 50%   
## 3.0180532 3.0430122 3.0707183 3.0956220 3.1199232 3.1445478 3.1676430   
## 52.5% 55% 57.5% 60% 62.5% 65% 67.5%   
## 3.1927804 3.2174989 3.2418744 3.2686004 3.2948031 3.3214517 3.3485636   
## 70% 72.5% 75% 77.5% 80% 82.5% 85%   
## 3.3750916 3.4036304 3.4338766 3.4666124 3.5001802 3.5386364 3.5781617   
## 87.5% 90% 92.5% 95% 97.5% 100%   
## 3.6223528 3.6741157 3.7343435 3.8217921 3.9505292 5.0653461

sd(temp4)

## [1] 0.4071478

## Question 1 d:

What is the posterior distribution of the difference in number of cells grown at a temperature of 40 versus 80? What is the posterior probability that there will be more cells grown at a temperature of 40 versus 80?

Below we calculate the posterior distribution and probability.

Posterior probability will be 0, since temp3-temp1 is always less than 0 at all occasions, as indicated by the quantiles and the plot below

newmu<-mu1-mu4  
mean(temp1-temp3)

## [1] -1.22213

sd(temp1-temp3)

## [1] 0.5759653

quantile(temp1-temp3, probs=seq(0,1,0.025))

## 0% 2.5% 5% 7.5% 10% 12.5%   
## -4.03877161 -2.36003500 -2.16764043 -2.04007871 -1.94704866 -1.86734188   
## 15% 17.5% 20% 22.5% 25% 27.5%   
## -1.80317326 -1.74417089 -1.69316202 -1.64572156 -1.59937602 -1.55496531   
## 30% 32.5% 35% 37.5% 40% 42.5%   
## -1.51062791 -1.47206997 -1.43357653 -1.39568819 -1.35622523 -1.32117807   
## 45% 47.5% 50% 52.5% 55% 57.5%   
## -1.28843222 -1.25556285 -1.22109112 -1.18818651 -1.15139648 -1.11640377   
## 60% 62.5% 65% 67.5% 70% 72.5%   
## -1.08078435 -1.04330689 -1.00711812 -0.97026889 -0.93329153 -0.89189007   
## 75% 77.5% 80% 82.5% 85% 87.5%   
## -0.85098015 -0.80512530 -0.75434778 -0.70148875 -0.64090741 -0.57990318   
## 90% 92.5% 95% 97.5% 100%   
## -0.50300421 -0.41192743 -0.27819896 -0.06210936 2.35986813

plot(density(temp1-temp3),type="l", xlab="mu difference", ylab="Posterior density ", cex=1.5, xlim=c(-4,4), col="blue", lty=1, main="Posterior distributions for difference in temp 40 vs 80")

![](data:image/png;base64,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)

# Question 2

## Question 2 a

smokeDat=read.csv("SmokeAgeDeath.csv")  
library(R2OpenBUGS)

## Warning: package 'R2OpenBUGS' was built under R version 3.4.4

library(coda)

## Warning: package 'coda' was built under R version 3.4.4

#Code for OpenBUGS model given below  
cat("  
model{  
 for(i in 1:20)  
 {  
 #smoke age death pyears   
   
 death[i]~dpois(lam[i])  
 log(lam[i]) <- log(pyears[i]) + beta0 + beta.s[smoke[i]] + beta.c[age[i]] + b[i]   
 b[i] ~dnorm(0,tau)  
 b.adj[i] <- b[i] - mean(b[])   
 }  
 for(is in 1:4){  
 beta.s[is]~dnorm(0,tau.s)  
 beta.s.adj[is] <- beta.s[is] -mean(beta.s[])   
 }  
 for(ic in 1:5){  
 beta.c[ic]~dnorm(0,tau.c)  
 beta.c.adj[ic] <- beta.c[ic] - mean(beta.c[])  
 }  
 # Note: total person-years per categories is less than 115,000  
 # ln(115000) ~ = 11.65....  
 # so rate has to be bigger than 1/115,000 and log(rate) > -11.65...   
 # so log( base rate) should be between about -12 and 12.  
 # 1/12/12 is about .00694  
 beta0 ~ dnorm(0, .00694)   
 beta0.adj <- beta0 + mean(b[]) + mean(beta.s[])+ mean(beta.c[])  
 # for the <extra poisson variation> ...   
 # assume bounded by very big number... say 1000 times...   
 # so log(1000) is about 2.3\*4 which is about 9.2  
 std ~ dunif(0, 9)  
 tau <- 1/std/std  
 # for the relative risk between groups... a very large number would be 100 times,   
 # so, log(100) is about 2.3\*2 or about 4.6  
 # also, note that 1/5/5 is 0.04  
 #   
 std.s ~dunif(0, 5)  
 tau.s <- 1/std.s/std.s  
 std.c ~ dunif(0,5)   
 tau.c <- 1/std.c/std.c  
 beta.o~dnorm(0, .04)  
 }", file="smokemod.txt")  
  
#defining parameters and data for the bugs function  
  
params=c("beta.s.adj", "std.s", "beta.c.adj", "std.c", "beta0.adj", "std")  
attach(smokeDat)  
  
bug.dat=list("smoke","age","death", "pyears")  
init.fun=function(){list(  
 beta.s=rnorm(4), std.s=runif(1,1,2),  
 beta.c=rnorm(5), std.c=runif(1,1,2),   
 std=runif(1,1,2), beta0=rnorm(1),  
 b=rnorm(20,0,.1))}  
  
#using openBUGS to run our model, this code also gives the posterior which we need for 2a in OpenBUGS  
  
smokeBug0=bugs(bug.dat, init.fun, params, model.file="smokemod.txt",  
 n.chains=5, n.iter=8000, n.burnin=1000, debug=TRUE #for production  
 # n.chains=5, n.iter=6000, n.burnin=1000, debug=TRUE #for testing  
)

openBUGS Results output showing the posterior distributions:

library(knitr)  
results = read.csv("question2a\_results.csv")  
kable(results, caption = "Summary Statistics")

Summary Statistics

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| X | mean | sd | val2.5pc | median | val97.5pc | sample |
| beta.c.adj[1] | -1.34600 | 0.24290 | -1.69100 | -1.33700 | -1.0070 | 35000 |
| beta.c.adj[2] | -0.72810 | 0.20150 | -1.01300 | -0.71950 | -0.4425 | 35000 |
| beta.c.adj[3] | -0.02599 | 0.16030 | -0.27570 | -0.02343 | 0.2166 | 35000 |
| beta.c.adj[4] | 0.69470 | 0.18180 | 0.44330 | 0.68340 | 0.9175 | 35000 |
| beta.c.adj[5] | 1.40600 | 0.12360 | 1.20800 | 1.40400 | 1.6000 | 35000 |
| beta.s.adj[1] | -0.43050 | 0.31510 | -0.64100 | -0.46010 | -0.2773 | 35000 |
| beta.s.adj[2] | -0.53190 | 0.11560 | -0.73930 | -0.53460 | -0.3289 | 35000 |
| beta.s.adj[3] | 0.05386 | 0.20450 | -0.21570 | 0.06957 | 0.3238 | 35000 |
| beta.s.adj[4] | 0.90860 | 0.25420 | 0.69020 | 0.92740 | 1.1540 | 35000 |
| beta0.adj | -7.37400 | 0.07059 | -7.51300 | -7.37300 | -7.2400 | 35000 |
| deviance | 102.20000 | 4.35500 | 95.67000 | 101.50000 | 112.5000 | 35000 |
| std | 0.12080 | 0.35690 | 0.00356 | 0.07111 | 3.4030 | 35000 |
| std.c | 1.72100 | 0.89100 | 0.71550 | 1.43600 | 4.1400 | 35000 |
| std.s | 1.41600 | 0.97450 | 0.43360 | 1.03600 | 4.2980 | 35000 |

#Deviance Information  
DevianceInformation = read.csv("DevianceInformation.csv")  
kable(DevianceInformation, caption = "Deviance Information")

Deviance Information

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| X | Dbar | Dhat | DIC | pD |
| death | 102.2 | 92.66 | 111.7 | 9.544 |
| total | 102.2 | 92.66 | 111.7 | 9.544 |

The above plots show the convergence in the chains after 8000 iterations

#boxplots for smoking categories  
  
boxplot(data.frame( (smokeBug0$sims.list)["beta.s.adj"]),  
 xlab="beta.s.adj")

![](data:image/png;base64,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)

#boxplots for age categories  
  
boxplot(data.frame( (smokeBug0$sims.list)["beta.c.adj"]),  
 xlab="beta.c.adj")
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## Question 2 b.

The following plots show that our model converges.

Trace plots have been shown in the output given above that shows the convergence in chains after 8000 iterations.

The autocorrelation functions plots are given below.

# The following plots show that our model converges  
#autocorrelation functions given below  
#trace plots have been shown in the output given above that shows the convergence in chains after 8000 iterations  
acf(smokeBug0$sims.array[,1,"beta.s.adj[1]"])
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After 10 lags the plot seems to have converged. We observe the same for age which converges twice as #fast as shown below

#After 10 lags the plot seems to have converged. We observe the same for age which converges twice as #fast as shown below  
acf(smokeBug0$sims.array[,1,"beta.c.adj[1]"])
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acf(smokeBug0$sims.array[,1,"beta0.adj"])

![](data:image/png;base64,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)

## Question 2 c.

risk20<-smokeBug0$sims.list$beta.s.adj[,4]-smokeBug0$sims.list$beta.s.adj[,1]  
mean(risk20)

## [1] 1.380155

exp(mean(risk20))

## [1] 3.975519

The above shows those who smoke >20 cigarettes per day versus nonsmoker have approximately 4 times (=3.98) the risk. We take the exponential in the last line since the model gives us the log of the risks.

quantile(exp(risk20), c(.025, .975)) # gives the 95% Cis for above risk

## 2.5% 97.5%   
## 2.842539 5.443937

# Question 3

## Question 3 a

R-code given below for defining data parameters, model and priors

library(R2OpenBUGS)  
  
diabetes = read.csv("DiabetesDrugEffect.csv")  
attach(diabetes)  
  
## Model 1  
  
cat("  
model{  
 for( i in 1:12){  
 diff[i] ~ dnorm(mu[i], Sediff[i])  
 mu[i] ~ dnorm(theta, sd)  
 }  
 theta ~ dnorm(0, .1) # so, sd =5. exp(5) ~ 148 which is huge  
 sd ~ dnorm(0, .1)   
 }  
 ", file="diabetesMod3.txt")  
   
bugM3.dat=list( "diff", "Sediff") # what variable you need in the model  
  
initM3.fun=function(){ list( theta=rnorm(1) ,  
 sd = rnorm(1),   
 mu = rnorm(1)  
   
 ) }  
  
   
paramsM3=c("mu", "theta", "sd")  
 ### what variables you want to monitor

#### Could change the code below...  
diabetesBaseM3=bugs(bugM3.dat, initM3.fun, paramsM3, model.file="diabetesMod3.txt",  
 n.chains=3, n.iter=3000, n.burnin=500,  
 n.thin=1 , debug=TRUE  
 )  
  
print(diabetesBaseM3,dig=3)  
  
  
SArray= diabetesBaseM3$sims.array  
vname=attr(SArray,"dimnames")[3][[1]]  
chainL=attr(SArray,"dim")[1][[1]]  
for(i in 1:length(vname)){   
 nn=vname[i]  
 plot(density(SArray[,,nn]), main=nn)  
 xnul=locator(1)   
 acf( SArray[,1,nn], main=nn) #note: this is only for 1st chain  
 xnul=locator(1)  
 matplot(1:chainL,SArray[,,nn], main=nn,xlab="index",type="l")  
 xnul=locator(1)  
}

## Model 2  
  
cat("  
model{  
 for( i in 1:12){  
 diff[i] ~ dnorm(theta, Sediff[i] + sd)  
 }  
 theta ~ dnorm(0, .1)   
 sd ~ dnorm(0, .1)   
 }  
 ", file="diabetesMod2.txt")  
   
bugM3.dat=list( "diff", "Sediff") # what variable you need in the model  
  
initM2.fun=function(){ list( theta=rnorm(1) ,  
 sd = rnorm(1)  
 ) }  
  
   
paramsM2=c( "theta", "sd")  
 ### what variables you want to monitor

#### Could change the code below...  
diabetesBaseM2=bugs(bugM3.dat, initM2.fun, paramsM2, model.file="diabetesMod2.txt",  
 n.chains=3, n.iter=3000, n.burnin=500,  
 n.thin=1 , debug=TRUE  
 )  
  
print(diabetesBaseM2,dig=3)  
  
SArray= diabetesBaseM2$sims.array  
vname=attr(SArray,"dimnames")[3][[1]]  
chainL=attr(SArray,"dim")[1][[1]]  
for(i in 1:length(vname)){   
 nn=vname[i]  
 plot(density(SArray[,,nn]), main=nn)  
 xnul=locator(1)   
 acf( SArray[,1,nn], main=nn) #note: this is only for 1st chain  
 xnul=locator(1)  
 matplot(1:chainL,SArray[,,nn], main=nn,xlab="index",type="l")  
 xnul=locator(1)  
}