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1. The project was successful as long as the input file is strictly formatted to comply with the exact syntax of my program. Or else the program may throw up errors. All parts of my program work and I can encode all types of instructions including load, store, branch, ALU, ALUi, JR, and J type instructions.
2. You will find the documentation of my code on a separate page of this document. I have a main.cpp file, a Parser class and an Instructions class. I also use the tools class which is made readily available to CS majors by Dr. Fischer. The main class just creates an instance of the Parser class with the test file to encode, the instruction file and the output file that the encoding will be outputted to.
3. **Step 1:** main creates a Parser object and passes it the input file and a file containing the instructions.

**Step 2:** In the Parser object constructer, it opens the input file containing the instructions. It also creates and instance of the Instructions class object with the instructions text file. The instructions class just reads in all the instructions and stores them into two vectors. One vector for the names of the instruction and one for the opcode of the instruction. The instruction text file also indicates which instructions are R type instructions so those are specified in the instruction text file and the Instruction class will see if the instruction that it is storing is a rtype or not. If it is it makes a reference that this instruction it just saved is a r type. This will be used to check of the instruction is a rtype or not. Back to the parser.

**Step 3:** It then reads character by character without skipping whitespace and send to lower case. If the character read in is alpha, a digit or any of these character: ‘#’, ‘(’, ‘)’, ‘-’ then store that character onto the end of a temporary string named temp. If the char read was a colon ‘:’, then push the temp string back into a labels vector that stores label names. Also push back the line number in a vector that stores int. This vector will store the line numbers each label is at. Whenever the char read in is a newline character it will push whatever is in string temp back onto the vector line. And then push line into a vector of vector strings called allLines. allLines stores every line of the instruction file after the instructions have been parsed and broken up.

**Step 4:** The Parser object has not been constructed and now it is back to main. main then takes that Parser object and called encode() which main will pass the target output file to.

**Step 5:** encode opens the output file and gets ready to write the output to it.

**Step 6:** encode then loops through allLine and parses each vector <string> line by sending it to the lineEncode function with the line number which will return an unsigned int that represent the binary code before being converted to hex.

**Step 7:** Create an unsigned int named toReturn and set it equal to 0. So toReturn now holds 32 bits of 0. We push the rs1, rs2, rd, and imm bits onto this unsigned int variable. We also create an int named cursor that will keep track of where in the toReturn variable the next bit to be pushed onto the toReturn variable is going. We set cursor = 32 because it is the left most position of the first bit.

**Step 8:** The opcode is always the first thing in the line and is always 6 bits. So, we find the opcode for the instruction and use bit operations to insert the 6 bit opcode into a toReturn unsigned int. The opcode right now has it’s 6 bits to the right most bit position. We have to move it to the left most so we take the opcode bits and left shift it cursor minus 6 (the bit size of the opcode) bits. Then we set the toReturn variable to the AND of the maskedOpcode with the toReturn variable. Now we have the opcode in the first 6 bits of toReturn and this will happen no matter what type of instruction type it is.

**Step 9:** lineEncode checks if the line contains 2 words, then it is a j type instruction so go to step J. If the line contains 3 words then it could be either load store or branch instructions so go to step B. To check if the instruction is an rType or I type the opcode is passed to a isRtype function in Instructions class object and if it is an Rtype then true will be returned. So, if the instruction is an Rtype go to Step R but if not then it is an itype instruction so go to step I.

**Step J:** If the opcode is J or JAL then all we do is find the label and calculate the label offset based on the line number the label is at. By taking (line that the label is found at \* 4) – (the line number \* 4 – 4). We then take that label offset number AND it with the number 0x3FFFFFF and store it back into lbl. Then we push it back onto toReturn by using toReturn |= lbl. However, if the opcode is JR or JALR then we just find the register at the second index of line and get the number of register using reg.susbtr(1). We push the register encoding onto the end of toReturn and leave the rest 0 because there are no rs2 or rd or imm. Go to Step 10.

**Step B:** If line at index 1 contains an opening parenthesis then we know it is a store but if at index 2 it contains an opening parenthesis then we know it is a load. If there are no parenthesis found then we know it is a branch instruction. If a parenthesis is found, the register inside the parenthesis is the rs1 and the other register is rs2. The imm is found and the bit operation to push them onto the toReturn variable is done. If it is a branch instruction then rs1 is found and the label offset is found and set to the imm. The rs1 is pushed onto toReturn and then a 5 bits are skipped to keep rs2 equal to 0 because rs2 is not used. The imm is pushed on and toReturn is complete for branch type instructions. Go to Step 10.

**Step R:** We move the cursor to down 6 spaces because the op code is left at 0 for R type instructions. We start by putting rs1 and rs1 onto the toReturn variable and then finish it off by adding the 11 bit func op code at the end. Go to Step 10.

**Step I:** Find rs1 and rs2 and push them onto toReturn. Then find the imm by accessing the last word in the line which should be the imm. Push the imm on the toReturn variable and go to step 10.

**Step 10:** Return toReturn which will be stored printed out in hex to the output file and the console. Repeat from step 7 until all lines have been encoded.

1. You will found my project out attached page that reads Output.

**Documentation**

main.cpp

* Creates an instance of Parser class and uses the Parser class to encode and output encoding.

Instructions

* Data Members:
  + vector<string> instrName : stores the instruction Name. Must be used with the vector of opCodes
  + vector<int> opCode : stores the opcode number of each instruction in instrName
  + vector<string> rTypes : stores a copy of the instruction names that are r types
* Functions:
  + Instructions(string) : opens the instructions file and parses through line by line and each line, it sends to parseInstr(). This will build the Instructions object with the given instructions from the instruction file.
  + vector<string> parseInstr(string) : takes a line from the instruction file and checks to see if it is an R type and then stores the instruction name and op code. If it is an r type I also stores a copy of the instruction name into the rTypes vector for later use. Returns the broken instruction name in vector position 0 and the opcode in 1.
  + int getOpCode(string) : return the opcode of the instruction that was passed into getOpCode.
  + bool isRType(string) : takes in a name of a instruction to check if it is an RType. Looks through the rType vector to see if there is a match. If there is then true is returned. Else false is returned.

Parser

* Data Members:
  + vector< vector<string> > allLines : this vector of vector<string> will store every line broken up. Also, when the lines are parsed, the labels are taken out and stored.
  + vector<string> labels : this will store all the labels by their name.
  + vector<string> lblIndex : stores the line number for each label in labels.
  + Instructions instr : and instance of the Instructions class object which will be used for finding the opcode of the instruction and checking what if it is an RType instr.
* Functions:
  + Parser(string, string) : Takes the input file name and the instruction file name. Creates a Instructions object with the instruction file name. Then reads in the input file and breaks up the input file by line then by the words in a line and stores them into allLines.
  + void encode(string) : encode takes in the output file name and opens it and gets ready to write the encoded instructions to it. It calls lineEncode by passing it a line of instruction to encode and the line number. The returned encoding is printed to the output file and also the console.
  + unsigned int lineEncode(vector<string>, int) : takes in the vector<string> line and the int line number and encodes the line of instruction and returns the unsigned int of the encoding that will be printed in hex in encode.
  + int getLblIndex(string) : takes the label name it is passed and finds it in the vector<string> labels and returns the line index of the label.

**Output**

**Test file:**

TOP:BEQZ r1,STOP

lh r3,-4(r12)

jr r1

sub r2,r4,r5

addi r3,r4,3

j top

stop:sb 4(r4),r3

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN8AAACDCAYAAAANtc6gAAAYJWlDQ1BJQ0MgUHJvZmlsZQAAWIWVeQdUFE3Tbs/OBliWJeeck+QMknPOGYEl55xRiSJBRRBQkggqCCoYSCIqIogoIqiAAZFgIKmggiIg/xD0/b73v+fec/ucnnm2urr66a7qnqkdANjoSeHhwShqAEJCoyOtDbS5HZ2cuXGTAAIwIAcqAJC8osK1LC1NAVL+3P+7rIwg2kh5Jr5l63+3/18LjbdPlBcAkCWCPb2jvEIQ3AQAmtkrPDIaAEw/IueLiw7fwosIpo9ECAKARW9hvx3MvIU9d/CebR1bax0EawJARiCRIv0AIG7x5o718kPsEBGOWNpQ74BQRDUFwepe/iRvAFg7EZ09ISFhW3gBwcKe/2HH779sev61SSL5/cU7c9kuZLoBUeHBpIT/z+X4f5eQ4Jg/Y/AileAfaWi9NWdk3S4EhZlsYQKCO0I9zS0QTIvgBwHe2/pb+JV/jKHdrv6CV5QOsmaAEQAU8CbpmiCYHcGMMUF2WrtYhhS53RfRR5kHRBvZ7mLPyDDrXfuo2NBgc9NdO1n+PkZ/8GmfKD2bPzq+AfpGCEYiDdWU6G/rsMMT1R0bYG+OYCKCB6OCbEx2+44n+uuY/9GJjLHe4syP4O++kfrWOzowc0jUn3nBEl6k7bGQWIA1o/1tDXf6wo4+UY6mfzh4++jq7XCAvX1C7Xa5wUh0aVvv9s0MD7bc1YdP+wQbWO+sM3wlKtbmT9+n0UiA7awDPBVIMrbcHWslPNrSdocbGgVMgQ7QBdwgBqmeIAwEgoCBhdYF5NdOiz4ggUjgB3yA+K7kTw+H7ZZQ5GoDEsEnBPmAqL/9tLdbfUAsIt/4K925igPf7dbY7R5B4AOCQ9CsaHW0KtoUuWoiVQathFb+04+b6s+oWD2sLtYQq48V+cvDC2EdjNRIEPB/kJkgdx9kdltcQv/M4R97mA+YIcwUZhgzgXkJ7MG7bSu7Wu4BaZH/Ys4NzMAEYk1/d3aeiM3ZPzpoQYS1PFobrYbwR7ijGdGsQBwth8xEC62BzE0ekf4nw5i/3P5Zy3+Pt8X6P+ezKyeKEuV3WXj+9YzOX61/W9H5jzXyRu4m/9aEs+DrcC98F+6DO+BWwA3fgdvgfvjWFv4bCe+2I+HPaNbb3IIQOwF/dKQuSs1Krf9rbNLu+FvrFRXtEx+9tRl0wsITIgP8/KO5tZDT2IfbKNRLYg+3jJS0IgBbZ/vO0fHNevvMhhif/CPzmQFgLxLf5IP/yAJPAFDfAwBTzj8yQRcAWJBz9upTr5jI2B3Z1nEMMAAPqJBdwQI4AR8QRuYjAxSAKtAEesAYWABb4ATckBX3ByEI5ziwH6SCTJALjoMiUAoqwVlwAVwG10Ar6AB3wX3wCAyCYfAaiYv3YB4sghWwBkEQDqKE6CAWiAsSgMQgGUgJUof0IFPIGnKCPCA/KBSKgfZD6VAuVACVQlVQHXQVugHdhfqgIeglNAnNQl+hXygYRUDRozhQgihJlBJKC2WCskXtQ/mhIlCJqAzUMdQpVDXqEqoFdRf1CDWMmkDNo5ZhAFPAjDAPLA4rwTqwBewM+8KR8EE4By6Gq+EGuB3x8zN4Al6AV9FYNB2aGy2OxKYh2g7thY5AH0QfQZeiL6Bb0N3oZ+hJ9CL6N4YSw44Rw6hgjDCOGD9MHCYTU4ypwTRjepB98x6zgsViGbFCWEVkXzphA7FJ2CPYCmwjthM7hJ3GLuNwOBacGE4NZ4Ej4aJxmbgS3CXcHdxT3HvcTzIKMi4yGTJ9MmeyULI0smKyerLbZE/JPpKtkVOTC5CrkFuQe5MnkOeRnyNvJ39C/p58DU+DF8Kr4W3xgfhU/Cl8A74HP4b/RkFBwUuhTGFFEUCRQnGK4grFA4pJilUCLUGUoENwJcQQjhFqCZ2El4RvlJSUgpSalM6U0ZTHKOso71GOU/4k0hEliEZEb2IysYzYQnxK/ExFTiVApUXlRpVIVUx1neoJ1QI1ObUgtQ41ifogdRn1DepR6mUaOhppGguaEJojNPU0fTQztDhaQVo9Wm/aDNqztPdop+lgOj46HTovunS6c3Q9dO/psfRC9Eb0gfS59JfpB+gXGWgZ5BjsGeIZyhhuMUwwwoyCjEaMwYx5jNcYRxh/MXEwaTH5MGUzNTA9ZfrBzMasyezDnMPcyDzM/IuFm0WPJYgln6WV5Q0rmlWU1Yo1jvU0aw/rAhs9myqbF1sO2zW2V+wodlF2a/Yk9rPs/ezLHJwcBhzhHCUc9zgWOBk5NTkDOQs5b3POctFxqXMFcBVy3eGa42bg1uIO5j7F3c29yMPOY8gTw1PFM8CzxivEa8ebxtvI+4YPz6fE58tXyNfFt8jPxW/Gv5//Iv8rAXIBJQF/gZMCvQI/BIUEHQQPC7YKzggxCxkJJQpdFBoTphTWEI4QrhZ+LoIVURIJEqkQGRRFicqL+ouWiT4RQ4kpiAWIVYgN7cHsUd4Tuqd6z6g4QVxLPFb8ovikBKOEqUSaRKvEZ0l+SWfJfMleyd9S8lLBUuekXkvTShtLp0m3S3+VEZXxkimTeS5LKasvmyzbJrskJybnI3da7oU8nbyZ/GH5LvkNBUWFSIUGhVlFfkUPxXLFUSV6JUulI0oPlDHK2srJyh3KqyoKKtEq11S+qIqrBqnWq87sFdrrs/fc3mk1XjWSWpXahDq3uof6GfUJDR4Nkka1xpQmn6a3Zo3mRy0RrUCtS1qftaW0I7WbtX/oqOgc0OnUhXUNdHN0B/Ro9ez0SvXG9Xn1/fQv6i8ayBskGXQaYgxNDPMNR404jLyM6owWjRWNDxh3mxBMbExKTaZMRU0jTdvNUGbGZifMxswFzEPNWy2AhZHFCYs3lkKWEZY3rbBWllZlVh+spa33W/fa0Nm429TbrNhq2+bZvrYTtoux67Knsne1r7P/4aDrUOAw4SjpeMDxkROrU4BTmzPO2d65xnnZRc+lyOW9q7xrpuvIPqF98fv63Fjdgt1uuVO5k9yve2A8HDzqPdZJFqRq0rKnkWe556KXjtdJr3lvTe9C71kfNZ8Cn4++ar4FvjN+an4n/Gb9NfyL/RcCdAJKA5YCDQMrA38EWQTVBm0GOwQ3hpCFeITcCKUNDQrtDuMMiw8bChcLzwyfiFCJKIpYjDSJrImCovZFtUXTI685/THCMYdiJmPVY8tif8bZx12Pp4kPje9PEE3ITviYqJ94Pgmd5JXUtZ9nf+r+yQNaB6oOQgc9D3Yl8yVnJL9PMUi5kIpPDUp9nCaVVpD2Pd0hvT2DIyMlY/qQwaGLmcTMyMzRw6qHK7PQWQFZA9my2SXZv3O8cx7mSuUW564f8Try8Kj00VNHN4/5HhvIU8g7fRx7PPT4SL5G/oUCmoLEgukTZidaCrkLcwq/F7kX9RXLFVeexJ+MOTlxyvRUWwl/yfGS9VL/0uEy7bLGcvby7PIfFd4VT09rnm6o5KjMrfx1JuDMiyqDqpZqweris9izsWc/nLM/13te6XxdDWtNbs1GbWjtxAXrC911inV19ez1eRdRF2Muzl5yvTR4WfdyW4N4Q1UjY2PuFXAl5srcVY+rI9dMrnVdV7re0CTQVN5M15zTArUktCy2+rdOtDm1Dd0wvtHVrtrefFPiZm0HT0fZLYZbebfxtzNub95JvLPcGd65cNfv7nSXe9fre473nndbdQ/0mPQ8uK9//16vVu+dB2oPOvpU+m48VHrY+kjhUUu/fH/zY/nHzQMKAy1PFJ+0DSoPtg/tHbr9VOPp3We6z+4/N3r+aNh8eGjEbuTFqOvoxAvvFzMvg18uvYp9tfY6ZQwzlvOG+k3xOPt49VuRt40TChO3JnUn+6dspl5Pe03Pv4t6t/4+4wPlh+KPXB/rZmRmOmb1ZwfnXObez4fPry1kfqL5VP5Z+HPTF80v/YuOi++XIpc2vx75xvKt9rvc965ly+XxlZCVtR85P1l+XlhVWu395fDr41rcOm791IbIRvtvk99jmyGbm+GkSNL2qwCMVJSvLwBfawGgdAKAbhAAPHEn99otMLSVcgBgD+mhtGAlNDMGjyXDSZE5kafj7xCwlCRiKzWeJpj2Ib08QzkTYA5iGWBTYD/OMc+lyZ3HM8SH51cWcBIMEgoRdhXRFuUQXRK7v6dEPEhCTZJS8q1Uo3SKjJUsj+wnuRvyhxSsFNkV3ys1KMeraKniVZ/tLVfzVt+j/lWjVXO/lrY2Qfutzm3der0K/XyDg4YkIw1jZuMlk37TBrMK8yqLDstpa4wNiy2rHbU9bL/usOYEnMldiK6U+9D7lt2m3Ac9OknXPWu8SrxzfBJ8/fxs/bUD5AJFg3iCWUKoQuHQ72FT4YMRNyPPRR2LTo7JjG2ORyf4JHbuBwcED6okG6W4pMakHUsvykg6JHdoOjPvsGWWQDZFDshFHaE5KnxMPc/8uEO+c4HzCcdC+yLbYquT5qdMSgxKtcvUy5UrZE+LV4qekaoyqU4/O3HeqOZS7XwdTb3ARelLqpd1G8waHa64X/W/Fn49rulgc1rLodasttwbee1FN8s7am413e65M9o5cXekq/Gebzdz94Oe4vtxvb4P9vU5PLR6ZNJv8NhwwPZJxOCZoZfPKJ5LDuuMGI3qvVB6KfCK+Gr19czYizd3x8++TZ/wm7SbMp82e2fx3uKD8UflGaaZidmcObm5ifkLC4mfDD+Tfa77YvBlevHsUvxXt28W382WA1e6fh7+1bqhu7m5639pGA3Poicw09hFMphcAe9PUU6YIIpSxVHfp2WhS6B/zijDlMb8hlWeLZN9kJOVy5E7n6eDd4xvmX9FYE7wsdBZ4UgRdVEy0edilXsCxeXFf0vclzwm5SDNJf1RpkE2Vk5NHpLvUchRtFCiUxpRLlFxUeVQHUOiwFWdRX1U46Smi5ag1pr2sM5V3SN6Pvp7DWgMPhh2GBUZx5r4mHqa+ZuHWYRYelpZWKvaiNqy2RHtUfYrDh8dR5zuOTe4lLnm7Et0C3B39NAlSXoye0Fec97DPt2+zX41/sUBGYFhQU7BmiFCoZRIJEyGj0d8j+KJdo8pib0b9yJ+OmEhcXU/xQHOg8LJ3CnYlLepzWl56ZEZbofsMh0PB2SlZ1fkXM5tPtJytOnY1bzLx+vyzxecOVFWWFSUV5x9Mu1UQklYqV9ZQHlKxZ1KkTMXqoXOFpx7dn61lniBtY6vXhSJA8XL6g26jWZXnK4GX8u8frbpdvNQy3jrTNu3dvgmU4fYLdXbmncUO3nuou5OdfXea+6u7Sm7f7z30IPEvsiH0Y+y+zsGGJ8cGHzzlPWZxnPbYd+RlNHzL568/P6adkz8jel4+NuTEzcnn06NT0+9m/+AQbyfOjs0T7Mg9Un+s+AXqi8/Fz8sjX59+O3G96rl5BX7H0I/Vn52rCb+Ul0jrOtuzO76XwKaR1XAbmgRDA6zhJ3FzZFNkS9R4AkClFpEZ6pU6ks0Q7Sb9AIMeoyBTIeYK1maWHvYHrDf57jJWcUVz63N/YvnHK8J7zxfFr8Qf5eAm8CqYKGQlNBDYT8RnEitqKHoR7HMPcJ7esS9JIBEheReyRdSMcjbTaOMqcyMbLocp1ybvLX8gsIhRS7FVuStZUY5WYVR5aKqlurTvV57P6slqePUyzTkNEY0E7U4tdq0LbRf6vjrbOpW61nqk+vfM9hvKGc4Z1Rt7GrCbDJiWmRmY05l3meRbqlq+d2q0TrIRsjmnW2V3T57FvvnDnmOho6bTs3OwS78Lm9ci/eZ71txK3QXcG/y0PJ4RYr35PV8gZwj/j4Gvop+yv5GAaTAkCBSsEYIdchY6PmwkHD58PWIe5E5UZbRDNGvYypjveME4z7En07QSxhLDE6iT3q2/+aB2we7k++l3EitSytOT88IO+SSqXdYNAuT9Ty7JMc5lz937cjE0cfHbuSdOX4w36VA5QTridXCkaJrxSdPHj1VUFJVer3sfvmLirnTa2coq7irZc8annM9H1ZzsDb7wpG6lHrSRcVLxEtfL39qWL1CuMp5Tea6ZVNSc1PLzzblG+HtJTevdLTdunm7787yXYOuG902Pcu9xX2yD5/3Hx3wGDR6qvVceyT4JXFsfmpgbvn76pb/d/6D2ypYBQBOpCIZaiYAdhoA5HcjeeYwknfiAbCkBMBWGaAEfQGK0A8glcm/z4+tfymxgALQAGbABYSAFFBBMmML4Ax8QRSSXeaB06AB3AZPwCT4jmSO7JA0ZAC5Q3FQPnQJegB9QGFRwihTVBSqAsnzNpG8Lha+Af9GG6BPoKcwspgszFusCrYEu4ZkWA/JFMlqydnI8/EU+GwKPMVxAiuhllKOsoOoRmynUqK6SW1I/Zommpaa9jKdLt0QvS39EIMFw1NGd8afTCXMaszjLAdY2Vjb2dzYydk7OGI55Ti/cV3jjuSR51nn7eUr5vcX2CtIFJwQui6cJeIpqiUmuIe4Z038s8Q7yWGpZukkGWmZcdksOXm5L/JtCgWKCUreyqYqUqpMe4lqEuplmmJaR7X7dL7okekzGLAYshvxG8uZmJtGmJ0y77b4asVn7WBzzLbXHu2g65jp1O/C6Oq5r97tnQeWROOJ9Vz2eu895jPnR+VvElAU+DF4b0hh6Odw44j6KEJ0RMyrOP34tkTxpJoD3AfLUhhT89PxGamHlg8HZs3n5B4JOdacT3OCtfBTcd0p91LGssGKo5UGZ5ar887Rn8+qWbkQVPf14vHLeo00V5aufWiaaZlv+9g+3bF0h+muzj23Ho9emz6NR5KPRZ4oDIU++zmKfkU+VvmWbvL2e+LM/nmtT41f1r4qfNdfwf84+vPh6syv92sv15s2jv/23JTaPj+2/I8DBEALWAAPEAWyQA0YAlvgAUJAEsgGJaAO3ACPwBuwCGEgVkhq2/sJUCF0BRqAPqGoULIoZ1Q66hrqPcwFu8Pn4AW0AjoDPYwRwaRixhDfl+EAzh83TKZH1kYuSV6PF8FfopCjuEOwJExTxhPJiUVUPFRXkPz1NU0cLSNtK5093Sf6Awx4hlOM4owPmcKYmZg7WQJY6Vk72cLY+dnHOEo4HbmYuV5yV/B480rxAb7n/BcFMgRdheSQXG5OpF/0OvIUyxNPl9gvGS3lJa0pQ5AZkM2RM5Fnkl9SeKnYq9SiXK1yRDVxb6xatnqbxg8tWW1vnVzdGr0W/ZsGNw1vGfUZT5qizETN7S0OWbZaLdjw27rbVdiPO/I6BTq3uOL2ObiVuvd4DJG6POu8srwDfKx9Df2c/NMCOoMogz1DOsJYwxMj3kRpR9fFUsWFxz9K5EmK3T94UD75XCpbWmEG/lBS5kIWKXsqN/GoVB7q+JuCq4WxxXInv5ZcLYupUDn960xNtczZinMfa4Rq/S9cqWe6WH5ZreHTlZJrytcHmkkta23V7VYd4FbdHdPOpa7Kbs/7Kg94HqIfPX4c+wQ7mPOU8Kx62H3U7GXw69o3Hye4pizfpX64Pcs0f/yz4OLjb4UrR1aN1mTWT2+8+7206380IAfUyO7nAWJAAegAS+CG+P4AsvOrQBN4AMaRfU+ABCFNaB+UBJVBt6BJFDnidRKqCDUIM8A+8C00OzoFPYdxwjzG6mBv4dRwd8lMyd6QR+Gp8Fco7AkwoZUygihN/EnVQ11CE0PrRGdEb8xgxWjMpMgswiLP6s6WwB7N4clpy2XObcZjxmvKZ8ZvLeAuGCV0VLhe5IHo7B5KcUUJX8lSqREZVllvuUb5NUVLpccq2Xud1DEaxzXXtU100hEPtup3GNw2HDBaMzExbTGXsLhkJWHdYqtjN+IQ4oR3vuRq70bjQeHp7u3i885P1T834EOQdXB/qFnY0wiXyJnopFjOuPGE+0mdByqS7VJ+pVVl2GdyHV7MvpV75KhvnkE+S8GjQt+ilZPpJTSl1eUKFY8rfaug6vJzSueHa2Pq2OofXEpuMLgieU2/Kbmlui2v3amD6dbonbK7Tvdw3efvy/Xe7NN7ONofPyA5CA8tPpsZHhrNfyn0quL17zd64zlvH01STdlNn3k3+0H6Y9DMmdkHc3MLmE/sn6W+6C46LJG+en+z/M77fXn56Ar7Sv0P5R+lP1Z/OvxsWWVcjVxtWV37pfkr41ffGnHNZu3k2uA62brmevz61fXZDZ4Np42CjYcbG7+lf3v/Pvn70e/fm9KbPpunNvu3/B/lKyuz/fiACNoAYMY3N78JAoArAGAjf3NzrXpzc+MskmyMAdAZvPNdZ/tZQw1A+da3JPCo7VfKv7+v/A8wJsd8JXgO3QAAAZ1pVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IlhNUCBDb3JlIDUuNC4wIj4KICAgPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4KICAgICAgPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIKICAgICAgICAgICAgeG1sbnM6ZXhpZj0iaHR0cDovL25zLmFkb2JlLmNvbS9leGlmLzEuMC8iPgogICAgICAgICA8ZXhpZjpQaXhlbFhEaW1lbnNpb24+MjIzPC9leGlmOlBpeGVsWERpbWVuc2lvbj4KICAgICAgICAgPGV4aWY6UGl4ZWxZRGltZW5zaW9uPjEzMTwvZXhpZjpQaXhlbFlEaW1lbnNpb24+CiAgICAgIDwvcmRmOkRlc2NyaXB0aW9uPgogICA8L3JkZjpSREY+CjwveDp4bXBtZXRhPgriL3OqAAAqoElEQVR4Ae19f3AU153nx3eSQY6llMCwNoQyGHDAMUOC4gP/kndETKF4z00lEHbDOBdtdgfWlULDrX/scGVyN94yO/YfMFTKNTibDFkzXHLDJgzO7lDZlVQrpZKh2KHiUSpSNkOQj0hxpCDVjRxGMFP17vve6+7p+dEtSwE0Nu9RaLr7/fr2p/vbr9/rz/u829566y0GFRQCCoGbjsBtjMJNr1VVqBBQCOA/KQwUAgqBuUFAOd/c4K5qVQiolk/dAwqBuUJAtXxzhbyq95ZHoM4OgamJMYzngIYFi9A8vzTV5NgIJvP1WLBkEUqjpjA2Mo58fQOWLGouzUR7hcIU/a1DXV1ptQWqazSXp7qWVNTlFAdMov/sOYz9nlf1Eaxr3YhFetGFyRGkzg1CRt2L1o0rqWYVFAI1hAAf7SwNOdYb8vARUPN/IJ6RSfJDLOx1mccBN4sNZEVcfriXeV3FPHAH2EDOUvJwgrl4mf6E5SBjmUSgpLxoetyMd4pjLMdiXkt90FhKmsJYfoD5LPbDHWZGlFm42lAIzDECKK8/NxCRzqD5WTQaZG5xE9ONTY7UG3SLOJfHz4IBr+40fpbJj7Kg7ngef5AFvDIdfHGW1ysw8saGjCMUMdolHRIeFo4YdfmYcHWnOFFmjkXc5HzemFmHeS75NNPIbm9Mf2iYEWpDIVA7CFQ432hvkJzKxRLD0sh0SKN9N0tmx1mY3+zwsyHd/qSI01hyJCVudpfZqo2zEE/rDjHRjmVlPDzREkcZiEoHDiZluxTzyJYsnM4yx7iYn7ndbum4Lo15PBrt+1k6l2UxP21r+kNCozja1nwx1fLVzj2nLNERqBhwWfT4C+SQb2PrEnrxnOrH1zvj5ItbcV+j0WO6jMsT/L15Cr999yLfMEP60ruQUeN497J5GIP/eAhUCsIv/DFSx17G/qPdlBvIT/6W/mp4+K5hHNu9HjuOyzxX8wXHuKZlm7Bz5zbQayzZ9gA2t2+j/Q1oQj3u20DbbZtEnOuBNmzethPtjy6jGBUUAjWGgO1jKJtmftHSgUX1ft1wl7V/Jlsp3hJm8nnWFdBfNa19Lf7aafS/qN+Vo3ZPvCq6+DZj6bC1b6mxgF/uh1LjjnHSZlmWO5yuPAX9tTOctnY6K5OpIwqBuUSgouXjz4bCWB+eaXLhYI8XXUN5fHFNo3hkLGl7CeNDaSR7Y/DoD5FA11exkkYv2176IYbSKfTGg3qMG137n0Yu/UMc5kd69uCzbS3o6KHt9B5s3H0Cv58nk2r+GMbZKTy//SF5gI9LOsWJVDlc5b9X83oey08hj6yIouFaFRQCNYqA8S5pmlcY68aWxZvBfUQLPIz33j6FEz3XsO6pL2AdjeM337sOdw+cAn9DdAe68FIbfz/loQ73rnNh4H8/J/YCXcfRtogcOf8YIuGIcKbbyV2WXt6D42kNX3lyDR585E5KexzxS5dxsf8MjrZ00r4XW1yNWHX3Dts4UYH6oxD4oCNQ3uxmU2FG51TxP6SP4+eHYjJOC7PRssxDcZ+I84SSZTHGbp5FNSpbi5gDL5kEH+Ax6qNPFyWfGuzjGA2h8AEgdyhlFF78zckBHv76qoJCoFYRqI1ZDVOTmMgV0NDYjPnlbbFT3Af9yafsv6URqA3nu6UvgTr5WxWBqgMutyoY6rwVAjcTAeV8NxNtVZdCwIJAeQ/LjJLEaiI7Ny5Gs/mB3Yi2JzQbKay/hakpFKwHaLuubj79Nw4WMNKfwuAw0aBvB5asa8UagyFNOe3j7OxwJngbtapfhcCcIlA5EpRliQCnlBkjkMSRDCfN0UlHQnNlYTQomdL5ocXyeNnWUcpMzOCJyjTGyCovzj7Ohlidy7CATg7g9biIWqbGPKtdGHVsrhGoeO2c6j+B9gNxuDxB9CYT8BGz+o09fvxE8Mbkc+K9X9KvNwaiSBMV7RQ2yG/wMpKmDRWszVz9Hdjq9cDr88FH/z2CEwaighVD/jKnmfmQyfPyGPZaCnSKq2ZH32ufw4EewBMII+R1I314B/7m9DvFytSWQqBWECj3/mwqJFq9cFrOPkiHJG0sQhSzAVtCM5WSG2IRIjXTeYn/3mCiKpk54edTkjhxO89yAzGmEUHaLWZEuJjm8dC2JuhsTnG2dkwOMC+v3xWSdQ9FpT30XVFNKSq/0mp/rhEwe13Gw6DxgS3wUeu0x9OB0e3L0MObEW8UnyeK2eT/44Tmu/Gjnh6kBaH5flydvFO0Yv3f7kTHwThC8SQ2Xvs3bNrRjisfG8CbX1xjFI2pQWpVD6bhDvYScbuOenPLsG3nTlz60WX0pF1o27wZ8x66ipVN9cSXsY+TxOoqdkxdgaBqf+VTGO07hsdaO2Td2asVfU7TKLWhEJgrBMq9PzfcJVsPmkbk9erEZz5dx2w6qhGasyzCmSuUxx8MsZBOkHYFrUwXI43Gess6YQMRajF1snW5PfZxVewgZgtxTmVrR7+aPyD3iY1jml9egdpXCMwRAhV9vh++thlvwI1kthtHj75JxOgwkaIP4tV/HNSfD9UJzYLk7FqNB9csx/JNu5CIx3Go/T7zmTJxPoIOmlekhQ7g8TKFifxVToOmKUZm6uKGfVw1O4yJQxqIpoZTr/jwEPVZBcu6WKTaUgjUBAIVzvdH9/C7tQffOXEGFy7043unEsLQZXdbh0jKbW/EJx+hfOkkrjV/Ap9ecQ3fP/wS3uo3JvWN4RvPcdK0By97N5Rnvn7789diF+lHgGYPjgxfxJkjz6GT3po9f/EErGNC169CVZJCYPYIVPT5Nu79BsIX/hJ79rTLqUBUticQxVc/Y8xeqF7Zxr96HcEfr0VH6yqZQAsg1S63x/oieFF0Hf8H1pUqLumFkWMvrF6uGBe1jSvPU4etBzMIXlyFzvYWEemm6UpHLP3O8hxqXyEwVwjYcjsLRGjOEdkZDc1orOow1U0W+UjZrHEmmaoX9QcdnZyYQKGugQgCMzD+D6pRZVYIzAwBW+ebWTEqtUJAITBTBCr6fDMtQKVXCCgEZoeAcr7Z4aZyKQT+YARsnY8rRY+MjGCCy4yVBa5YPTIyJhTIyqLELidST5VwzGQqrlhd5bCZp1ocJ3gLOyatnDVZ3sQ0dshU6q9CoDYRqOp8F868jPoFi7F06VIsaGjDiX6D2DmFMy9vQ9PipRS3GA3r96N/0npiBZzZvx71DQ14rXfUEjGJ7iO7UU8y8vVbjpLIe2kY6ab6KM+Bfx2xREyKuhoMO4j1svvoWclUKbyDI8+sxwLDjtu24fSFKk8JS2lqUyFQcwhUfNx3UIoe1aUDiXTNIiF9JoK3qEo9npS8UKtSNWPDLCTYLzrzpIJtQmrXYhYCKVVbxKzp475gqvC6iODNiOBN+27BjhmISuaN5g+zqGGHkoSvuJTqQG0jwGcRlAR7pehRfW0EcgDB1RrSaWgeUoqmInLG+gge1jtq8aJsUihLB6JxFuROWOYkhmCTJzJQYocTwbs3yOloAV05WwopFdWxBxjNZhCOS0865g3G1ZSiEmTVTq0gUOF86TCfmUD8y8wAi1gWRQml/i8LC+WxMMtkehmRr/UbnOTiyRmT+joO/IaX/z0skaGIfJYNjwrvlPzPEufLsaiQiPew1OgQi/p9LNw1JLHhzszrcHlYIEDy8Lxcb7SCo5kbkDMXiKwt8g1EeIvsZuFEknWFdTl6pWJWK/ebssOCQJU+HydixdG6itgqb6wAqUjTvgxCxza+B6tWteLwCj+MqHqSlf8Wp7CQ9HssOYCB3ghtHUf75yKYqGuk5cL4h+5K5ubUhR9g13FyldAL2LAoh78/eBjf/ZmkpE2Nj+BKmrKlh/HrX18SOqL45c8wZOkwTvSfxGfX7qJEXoT2Pk6/wJov/x1SXT7Me/en+PdBPscBZcuYiUPqj0JgzhGodL5plaJJID6WBjv1CrYL1jKdQ0FO5XEF/hrbN67Bmsf/FG00LQnpi/itOUhpkJ7nmesm/PyfXhcA9HR60LZ+rXCwns4W7D7Wj+kI3iN9R7DAtQM9njCG8kd12loBp/ctQMtmDZdwDz62YM7xVQYoBGwRqOB2rt1ipxR9D5poRjviB3FpZBjnu3vQIljLUTxwz/1op/fCPQe+ilfXBuG6dg7f5K2W5yEsxxi6T/4Lxm+/hp9cpGPpLnzn5J24c8HH8V8e8yEc/hLmcYe/egmX9xxA2u3Dk66F+KNRKlAneN/1maU4ayF4j/S9iqWtL1I8ENi8EG+fOoGeawvw1Bc2YqibH/Xg0U33Y/wS31ZBIVCjCFheQc1NexVp0ncJ6nP8eB+Mz/PT5+blR5Pmwip0qqRKHZBxunq0OGb2B3nesjl2tKAKveAyzRh4IS2WsGXghOcngjejCfAsJfqlVIa1PH1xzKGukL7mH6Wn+Xy8r6iUq81LqzZqCAF7bqeDUvTU5ARyhTo0NjdWLLUs4nD9CM2zI3gXQN/5Mb9C/prcVQWFQI0gYO98NWKgMkMh8GFFoHLA5cN6puq8FAI1hoByvhq7IMqcWwcBR+erpjTNobEnVnOlaCJdjxlcUAuQhQlBkB6rwtR2InE7xdnbQfUSS3tqyvzOYTFEbSoEagSBqoM/NNIY8nB9TRp9LFn/LleqZu0qqprlSfWMj1byPOK/O8gy+qrMuUycacZx+vVF02a1mUSgmIeYKVFj+JRS2MfZ2yELHmYBUV+AmKUqKARqE4EKehl3IqujWJ3Pnlht0MTA/OGoya3UxHrp5Ai6KG4gEtEJ0mCxIfpm4EDidoqzt0OCPN4rF9X0xTK1ibqySiFACFQ4XzbJb1xqgRJR4YRF5zPWRqhGrKaZCzTrwOVPSFD1b3tuWqE2lzG4l1LDc0hfl8FDjmlP4iZ17KjOy+TEUQoxwQEFC6enIXgTjVpwUOFlpVRtaZr6qxCoFQQq+nwND5BSda4bX/zMOvFinBV/+Z88xJIK2k4sGe3DvvXLSd+Th0lcyS/B3m6Gt1/ZKo4Mfu8osUOBrZ+6D/krkoy57eGPou/YPizfoee6mkd+UuhL4+G7hnFs93rsIJ4nD1fzBYe4KQc7QKrYcezh+qCR3Wg6ewz79h/FO2qqnwRW/a0pBCqcr65xEQQPulBJhLYlVltOqf/kfqzdRQ5GEvN/9fgiM6azdS1aOw7DHySKmhnsSdwQSpszJHjT3PofHOqg0jUc8GxA7qencPjgdyGp2malakMhUBMIVDifaVWdJEI3zTMI0WZMJbFaRBXQd+QZuHYchCfUhfzRL5YK1boDoLEUvLJ3O+lh6yLSTiRupzjdlAqC93tv43XRsMbRsWU9VvEmkPihLQ27y2bc6wWoH4XAHCJQQawuTPTjVOIXZNKvcJH+phOncHLhL7Dg409gix2xupEc79XtaH2R3+waNi9/D6dOnMC1Bevwha1bwdu6gz2/xvDF8/jxoRYxeyG65QGsbbIjcTdi1d12cQ4E70XL4IuEQVRtscjmpaWHcOB4Gr7Qk1jYQEaooBCoJQTKO59ZXb6BbLR8AjAWs7QjVtNscqtUhJFXJ0/nMomSzxDUYpnV2pO4+acGOWopbXEzWn9Bz2dnh1ms2BiIcBI4zbS3TKwvTaH2FAJzh8CsuJ1OxGr7B8sUJiZyqGtoJAXssgbXgcQNh7jZ2WFvoYpRCNxMBGblfDfTQFWXQuDDioD9gMuH9YzVeSkEagQB5Xw1ciGUGbceAmWdrzIAODmZ/tfNn18xabYsZcmuIGTX1WE+/eehGkG7ro7KNGsvYKQ/hcHh34tRyiXrWrFmkRHpFDeJ/rPnMEbZgI9gXWsLLvf+M352bQX+ZOs6JZzEYVGhdhGwG+vJD8WlHAPpY75/cnKeJfySkB3o0nNlU1L2zxgB1X/dFsJ2RqecEUpihDWUkpQybpt9nEF3M0ZlNZbKZllIyA2GlFan3YVVx2sGAaN5KXs6TOD1Dg1cAyn2veexpCyWmjJqEblMQ+nadxNnX0f7Qcrli8PfpueqvwNbvR6svuMu3EHl/K77MOjTG6zr3OYFb82HTP4QVpZZ5BT33i+pQG+MPuhv11vmSaRX0LHsPBKy4LOKqNUuNq90RAWFQA0hUO0xYJCaPUSMLv1ElmO9YV/x+5/Ly7qGjHlDNorVZRXIltHFEqSElBuIMc3tZm591oPm8dC2xqIDWce4gRiJ6FI+UickUV2NeTwa7dP0plxWCvNqfhby66rVbh9LDus2ltmidhUCc4lA5YDLRB+e5dxMCsc7N6H+ttvwzKtnxOImE+ffQOuew3B5w+jtisCVfgObn/62iDt75Fl9GenjaF1cj9tuewZnLlgUbqm8qcETomV0B7+OrUvqUNe0DNt27oTbxUU+XWjbvBk7v9KOlbQoilNc07JN2LlzG+Xg2R7A5vZttL+h2JqSvOG5hi+B1nEgdtlheL/5Y55SBYVAbSFQ7vlGq6cFYiwzlGYRP5ePl/J7qRDfdrGuUZlrNJNm6YFhls+l9XUbNEaK1YwUq+WcQJe176W3SlyK3iCq6JUPRPjaC2FWrX2yj8uzCE1jcos5g8ZZ6HWY9Y6LqU7mOg5GMvWrEKgBBCpaviu/49N8XNj71e1Yee86eP7sEfG0uPircdTP47MQFqJe75c1Lrgbdy8k+cD89IrVE+cj6OBTfUIH8HizKNL8k78qJy5VzqOgiUy2cTlc5SXQ1KSKsBB6H7CsA1mRUB1QCMwdAhV35+rH2siaTuz7m1cR3LkG5yJRYd36B5di+ZWHaPs4vvbaCYS2347OFpJrd4WQffsZe8VqUcMYvvFcJ+X14GXvBlHeDf3T04nnjtyFJ3EOXFTb5X8QZf5+Q6tXhSsE3hcCla1vnqUi/uKgCr1yBkwi9HipYjW9QhpkZ1vFaqpgVJd18Earzy0XKyOVK1jrhtnHyaXBrJ8sGK1hFBHLkPmY3yR666slVZ6oOqIQmFME7Lmd9DlhYjKHhsZm+lhe6sf8o3kun6e4G69YXVrzTPaketlMCQIzqUGlVQj8IQjYO98fUqrKqxBQCEyLQMWAy7Q5VAKFgELguiCgnO+6wKgKUQjMHIFZOp+zGjTvE3JCdkkoTF53xWoikNmoUjsoZ5cYpXYUAnOHwIydb/LCGTxzWz0aGupx5Hwpg4U7w5n961Hf0IDXekfNsxrpO4r19U1YunQpFi9oQNv+04IVwxNcOPMy6hcsFnELGtpwor8oNe8UZ2vH1AW83NaAxVTX0sULsH7fSRRLNE1SGwqBuUdgJmOtw11WTZXKRSfHkyH5icIXL3JCR3v1WQ0u5g8GmZdYKXTWzBcfmrVitZMdvQE5q8ITCJvK2V5elwoKgRpDoEKxmtuXSYSK04CIPB0fkHywZJBubHeAxWNyfYWSFV9z1YnV2ZR0SL/hANmkKJt/nzOobMEKVWonxeoss7WDVrclNidR1UL0xY/CkFTLJgVduc+PqaAQqBEEKl87p/rxP9uJjeILI5lKwEvkaW3nm+LV7YGOBHLdL+GzDy6raLKnI1ZfHpfStVOjvzVFbGenWF2ArR05SXPTvvIpjPYdw/rlu6Sd2av0QqyCQqC2EKh0vvnr8PpQCs8+NA8/PZfGb/nUgYXzBFeycdESMTs8lxesyuKZkMN+60XicZFmJxGrQcRq2jqO9s9FUHBpCJJK7hsdLTTT4TY0rJLzBNcvJwKmgyq1U5ytHaTvKzSwO1uxqrUDK/wBIrRRaDK4nnxHBYVAbSBQ4XyFd06jaXkLdvyfS7jnnsVopImvxbk60uiGeiknPa9eV6J1IlbjXrzww3GkU0nEQ8IViGwZxPNP3wuubcuD5o9hnJ3C89s5d5QHotQ4xclEqLADhro2PQTS4zj1ig8PmfLYeib1oxCoEQTKiGNA7vKQMM3T9ig+8bFxfIvvyUkHmOjvRuIX75GY9U9EmsSp72DhL+7Ex594YhpidTPWbbgbpzqOUz43uhL/XcyOX7xlB+0fR/zSZVzsP4OjLZx87cUWl5NidaODHX+CXT4q8XAcI8MXcabnqCBWe6JPlErXC+vVH4XAHCNQ0ffMD5kLY3K154CPZoTrpGdBcuYDGmX/ueaKE7Ga0Uy9uE+OQoaS+mRAvWJ7VWp7xWonO2hNMhY0SdU0388fU3ouFRdZHagFBGy5nfxDOYm06PPi3v8TQqhIk4JKc2OpvotjCQ6q1E6K1U5lTk5MoFA3QzucClRxCoHrjICt813nelRxCgGFQBkCFQMuZfFqVyGgELhBCCjnu0HAqmIVAtMh4Oh8Qml6Rl+ni4TmimyFietOrJ4cG6Eyx2g92vJQtKM8Ru0rBGoGAbtRn+EuSSHzJ96fXnUuE5eKZcZIKNHSkqNS9bM8zhe1rs8n6yFAaBTVzaLmGnx8tNMuLscSAamqJvK5SLPTELmm0c6Azh/lcS6fGu20u8bq+NwiUJXbSYxnRqwUcgYfy5Sq5kpr8zmWy1mF/gxZQBcLxntZIiKFdV3BJKUfZgFdFDcQiTCf7hixISp4tEsK39InjXAkqPNJqU5ei0PcqP5gcHmCLBLyyk8fXknmVsRqeYnU39pHoKrzZVNhcUN7IuWCR3aK1eMszJ2KvgdKX01LR/JE2URGkpvdwhGJ66yvy+Ahvc3ZEatHWcwrW8leyZ7WNUNpBdpJRayu/VtOWWggUKXPN4W3Du2hNzYP9j3VgBP79+Fo9zu0D9grVjfjiWeJWtKzBx37Xsb+3Z3oofSRF9rxn6/IOX/bHv4o+o7tw/IdUg17kvQ2Z0esnoJY2kHbiSWjfdi3fjn0EnFlUhGrxYVSfz4QCFQ439SFH2AXscDcoRewYVEOf3/wML77Mzkj4eKPuumkXDj0t7vxeNuX8a+ZNNLf/a/0SZ0PcFwRJzz8u1/j0i+56wH/0f9r8cv/dLauRWvHYfiDfvOYE3naKU7QPuN7sGpVKw6v8MOvU0a5mK8iVlvgVZs1jUCF8/38n14XBvd0etC2fq1owXo6W7D7WL+tYjXe+QFaO98AvVqi+82jeLM7h7AGHNz1Kn5uTIBwB0BjKXhl73Zid+p0USfytFOcDqk/lgY79Qq2C/Y0P6iI1To06ueDgIDx/mn8DqfiLByOsAgNjkTCATkgQiv9xFLDzJgY6/ZHWToVk/06PnF1XJ+t7vKxRGqApXuj+sinnw3RP2rrqA/ppbgUC3v4NmglohzLD8fFNjxhlkon9L6blw1Qx9EpbjghRX09oQRLdemz56l/SSWyhE+WH0qkWEIfjPHYiPUa56x+FQJzgUDVARfTEJoZTm90TDMHXuwVq4e6wvpopbz54fKwaEqSqHOZhCiHOx3/Ty2WWcVsiNVcmToR9EjH5WXy5cGMxVcUsdrEVm3UNgKz4nbaK1YXMEkq1/wDezOpWZcGUsCeyKGuoRGN5RLYsyRWCxJ3oQ6NzZXK2YpYXYq+2qs9BGblfLV3GsoihcAHD4GKAZcP3ikoixUCH0wElPN9MK+bsvpDgAB9GaseChNjGM3RSkQLlqBZnxc7RjIS//IL4I+3tYFWda4aCpMjSJ0bxO957EfuRevGleaE3MmRfpwbHBP5PrJkHTauWaSXUcBIfwqDw5TrdmDJulasWWRU4BSnZ6/2Q4rZU9T5nF/ev6yWVh1TCMwFAtXGg+wIzakQSUrQstC6zGZlVhodJZ6LZRQybOpl5jKx4nFKY11XL6NTzuj8RRouS2EEpzgjTeUv8UlFWQFilqqgEKhNBCpfO8e68bn2A+QHHhDZmT6I92CXK4ALdKR+HmnwYQXu4N+yy9dioEO0iDMu0l9vLMM/YYB17zaFi+rykiUTy+RFXPfe4gq1ecEX84FI3CJu74biSKlTnFiroYodE33Hwc/AF/uiEGrilqmgEKg5BMqfCU5kZylcpLFQSM5a4FOAIknetmRZzK8xt8ZbRprGo2nMQ9saTefJkpK1n7bdbimgpGkeprndjE8ryg3ExLZbn/WgeTzM7dLoA3zWMY4LMvVaVs91eUKMsuiBSN5CQIk+1huH1K9CoAYRqGj5nMjOBt+y89w9iEWDxPLsQcemb2KMaF33bdiGnW2b6Bi9mD7Qhs3bdqL90WWor2vCpm1fwjbyMM4LfaBtM7bt3IlHVy5EXdMyse12ybi2zZux8yvtWNlU7xg31f9t4okehCcURyoZg+t4J9Y+e0JMqp0ajGNPnLRAI7vRdPYY9u0/incqZ9vW3ENQGXQLIlD+QEiHLcwRWnM94Jf7fF0G2fK5zT5fMshbOs3cZ/m0oJWF09a5frKG/ACfpuRmaTnnqKTagQhNjHWFqT2rDNXiDBu9/iC1wvr68URzG6cS5HQjjaWonkyYT7h1s1S1giurUkcUAjcVgYqW7/0oRRvPqPr5vA+oK+ryg4W82LuazxlJzF8aOBWhShTyV2UZehIzD9+oFpcXC4y5sPLBNVi+fBMSiTjih9xomHwbr4v5RXF0bFmPVbwJpNa5pWE3+stXMyupRe0oBG4+AhXOt1aoSMNUke60qEjL184eeJ87gtMnj+C5Tn5zu7GsOD5yU85gxScfoXrS+M21Zjz86Y8h/f3DOPxWP/INy+CLhEGkcOz7i30IePjrLA28hJ7EQl3ZXhxQfxQCNYCA8THNNKVuydMgsjNWte9By3F+2E3rHvwd1lDKfpFKw1MLu6Ht4I7nQihROqLI20L7YBdLx/m6KVVDZVzzxr9EPNAPrYPm84k8GqKpdjTWNePpL+82Sxm81oUDx13482e3236XNBOrDYXATUbAntvpRHYmI4WidR0pWle47008g8IUJjkRgEjcc2nGTTxjVdWHCAF75/sQnaQ6FYVALSJQ0eerRSOVTQqBDyMCyvk+YFeVc2cHL4zU9Eq7HwQbb/Rl5wvBTheU802HUEl8Af3dJ3Gyu7+KSnZJwtKdwhi6T55Ad78klZdGzmRvEt98bCnWrlqK19/XtxNp7+nuwZvorDO1cSbnP5u0s7xmM6zKXj3doaDyr4rZtNTspCyCKsaJ1MGEkLEtT3oL7mdZiFPhxAf9GZx+NikkNqSI8AzyVSTNs2TYRzQ+H+sdLmMr5NJCqiNsSnfzzLO0t6LemRywtzGbjtA95WEW3vxMCp5l2huNQXX1dO4/0wXbls/t8cHnJQky+p72Yvvn0F3toc1HG/k6fpZQoGNcRmJ2gaYBTb7//GLEVVRUmFGdYg0KOwPJfj4VqTxI/nY9mlZQjL5GfTENn75UJRMlEEcb7hAray+cb6irFXPObKsOG3cfQvepQ3i8fE4XDfdyHsFVU8FNliztbSJ5R7LFxkYnG6aqgeGUgcad7WxsqOdSdsMwVhN3LKYkkvCl+6wqwnROdiY6XjN+n1YrkN5Szpw4gfMjpfd1iTmWnbHu19B+IE6SRUGQejq5y0G4njttSeGwWe6dRstnUMQyMUmiDiWJXhYhaXYXkaQ1P+sihTKSABT0LTHFKDtgWdEWzBtM6CvC5lkqqlPAiOrlD9CTmxOy6Qktn4QuQaaO9HaZayxwKhsPmUSoKMpEaz/EB/jxLIt6yQYiYdNpMS0YZn4naXtRkvyTG+olkre1RZfU69wAPxeyLejX5evJ/nBSqm+Pp1lAk6Rwl9cv5e71lXqdCN7jaSKN628P3kBAbGuhlMWa8s1RQQj3RjMsNxQjO7wsncuKFX3d/jgbE60GTcUiUrqLVOKsDdwA4cuPczw4qd0grnOsIvx8CTu/V54DKK+xhka5Bdb9od6IaT/PH9eZ68kwl+en6year2FaBZjK1YKMq//L61nNRiLe+4h4r5Pr3USuFwR660lYK7dsD/VahbncLNw1pMdyES19qQA6b7fXQq53uma5IRahSQAcK/6f36cmJ59KNlc9Nq+xxZiKTYPO6Gbl6um87OlCRYpy5xuKS8cJkvONZ5KlSy57vMzr4YuU5FlcSLjTK2o0wWK6ZJ9QPTPWXKALGIlHTRUz7mD58QyLlaiQeZiPyozyi6K/Rrl9YZZM6bKC4nUvK6Xp6QEQEDeUmwUC8iKUvnKVnzrdiMJJPSyeTJn1cglD45w5TzUSizCvmGVB/FAyw7gYnmCERY11ITQ5TzGnv6ITwZsRwVuem5Aw1G2kV/ZANMZC9LDgF8PZ+ehCcllFT4T1RuUDL0x2BiifO5wiKUWyORZlASG9aOHT0mkOJ0nukTiuLkoLknmMRMIs1stvUmMNDao7EGYR/Wa1zqUsR0nsE/biwUGzRZLpXhYUddIsEc6R1a8L3AEWFY4IZjws7W3MsSThGtJ5wm4frbERDrPeoWlIt/rrunD+3oQ+V1RydY1GwROMskQsKM9diwh+sNM1M+JC8STZFBTXxSotmYnqDk1lWZ2yKk6UQsygofshk+llPnHfcKeWzl09T/GorfO53HxakP605E9h3ZKBiGxxAl3Waar6zUZPCwmnPpnVG2Nj+roP3Hl5MG5Y84IN8H4A3WCBrqJV+lZ2iG64aIR0RINM4ycmnkayLo20ODMxssVNgNMkXn6zGGVWFMQP5FLSOdxeFgyFmF/cUGDcLsP5jEm88hy589HNK9L59Um5OdmS6E9FW4K3cYP6EtIUnXDu7HyMCRK5FqIHg7x4PrpB+XkF9TcBXljRNlm0+deog9bAKAbd+YynuJ5mOucz8HBTSx8i7D3cqam1MyZRj+vXVDxQ9DU4inXa25jXr7XxVmXNU23bWDMk0KVLUI5mWIp0YceplU0J0rxmEvW7/Pxe9ZHmq9M1Mx5G/C0nZD4Myvvi2dFRuqeqWVR+zCiP40P/qUGQ99X7cz5bYsiK1S1Yt/IRhLa9jKc+/zRWlvA3iWL2yBKqzxI4cyyry0xTv2MePYZx5VoxgWWzeFDvE9GBbU89ZD2Mwjun0bScbj0tgPifL0NjmqJp1wzX8rjCezk0R7caIdtMZ2xQIt4ncq1eiTX3LwfuTyC+4xpW3Ee9oXeNRLITkL/KU+pBbFYnhpYQvO+EIHhfu30F9a+kRa4G0sSwBAsF3XK0uLm0pR3o2IMdcQ2hsB+nvpsgWrgbf72iuZhI36ov7z4SqX3aYLDbp0uoF7V65YO4/547sTyRwI5rt2OZDkPjRxcWS3Dox5bbmMsb8uXF7I5b+jnO4+sAUJjfuAB3LwMaaLf89GU/8gry/BI6XDNhgWs1HlyzHHfifiTiO3D7ivtE+eLP1Ah++pN/x0fWu7Hh3pKbvpimyhZXT39l+zqcP5LEweNVElQ5ZDvg0v7V5/HCCy9g75eLjjc1dgHJt7kXZDH4dj8GB43vTfVyxnrPP+A73efRd+IQXqRk2uYNuGvZajHH78XWDhw5dgR/6uKLsOhhagznkm+LnXd/9VMq7wIm9U5w7vKQOO5pexSf+NidEs/p7l692Ko/jSvQRg+EdPI3aF77aay4lsZh7TD6LzvdtI1wtXFx+wP4X0dO4vSxADo4pZU/aCjYErznrwBXsE8f/FscOX0Gxw50wpJNZq7yt3H5J/XnSwu2bP0MTcigXC43VjbTQ2riAvr6+vBvP+H4X8SPf9iNvrMXioMQeTmjJP6jBB0/i/MXJqrU8P4ONa7+JLk8kPzNNax+eD2dyPfx0ktv4bK4Nu/g4Kod1BD6EaIOdJyWEjgxKB9W09sone9HiR/gLNl4YUK/2DZmcTy4HS9+7TX0DZ7Fy59dgKWLP4+fU3X187hjxPGt493o7zuBrx3gN9zDWD3f6Zo14pOP8AuTxLXmT+DTK67h+4dfwlv99ATXw/k3PGjVNLQ8HcH0CDZiyx6/yHlpZBjnu4+gpbOHBnS/YBTn/FvRkOod+7DlVcdIIzVc9CaWN7PWIffxlD7wIePd3rDohPO8AzRwoonOdnEWPH9FNOTnyULZbFtebVh+yDKA42EBH/WbSl47+RJj8rUzq792Ovf5GBsfiOuvULI+zR+jlQj5QIH8vBLWx8DT4tVa9vnyo8niuzy9snp5v1Hv81GJLB6Qr+HyHGgWvo7baDJiDha5vXyQifpd1HdzDqMsxMv3xGiwZ1jK7PsTYuCnEitKZ8Wf+h9WW+SrlP5aZNirvw5Pbwdds7jsDxnXxq8vaJrS53tGeAeQXmNpfI/sCNCiAIRjSpfuN69nmY00KBf0yP4vL9foijhhMpAotSNgqp2PsigN4hj28YGk3mHZ6XG8ZtwGc9CN7NMCLMXfY/VgLArr8sWrzi810hV/q6unc7umC9ed21kgQnYu34DGRvmqgImz2L/368BjHXj+vz2E//jOAWyi1YqofwWrVgsZWzWIzwnzicBdNXY2B/nnjBzy9J5SoZztUNzU5CTq7Ajc/JNLVYI3V/AuEBa6/JtD+TUZRWPxk7kcfRpoxJyKwOn4VrVDxNFktyoYO10zeZ/SG1uVfPyeq6N7biahXD2dM1zI+RyLuO7OV1nbJE7sfgy73uCvSzJogTjefOlpU1zJOK5+FQIfFgRqxPkknFMTE9Sfo3f8ukYsMoRAPyxIq/NQCJQhUFPOV2ab2lUI3PII2I523vLIKAAUAjcYAeV8NxhgVbxCwA4B5Xx2yKjjCoEbjIByvhsMsCpeIWCHgHI+O2TUcYXADUZAOd8NBlgVrxCwQ0A5nx0y6rhC4AYjoJzvBgOsilcI2CHw/wG0nAAvy4WN8AAAAABJRU5ErkJggg==)**

**In binary:**

0010 1001 1001 0100 0000 0000 1111 1111

1000 1111 1110 0111 1111 1111 1111 0000

0000 0000 0110 0001 0100 1000 0010 1010

0001 0000 0010 0000 0000 0000 0000 0100

0110 1100 0110 0111 1111 1111 1111 1011

1010 0001 0110 1001 0000 0000 0001 0000

0100 1100 1000 0000 0000 0000 0000 0000

0000 1011 1111 1111 1111 1111 1110 0100