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# Department of Software Engineering
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**Time: 10:00 am -1:00pm, 2:00pm – 5:00pm**
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# Lab 10: Implementation of Binary Search Tree

**Introduction**

This lab is based on the implementation of Binary Search tree and its functions.

**Objectives**

The objectives of this lab are the following:

* Become familiar with implementation of binary search trees
* Study some statistics of binary search trees
* Write simple applications using binary search tree

**Tools/Software Requirement**

Visual Studio 2012 or gcc or g++

**Description**

In computer science, a binary search tree (BST), which may sometimes also be called an ordered or sorted binary tree, is a node-based binary tree data structure which has the following properties:

* The left sub-tree of a node contains only nodes with keys less than the node's key.
* The right sub-tree of a node contains only nodes with keys greater than the node's key.
* Both the left and right sub-trees must also be binary search trees.
* There must be no duplicate nodes.

In this lab, you will expand implement binary search tree, study some statistical properties of BST and write a simple application using the BST.

Here is a template of how your class/structure looks like.

class BST\_Node{

Template data;

BST\_Node \*LeftChild;

BST\_Node \*RightChild;

};

**Lab Task**

You are required to upload the lab tasks on LMS and the name of that tasks must be in this format

FullName\_reg#\_task#.cpp

Remember to comment your code properly. Inappropriate or no comment will result in the deduction of marks.

**Tasks**

Implement the following operations of Binary Search Tree ADT

1. **bool IsEmpty();**

It checks whether the tree is empty or not. It returns true value, the tree is empty; false otherwise.

1. **void Search(template value)**

It searches a value in a BST. It makes use of two pointer variables loc and ploc of type BT\_Node as explained in the class. If the searched value is found, loc should points to the node in which the searched value is found, and ploc to its parent node. If the value is not found, loc should contain NULL value, and ploc should point the logical parent node of the searched value. The following table represents the four possible combinations of values in loc and ploc and their interpretation:

|  |  |  |
| --- | --- | --- |
| **Loc** | **Ploc** | **Interpretation** |
| NULL | null | Value not found. It should be inserted as the root node implying the BST is currently empty. |
| non-null | Value not found. Ploc points to the logical parent node of the searched value. |
| Non-null | null | Value found in the root node of the BST. |
| non-null | Value found in a node other than the root. Loc points to the node in which the searched value is found; ploc points to its parent node. |

1. **Void InsertWithoutDuplication(template value)**

This function calls the above mentioned Search() function to insert a new value in a BST.

* If the searched value already exists in the tree, its duplicate should not be inserted; exit the function by displaying a relevant message.
* If the search value is not found i.e. loc=NULL, the new value should be inserted using ploc.

1. **Void InsertWithDuplication(template value)**

Implement a version of the insertion operation which allows duplication values. The left sub-tree of any node shall contain items that are less than or equal to its value. Items that are greater than a node’s value must go to its right sub-tree. Note that you cannot use the above implemented search function.

1. Implement the following tree traversal methods
   1. **PreOrder traversal**
   2. **InOrer traversal**
   3. **PostOrder traversal**
2. Implement a function that prints the **smallest** value of a BST.
3. Implement a function that prints the **largest** value of a BST.
4. Implement a function to calculate the **height** of a BST.

You ought to first identify the base case and recursive case definitions.

**Recursive Case:** To calculate the height of a node x, one needs to first calculate the height of its left sub-tree and right-subtree. The height of x is 1+Max(height of x’s left subtree, height of x’s right sub-tree).

**Base Case:** Height of an empty tree is -1.

What is height of a leaf node? The answer is one. How? It is 1+max((height of x’s left subtree, height of x’s right sub-tree). For a leaf node, the height of its left sub-tree and its right sub-tree is -1.

1. Implement a function that calculates the **depth** of a BST**.**

You ought to first identify the base case and recursive case definitions. Here are some hints:

* Depth of the root node of a binary tree is 0.
* Depth of a node **x** in a binary tree is 1 plus the depth of its parent node.
* The **depth of a binary tree** rooted at node **y** is the number of nodes from the root y down to the furthest leaf node which may be in its left or right sub-tree.

**Deliverable**

#include<iostream>

#include <math.h>;

using namespace std;

class Node {

public:

int data;

Node\* leftchild;

Node\* rightchild;

};

class BinarySearchTree {

public:

Node\* root;

Node\* loc=NULL;

Node\* ploc=NULL;

int i =-1;

int max\_size = 0;

bool isEmpty()

{//To check wether tree is empty or not

return(root == NULL);

}

void Search(int value)

{//To search for a value in tree

//As a result loc and ploc will be updated

ploc = NULL;

loc = root;

//seraches until value is found or tree ends

while (loc != NULL && loc->data != value)

{//ploc points to the previous node of loc

ploc = loc;

if (loc->data > value)

{ //In BST,left side has small values and right side has larger

loc = loc->leftchild;

}

else { loc = loc->rightchild;}

}

}

void Insertion(int value)

{//To insert values in tree

Node\* nn = new Node();

//New node is created and assigned a value

nn->data = value;

if (isEmpty())

{//If tree is empty newnode is made as root

root = nn;

}

else {

//otherwise loc and ploc finds for the logical position and insert it

ploc = NULL;

loc = root;

while (loc != NULL)

{

if (loc->data > value)

{

ploc = loc;

loc = loc->leftchild;

}

else

{

ploc = loc;

loc = loc->rightchild;

}

}

if (ploc->data>value)

{

ploc->leftchild = nn;

}

else { ploc->rightchild = nn; }

}

}

void Insertwithoutduplicate(int data)

{

//Search is used to find logical position of node

Search(data);

if (loc == NULL)

{

Node\* nn=new Node();

nn->data = data;

if (ploc != NULL)

{

if (ploc->data > data)

{

ploc->leftchild = nn;

}

else

{

ploc->rightchild = nn;

}

}

else

{

root = nn;

}

}

else { cout << "duplicate insertions are not allowed"; }

}

void PreOrderTraversal(Node\* pointer)

{ //In this function tree is traversed first its root than left and right subtree

Node\* temp;

if (pointer == NULL)

{

return;

}

else

{

cout << pointer->data<<endl;

PreOrderTraversal(pointer->leftchild);

PreOrderTraversal(pointer->rightchild);

}

}

void PostOrderTraversal(Node\* pointer)

{ //In this function tree is traversed first its left subtree then root and right subtree

Node\* temp;

if (pointer == NULL)

{

return;

}

else

{ PreOrderTraversal(pointer->leftchild);

cout << pointer->data;

PreOrderTraversal(pointer->rightchild);

}

}

void InOrderTraversal(Node\* pointer)

{//In this function tree is traversed first its left subtree right subtree and then root

Node\* temp;

if (pointer == NULL)

{

return;

}

else

{

PreOrderTraversal(pointer->leftchild);

PreOrderTraversal(pointer->rightchild);

cout << pointer->data;

}

}

void SmallestValue(Node\* pointer)

{//recursively calls until left leaf node is accessed

if (pointer == NULL)

{

cout << "The minimum value is " << ploc->data<<endl;

return;

}

else

{

ploc = pointer;

SmallestValue(pointer->leftchild);

//cout << "The minimum value is " << pointer;

}

}

void LargestValue(Node\* pointer)

{//recursively calls until right leaf node is accessed

if (pointer == NULL)

{

cout << "The largest value is " << ploc->data<<endl;

return;

}

else

{

ploc = pointer;

LargestValue(pointer->rightchild);

//cout << "The largest value is " << pointer->data;

}

}

int Height(Node\* pointer)

{//Function to traverse left and right subtree of node to find the height

if (pointer == NULL)

{

return -1;

}

else

{

return (1 + max(Height(pointer>leftchild),Height(pointer>rightchild)));

}

}

int depth(Node\* pointer, int depthoftree)

{

if (pointer == NULL)

{

return depthoftree;

}

else

{

int depth\_ltree = depth(pointer->leftchild, depthoftree);

int depth\_rtree = depth(pointer->leftchild, depthoftree);

return max(depth\_ltree, depth\_rtree);

}

}

};

int main()

{

BinarySearchTree\* bt = new BinarySearchTree();

bt->Insertion(4);

bt->Insertion(8);

bt->Insertion(2);

bt->Insertion(1);

bt->Insertion(13);

bt->Insertion(7);

bt->Insertion(5);

bt->Insertion(6);

cout << "PreOrderTraversal" << endl;

bt->PreOrderTraversal(bt->root);

bt->LargestValue(bt->root);

bt->SmallestValue(bt->root);

cout<<bt->Height(bt->root);

}

**Output**

![](data:image/png;base64,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)

Students are required to upload the lab task on LMS before the deadline.