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**Задание:** Дополнить класс-контейнер из лабораторной работы №5 шаблоном типа данных.

**Вариант №26:**

* + Фигуры: Квадрат, Прямоугольник, Трапеция
  + Контейнер: Очередь

**Описание программы:**

Исходный код разделён на 14 файлов:

* figure.h – описание класса фигуры
* point.h – описание класса точки
* point.cpp – реализация класса точки
* square.h – описание класса квадрата (наследуется от фигуры)
* square.cpp – реализация класса квадрата
* rectangle.h – описание класса прямоугольника (наследуется от фигуры)
* rectangle.cpp – реализация класса прямоугольника
* trapezoid.h – описание класса трапеции (наследуется от фигуры)
* trapezoid.cpp – реализация класса трапеции
* TQueueItem.h – описание элемента очереди
* TQueueItem.cpp – реализация элемента очереди
* TQueueItem.h – описание очереди
* TQueueItem.cpp – реализация очереди
* main.cpp – основная программа

**Дневник отладки:**

При внедрении шаблонов и дальнейшем тестировании ошибок не возникло.

**Вывод:**  
 В данной лабораторной работе я познакомился с шаблонами. С их помощью упрощается написание кода для структур, классов и функций, от которых требуется принимать не только один и тот же тип аргументов. Вместо того, чтобы реализовывать полиморфизм с помощью переопределения вышесказанного, намного удобнее применить шаблоны, и именно поэтому я уверен, что знания, полученные в этой лабораторной работе, обязательно пригодятся мне.

**Исходный код:**

**point.h:**

#ifndef POINT\_H

#define POINT\_H

#include <iostream>

class Point {

public:

Point();

Point(std::istream &is);

Point(double x, double y);

double fx();

double fy();

double dist(Point& other);

friend std::istream& operator>>(std::istream& is, Point& p);

friend std::ostream& operator<<(std::ostream& os, Point& p);

private:

double x\_;

double y\_;

};

#endif //POINT\_H

**point.cpp:**

#include <iostream>

#include <cmath>

#include "point.h"

Point::Point() : x\_(0.0), y\_(0.0) {}

Point::Point(double x, double y) : x\_(x), y\_(y) {}

Point::Point(std::istream &is) {

is >> x\_ >> y\_;

}

double Point::fx(){

return x\_;

};

double Point::fy(){

return y\_;

};

double Point::dist(Point& other) {

double dx = (other.x\_ - x\_);

double dy = (other.y\_ - y\_);

return std::sqrt(dx\*dx + dy\*dy);

}

std::istream& operator>>(std::istream& is, Point& p) {

is >> p.x\_ >> p.y\_;

return is;

}

std::ostream& operator<<(std::ostream& os, Point& p) {

os << "(" << p.x\_ << ", " << p.y\_ << ")";

return os;

}

**figure.h:**

#ifndef FIGURE\_H

#define FIGURE\_H

#include <iostream>

#include "point.h"

class Figure {

public:

virtual size\_t VertexesNumber() = 0;

virtual double Area() = 0;

virtual void Print(std::ostream& os) = 0;

~Figure() {};

};

#endif //FIGURE\_H

**rectangle.h:**

#ifndef RECTANGLE\_H

#define RECTANGLE\_H

#include <iostream>

#include "point.h"

#include "figure.h"

class Rectangle : Figure {

public:

Rectangle();

Rectangle(Point a, Point b, Point c, Point d);

Rectangle(std::istream& is);

size\_t VertexesNumber();

double Area();

void Print(std::ostream& os);

private:

Point a\_;

Point b\_;

Point c\_;

Point d\_;

};

#endif //RECTANGLE\_H

**rectangle.cpp:**

#include <iostream>

#include "point.h"

#include "rectangle.h"

Rectangle::Rectangle() : a\_(Point()), b\_(Point()), c\_(Point()), d\_(Point()) {}

Rectangle::Rectangle(Point a, Point b, Point c, Point d) : a\_(a), b\_(b), c\_(c), d\_(d) {}

Rectangle::Rectangle(std::istream& is) {

is >> a\_ >> b\_ >> c\_ >> d\_;

}

void Rectangle::Print(std::ostream& os) {

os << "Rectangle: " << a\_ << " " << b\_ << " " << c\_ << " " << d\_ << std::endl;

}

size\_t Rectangle::VertexesNumber(){

return 4;

}

double Rectangle::Area(){

return a\_.dist(b\_) \* c\_.dist(d\_);

}

**square.h:**

#ifndef SQUARE\_H

#define SQUARE\_H

#include <iostream>

#include "point.h"

#include "figure.h"

class Square : Figure {

public:

Square();

Square(Point a, Point b, Point c, Point d);

Square(std::istream& is);

size\_t VertexesNumber();

double Area();

void Print(std::ostream& os);

private:

Point a\_;

Point b\_;

Point c\_;

Point d\_;

};

#endif //SQUARE\_H

**square.cpp:**

#include <iostream>

#include "point.h"

#include "square.h"

Square::Square() : a\_(Point()), b\_(Point()), c\_(Point()), d\_(Point()) {}

Square::Square(Point a, Point b, Point c, Point d) : a\_(a), b\_(b), c\_(c), d\_(d) {}

Square::Square(std::istream& is) {

is >> a\_ >> b\_ >> c\_ >> d\_;

}

void Square::Print(std::ostream& os) {

os << "Square: " << a\_ << " " << b\_ << " " << c\_ << " " << d\_ << std::endl;

}

size\_t Square::VertexesNumber() {

return 4;

}

double Square::Area() {

return a\_.dist(b\_) \* a\_.dist(b\_);

}

**trapezoid.h:**

#ifndef TRAPEZOID\_H

#define TRAPEZOID\_H

#include <iostream>

#include "point.h"

#include "figure.h"

class Trapezoid : Figure {

public:

Trapezoid();

Trapezoid(Point a, Point b, Point c, Point d);

Trapezoid(std::istream& is);

size\_t VertexesNumber();

double Area();

void Print(std::ostream& os);

private:

Point a\_;

Point b\_;

Point c\_;

Point d\_;

};

#endif //TRAPEZOID\_H

**trapezoid.cpp:**

#include <iostream>

#include <cmath>

#include "point.h"

#include "trapezoid.h"

Trapezoid::Trapezoid() : a\_(Point()), b\_(Point()), c\_(Point()), d\_(Point()) {}

Trapezoid::Trapezoid(Point a, Point b, Point c, Point d) : a\_(a), b\_(b), c\_(c), d\_(d) {}

Trapezoid::Trapezoid(std::istream& is) {

is >> a\_ >> b\_ >> c\_ >> d\_;

}

void Trapezoid::Print(std::ostream& os) {

os << "Trapezoid: " << a\_ << " " << b\_ << " " << c\_ << " " << d\_ << std::endl;

}

size\_t Trapezoid::VertexesNumber() {

return 4;

}

double Trapezoid::Area() {

double det1 = a\_.fx() \* b\_.fy() + b\_.fx() \* c\_.fy() + c\_.fx() \* d\_.fy() + d\_.fx() \* a\_.fy();

double det2 = a\_.fy() \* b\_.fx() + b\_.fy() \* c\_.fx() + c\_.fy() \* d\_.fx() + d\_.fy() \* a\_.fx();

double det = abs(det1 - det2);

return 0.5 \* det;

} // Gauss's Area Calculation Formula (Shoelace Theorem)

**TQueueItem.h:**

#ifndef FIGURE\_H\_TQUEUEITEM\_H

#define FIGURE\_H\_TQUEUEITEM\_H

#include "square.h"

#include "trapezoid.h"

#include "rectangle.h"

#include <memory>

template <class T> class TQueueItem {

public:

TQueueItem(const std::shared\_ptr<T> &poly);

TQueueItem(const std::shared\_ptr<TQueueItem<T>> &other);

~TQueueItem();

template<class A> friend std::ostream& operator<<(std::ostream& os, const std::shared\_ptr<TQueueItem<A>> &poly);

public:

std::shared\_ptr<T> polygon;

std::shared\_ptr<TQueueItem<T>> next;

};

#define TQUEUEITEM\_FUNCTIONS

#include "TQueueItem.cpp"

#endif //FIGURE\_H\_TQUEUEITEM\_H

**TQueueItem.cpp:**

#ifndef TQUEUEITEM\_FUNCTIONS

#include "TQueueItem.h"

#else

template <class T>

TQueueItem<T>::TQueueItem(const std::shared\_ptr<T> &poly) {

this->polygon = poly;

this->next = nullptr;

}

template <class T>

TQueueItem<T>::TQueueItem(const std::shared\_ptr<TQueueItem<T>> &other) {

this->polygon = other->polygon;

this->next = other->next;

}

template <class A>

std::ostream& operator<<(std::ostream& os, const std::shared\_ptr<TQueueItem<A>> &poly) {

os << "(" << poly->polygon << ")" << std::endl;

return os;

}

template <class T>

TQueueItem<T>::~TQueueItem() = default;

#endif

**TQueue.h:**

#ifndef FIGURE\_H\_TQUEUE\_H

#define FIGURE\_H\_TQUEUE\_H

#include "figure.h"

#include "square.h"

#include "trapezoid.h"

#include "rectangle.h"

#include "TQueueItem.h"

#include <iostream>

template <class T>

class TQueue {

public:

TQueue();

TQueue(const TQueue<T>& other);

void Push(const std::shared\_ptr<T> &&polygon);

void Pop();

std::shared\_ptr<T> Top();

bool Empty();

size\_t Length();

template<class A>

friend std::ostream& operator<<(std::ostream& os, const TQueue<A>& queue); // "=> Sn Sn-1 ... S1 =>"

void Clear();

~TQueue();

private:

size\_t len;

std::shared\_ptr<TQueueItem<T>> head;

std::shared\_ptr<TQueueItem<T>> tail;

};

#define TQUEUE\_FUNCTIONS

#include "TQueue.cpp"

#endif //FIGURE\_H\_TQUEUE\_H

**TQueue.cpp:**

#ifndef TQUEUE\_FUNCTIONS

#include "TQueue.h"

#else

template <class T>

TQueue<T>::TQueue() : head(nullptr), tail(nullptr), len(0) { }

template <class T>

TQueue<T>::TQueue(const TQueue<T>& other) {

head = other.head;

tail = other.tail;

len = other.len;

}

template <class T>

void TQueue<T>::Push(const std::shared\_ptr<T> &&polygon) {

std::shared\_ptr<TQueueItem<T>> new\_tail =

std::make\_shared<TQueueItem<T>>(TQueueItem<T>(polygon));

if (head != nullptr)

tail->next = new\_tail, tail = new\_tail;

else if (len == 1)

head->next = new\_tail, tail = new\_tail;

else

head = tail = new\_tail;

len++;

}

template <class T>

void TQueue<T>::Pop() {

if (len)

head = head->next, len--;

}

template <class T>

std::shared\_ptr<T> TQueue<T>::Top() {

if (len)

return head->polygon;

}

template <class T>

bool TQueue<T>::Empty() {

return (len == 0);

}

template <class T>

size\_t TQueue<T>::Length() {

return len;

}

template <class T>

std::ostream& operator<<(std::ostream& os, const TQueue<T>& queue) {

std::shared\_ptr<TQueueItem<T>> item = queue.head;

double sq[queue.len];

for (int i = 0; i < (int)queue.len; i++) {

sq[i] = item->polygon->Area();

item = item->next;

}

os.precision(5);

os << "=> ";

for (int i = (int)queue.len - 1; i >= 0; i--) {

os << sq[i] << " ";

}

os << "=>";

return os;

}

template <class T>

void TQueue<T>::Clear() {

std::shared\_ptr<TQueueItem<T>> elem = head;

std::shared\_ptr<TQueueItem<T>> fore = head;

while (elem) {

fore.reset();

fore = elem;

elem = elem->next;

}

len = 0;

}

template <class T>

TQueue<T>::~TQueue() { }

#endif

**main.cpp:**

#include <iostream>

#include <memory>

#include "point.h"

#include "figure.h"

#include "square.h"

#include "trapezoid.h"

#include "rectangle.h"

#include "TQueue.h"

void menu() {

using namespace std;

cout << "Enter 0 to exit\n";

cout << "Enter 1 to print length of queue\n";

cout << "Enter 2 to clear the queue\n";

cout << "Enter 3 to know if the queue is empty\n";

cout << "Enter 4 to pop the first element from queue\n";

cout << "Enter 51 to push new Square to queue\n";

cout << "Enter 52 to push new Rectangle to queue\n";

cout << "Enter 53 to push new Trapezoid to queue\n";

cout << "Enter 6 to print queue\n";

}

int main() {

TQueue<Figure> a;

std::shared\_ptr<Figure> ptr;

int n = -1;

menu();

while (n != 0) {

std::cin >> n;

if (n == 1) {

std::cout << "Length of queue is " << a.Length() << std::endl;

}

if (n == 2) {

a.Clear();

std::cout << "Done" << std::endl;

}

if (n == 3) {

if (a.Empty())

std::cout << "Queue is empty" << std::endl;

else

std::cout << "Queue is not empty" << std::endl;

}

if (n == 4) {

a.Pop();

std::cout << "Done" << std::endl;

}

if (n == 51) {

std::cout << "Please, enter coordinates of Square" << std::endl;

a.Push( std::make\_shared<Square>(Square(std::cin)));

std::cout << "Done" << std::endl;

}

if (n == 52) {

std::cout << "Please, enter coordinates of Rectangle" << std::endl;

a.Push( std::make\_shared<Rectangle>(Rectangle(std::cin)));

std::cout << "Done" << std::endl;

}

if (n == 53) {

std::cout << "Please, enter coordinates of Trapezoid" << std::endl;

a.Push( std::make\_shared<Trapezoid>(Trapezoid(std::cin)));

std::cout << "Done" << std::endl;

}

if (n == 6) {

std::cout << a << std::endl;

}

}

return 0;

}

**Пример работы:**

Enter 0 to exit

Enter 1 to print length of queue

Enter 2 to clear the queue

Enter 3 to know if the queue is empty

Enter 4 to pop the first element from queue

Enter 51 to push new Square to queue

Enter 52 to push new Rectangle to queue

Enter 53 to push new Trapezoid to queue

Enter 6 to print queue

51

Please, enter coordinates of Square

0 1

1 0

1 1

0 0

Done

52

Please, enter coordinates of Rectangle

0 7

1 7

1 0

0 0

Done

1

Length of queue is 2

6

=> 1 2 =>

3

Queue is not empty

4

Done

1

Length of queue is 1

0

Process finished with exit code 0