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# Введение

Лабораторная работа направлена на изучение обработки полиномов от трёх переменных (х, у, z). Полиномы могут быть использованы для решения многих задач математического анализа, теории вероятностей, линейной алгебры и других областей математики.

В данной лабораторной работе студенты будут изучать основные принципы работы алгоритма обработки полиномов и реализовывать его на практике. Это позволит им лучше понять принципы работы связного списка и освоить навыки работы с алгоритмами обработки полиномов.

# Постановка задачи

**Цель:**

Цель лабораторной работы – научиться представлять полиномы в виде связных списков, где каждый узел списка содержит моном. Такое представление позволяет эффективно решать задачи сложения, вычитания, умножения и вычисления значений полиномов.

**Задачи:**

1. Изучение основных принципов работы со связным списком.
2. Создание полинома на основе списка с головой, элементами которого являются мономы. Каждый моном определяется коэффициентом и набором степеней.
3. Написание программы на С++, использующей связный список для преобразования арифметического выражения.
4. Анализ времени выполнения программы и оценка эффективности использования связного для данной задачи.
5. Тестирование программы на различных входных данных, включая выражения с разными операциями и скобками.

Результатом выполнения лабораторной работы станет полнофункциональная реализация алгоритмов работы с полиномами на связных списках, которая может быть использована для решения задач математического анализа, теории вероятностей и других областей математики.

# Руководство пользователя

## Приложение для демонстрации работы связного списка

1. Запустите приложение с названием sample\_tlist.exe. В результате появится окно, показанное ниже и вам будет предложено ввести два связного списка. Для каждого необходимо ввести целое число n и далее n (рис. 1).

![](data:image/png;base64,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)

1. Основное окно программы
2. После ввода будет выведены результаты соответствующих операций и функций стека (рис. 2).
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1. Результат тестирования функций класса TList

## Приложение для демонстрации работы полиномов.

1. Запустите приложение с названием sample\_tpolynom.exe. В результате появится окно, показанное ниже, вам будет предложено ввести два полинома,в одну строку (рис. 3).
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1. Основное окно программы
2. После ввода арифметического выражения будет выведены результаты соответствующих операций и функций (рис. 4).
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1. Результат тестирования функций класса TPolynom

# Руководство программиста

## Описание алгоритмов

### Линейный односвязный список

Линейный односвязный представлен указателем на первый узел, текущий узел, последний узел. Узел односвязного списка – это структура, которая хранит в себе сам элемент, указатель на следующий узел. Если узел является последним, то указатель на следующий элемент равен pStop, который равен nullptr.

Операции, доступные с данной структурой хранения, следующие: добавление элемента , удаление элемента, взять текущий элемент (первый элемент по умолчанию), проверка на пустоту, сортировка, отчистка списка.

**Операция добавления в начало**

Операция добавления элемента реализуется при помощи указателя на первый элемент. Если структура хранения пуста, то мы просто создаем новый элемент, иначе создаём новый элемент и сдвигаем указатель на начало.

Алгоритм:

1. Создаём узел с новыми данными.
2. Меняем указатель на следующий элемент у нового узла на первый элемент списка.
3. Меняем указатель на первый элемент списка на новый узел.
4. Если список был пустой, то необходимо обновить указатели на текущий и последний элементы.

Пример:
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Операция добавления элемента (1) в начало:

![](data:image/png;base64,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)

**Операция добавления в конец**

Операция добавления элемента реализуется при помощи указателя на последний элемент. Если структура хранения пуста, то мы просто создаем новый элемент, иначе создаём новый элемент и сдвигаем указатель на конец.

Алгоритм:

1. Создаём узел с новыми данными.
2. Если список пуст, то создаём новый узел, приравниваем указатели на первый, текущий и последний элемент списка на этот узел, пропускаем этапы 3 и 4.
3. Меняем указатель на следующий элемент у последнего узла на новый узел.
4. Меняем указатель на последний элемент списка н новый узел.

Пример:
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Операция добавления элемента (1) в конец:
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**Операция добавления после текущего**

Операция добавления элемента реализуется при помощи указателя на текущий элемент (по умолчанию первый элемент, далее можно двигать). Создаём новый узел и вставляем его после текущего, изменив указатель на следующий элемент у текущего и нового элементов.

Алгоритм:

1. Создаём узел с новыми данными
2. Если список пуст, то создаём новый узел, приравниваем указатели на первый, текущий и последний элемент списка на этот узел, пропускаем этап 3.
3. Если текущий элемент – последний, то выполняется операция добавления в конец, иначе меняем указатель на следующий элемент у нового узла на следующий у текущего в списке, указатель на следующий элемент у текущего на новый узел.

Пример:

Текущий элемент: 4.
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Операция добавления элемента (1) после текущего:
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**Операция удаления первого элемента**

Операция удаления элемента реализуется при помощи указателя на первый элемент. Удаляется узел и двигается указатель начало.

Алгоритм:

1. Сохраняем указатель на первый элемент в переменную.
2. Сдвигаем указатель на первый элемент на следующий элемент.
3. Удаляем элемент.
4. Обновляем указатели на последний и текущий элементы.

Пример:
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Операция удаления первого элемента:
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**Операция удаления последнего элемента**

Операция удаления элемента реализуется при помощи указателя на последний элемент. Удаляется узел и двигается указатель конца.

Алгоритм:

1. Если список состоит из одного элемента – выполняется операция удаление первого элемента, пропускаются этапы 2, 3, 4, 5.
2. Сохраняем указатель на последний элемент в переменную.
3. Сдвигаем указатель на последний элемент на предыдущий элемент.
4. Удаляем элемент.
5. Обновляем указатели на последний и текущий элементы.

Пример:
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Операция удаления последнего элемента:
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**Операция удаления текущего элемента**

Операция удаления элемента реализуется при помощи указателя на текущий элемент. Удаляется узел и двигается указатель текущего элемента .

Алгоритм:

1. Если текущий элемент является последним или первым, выполняются операции удаления последнего или первого элемента соответственно, пропускаем этапы 2, 3, 4, 5.
2. Сохраняем указатель на текущий элемент в переменную.
3. Сдвигаем указатель на текущий элемент на следующий элемент.
4. Удаляем элемент.
5. Обновляем указатели на первый и последний элементы.

Пример :

Текущий элемент 2.
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Операция удаления текущего элемента:
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**Операция удаления элемента**

Операция удаления элемента при помощи перебора всех элементов списка.

Пример :

Алгоритм:

1. Ищем элемент в списке и сохраняем его в отдельную переменную: изначально создаётся новый узел, равный первому элементу. Пока мы не нашли этот элемент или не дошли до конца, идём дальше.
2. Если элемент является последним, первым или текущим, выполняются операции удаления последнего, первого или текущего элемента соответственно, пропускаем этапы 3, 4, 5.
3. Сдвигаем указатель на следующий элемент у предыдущего элемента на следующий, после элемента, который хотим удалить.
4. Удаляем элемент.

Пример:

Удалить элемент 2.
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Операция удаления элемента:
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**Операция получения текущего элемента**

Операция взятия элемента с вершины также реализуется указателя на текущий элемент. Просто возвращаем указатель на узел – текущий элемент.

Пример:
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Операция взятия элемента если текущий по умолчанию:

Результат: 4

**Операция поиска**

Операция поиска ищет элемент в списке используя перебор из начала списка. Создаётся переменная, равная указателю на первый элемент. Пока не дошли до pStop или не нашли элемент сдвигаем указатель на следующий. Возвращаем пустой указатель, если элемент не был найден, иначе указатель на узел, в котором хранится элемент.

Пример:
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Операция поиска 2 элемента:

Результат: Указатель на 2 элемент.

**Операция проверки на пустоту.**

Операция проверки на полноту проверяет, есть ли хотя бы один элемент в списке. Возвращается false, если первый элемент не пустой, иначе true.

Пример 1:
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Результат: false

**Операция сортировки.**

Операция сортировки позволяет сортировать список. Используется алгоритм сортировки выбором.

Пример :
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Сортировка по возрастанию:
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### Кольцевой список с головой

Кольцевой односвязный список отличается от односвязного списка наличием указателя на фиктивную голову. Это позволяет облегчить некоторые операции, и бесконечно сдвигать текущий элемент. Кольцевой односвязный список наследуется от линейного односвязного списка. Таким образом, он также реализовать указателями на первое и последнее узла. pStop у кольцевого списка равен указателю на фиктивную голову pHead

Операции, доступные с данной структурой хранения, следующие: добавление элемента , удаление элемента, взять текущий элемент (первый элемент по умолчанию), проверка на пустоту, сортировка, отчистка списка.

**Операция добавления в начало**

Операция добавления элемента реализуется при помощи указателя на первый элемент. Если структура хранения пуста, то мы просто создаем новый элемент, иначе создаём новый элемент и сдвигаем указатель на начало.

Алгоритм:

1. Создаём узел с новыми данными.
2. Меняем указатель на следующий элемент у нового узла на первый элемент списка.
3. Меняем указатель на первый элемент списка на новый узел.
4. Если список был пустой, то необходимо обновить указатели на текущий и последний элементы.
5. Меняем указатель на следующий элемент у фиктивной головы

Пример:
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Операция добавления элемента (1) в начало:
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**Операция добавления в конец**

Операция добавления элемента реализуется при помощи указателя на последний элемент. Если структура хранения пуста, то мы просто создаем новый элемент, иначе создаём новый элемент и сдвигаем указатель на конец.

Алгоритм:

1. Создаём узел с новыми данными.
2. .Если список пуст, то создаём новый узел, приравниваем указатели на первый, текущий и последний элемент списка на этот узел, пропускаем этапы 3 и 4.
3. Меняем указатель на следующий элемент у последнего узла на новый узел.
4. Меняем указатель на последний элемент списка н новый узел.
5. Меняем указатель на следующий элемент у последнего элемента на фиктивную голову

Пример:
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Операция добавления элемента (1) в конец:
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**Операция добавления после текущего**

Операция добавления элемента реализуется при помощи указателя на текущий элемент (по умолчанию первый элемент, далее можно двигать).

Алгоритм:

1. Создаём узел с новыми данными
2. Если список пуст, то создаём новый узел, приравниваем указатели на первый, текущий и последний элемент списка на этот узел, пропускаем этап 3.
3. Если текущий элемент – последний, то выполняется операция добавления в конец, иначе меняем указатель на следующий элемент у нового узла на следующий у текущего в списке, указатель на следующий элемент у текущего на новый узел.

Пример:

Текущий элемент: 4
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Операция добавления элемента (1) после текущего:
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**Операция удаления первого элемента**

Операция удаления элемента реализуется при помощи указателя на первый элемент.

Удаляется узел и двигается указатель на начало.

Алгоритм:

1. Сохраняем указатель на первый элемент в переменную.
2. Сдвигаем указатель на первый элемент на следующий элемент.
3. Удаляем элемент.
4. Обновляем указатели на следующий у фиктивной головы

Пример:
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Операция удаления первого элемента:
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**Операция удаления последнего элемента**

Операция удаления элемента реализуется при помощи указателя на последний элемент. Удаляется узел и двигается указатель на последний элемент списка.

Алгоритм:

1. Если список состоит из одного элемента – выполняется операция удаление первого элемента, пропускаются этапы 2, 3, 4, 5.
2. Сохраняем указатель на последний элемент в переменную.
3. Сдвигаем указатель на последний элемент на предыдущий элемент.
4. Удаляем элемент.
5. Обновляем указатели на последний и текущий элементы.

Пример:
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Операция удаления последнего элемента:

![](data:image/png;base64,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)

**Операция удаления текущего элемента**

Операция удаления элемента реализуется при помощи указателя на текущий элемент. Удаляется узел и двигается указатель на текущий элемент списка.

Алгоритм:

1. Если текущий элемент является последним или первым, выполняются операции удаления последнего или первого элемента соответственно, пропускаем этапы 2, 3, 4, 5.
2. Сохраняем указатель на текущий элемент в переменную.
3. Сдвигаем указатель на текущий элемент на следующий элемент.
4. Удаляем элемент.
5. Обновляем указатели на первый и последний элементы.

Пример :

Текущий элемент 2.
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Операция удаления текущего элемента:
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**Операция удаления элемента**

Операция удаления элемента при помощи перебора всех элементов списка.

Алгоритм:

1. Ищем элемент в списке и сохраняем его в отдельную переменную: изначально создаётся новый узел, равный первому элементу. Пока мы не нашли этот элемент или не дошли до конца, идём дальше.
2. Если элемент является последним, первым или текущим, выполняются операции удаления последнего, первого или текущего элемента соответственно, пропускаем этапы 3, 4, 5.
3. Сдвигаем указатель на следующий элемент у предыдущего элемента на следующий, после элемента, который хотим удалить.
4. Удаляем элемент.

Пример :

Удалить элемент 2.
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Операция удаления элемента:
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**Операция получения текущего элемента**

Операция взятия элемента с вершины также реализуется указателя на текущий элемент. Возвращается указатель на текущий элемент.

Пример:
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Операция взятия элемента если текущий по умолчанию:

Результат: 2

**Операция поиска**

Операция поиска ищет элемент в списке при помощи перебора с первого элемента. Пока не дошли до pStop или не нашли элемент сдвигаем указатель на следующий. Возвращаем пустой указатель, если элемент не был найден, иначе указатель на узел, в котором хранится элемент.

Пример:
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Операция поиска 2 элемента:

Результат: Указатель на 2 элемент

**Операция проверки на пустоту**

Операция проверки на полноту проверяет, есть ли хотя бы один элемент в списке. Также реализуется при помощи указателя на первый элемент.

Пример :
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**Операция сортировки**

Операция сортировки позволяет сортировать список. Используется сортировка выбором.

Пример :
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### Полином

Программа предоставляет возможности для работы с полиномами: суммирование, произведение, дифференцирование полиномов.

Полином реализован при помощи кольцевого списка с фиктивной головой из мономов. Моном реализуется классом, хранящий коэффициент, степени при независимых переменных x, y и z.

Алгоритм на входе требует строку, которая представляет некоторый полином. Алгоритм допускает наличия трёх независимых переменных и положительные целые степени независимых переменных.

**Операция суммирования полиномов**

Операция суммирования полиномов согласно математическим правилам.

Алгоритм:

1. Создаём копию левого полинома
2. Последовательно перебираем все мономы правого полинома. Если подобный уже есть, то складываем коэффициенты, иначе добавляем моном в список мономов.

Пример:

(-2x^2 + 3x\*y\*z + 1) + (3x^2+1)

Результат:

x^2 + 3x\*y\*z + 2

**Операция вычитания полиномов**

Операция вычитания полиномов согласно математическим правилам. Используется операция сложения полиномов, однако все коэффициенты правого полинома берутся с противоположными знаками.

Пример:

(-2x^2 + 3x\*y\*z + 1) - (3x^2+1)

Результат:

-5x^2 - 3x\*y\*z

**Операция произведения полиномов**

Операция произведения полиномов согласно математическим правилам.

Алгоритм:

1. Создаём пустой результирующий полином.
2. Последовательно перебираем все мономы левого полинома. Для каждого левого монома перебираем каждый моном правого полинома. Если их произведение уже есть в результирующем полиноме, то складываются коэффициенты, иначе добавляется результирующий полином.

Пример:

(-2x^2 + 3x\*y\*z + 1) \* (3x^2+1)

Результат:

-6x^4 + x^2 + 9x^2yz + 3xyz+ 3x\*y\*z + 2

**Операция дифференцирования полиномов**

Операция дифференцирования полинома согласно математическим правилам.

Алгоритм:

1. Создаём пустой результирующий полином.
2. Последовательно перебираем все мономы полинома. Если их дифференциал уже есть в результирующем полиноме, то складываются коэффициенты, иначе моном добавляется результирующий.

Возможно дифференцирование по независимым переменным x, y или z.

Пример:

3x\*y\*z

Результат дифференцирования (по х, у и z):

3yz, 3xz, 3yz.

## Описание программной реализации

### Схема наследования классов
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1. Схема наследования классов

### Описание структуры TNode

template <class Type>

struct TNode

{

Type value;

TNode<Type>\* next;

TNode(const Type& value = Type());

bool operator<(const TNode<Type>& node) const;

bool operator>(const TNode<Type>& node) const;

bool operator==(const TNode<Type>& node) const;

bool operator!=(const TNode<Type>& node) const;

};

Назначение: представление узла списка

Поля:

value – данные, которые хранит узел

next – указатель на следующий узел

Методы:

TNode(const Type& value = Type());

Назначение: конструктор по умолчанию, конструктор с параметрами.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

bool operator<(const TNode<Type>& node) const;

Назначение: перегрузка оператора меньше

Входные параметры:

node – узел, который сравниваем

Выходные параметры:

true или false

bool operator==(const TNode<Type>& node) const;

Назначение: перегрузка оператора меньше

Входные параметры:

node – узел, который сравниваем

Выходные параметры:

true или false

### Описание класса TList

template <class Type>

class TList

{

protected:

TNode<Type>\* head; // first element

TNode<Type>\* curr; // current node

TNode<Type>\* last; // last element

TNode<Type>\* stop;

public:

TList();

TList(const TList<Type>& list);

TList(const TNode<Type>\* node);

virtual ~TList();

virtual void pop\_first();

virtual void pop\_last();

virtual void pop\_curr();

void remove(const TNode<Type>\* node);

void remove(const Type& value);

virtual void push\_back(const Type& value);

virtual void push\_front(const Type& value);

virtual void push\_after\_curr(const Type& value);

virtual TNode<Type>\* find\_prev(const Type& value) const;

virtual TNode<Type>\* find(const Type& value) const;

TNode<Type>\* get\_curr() const;

int get\_size() const;

void start();

bool empty() const;

virtual void next();

void sort(bool reverse=true);

virtual void clear();

virtual void copy(const TNode<Type>\* node);

friend istream& operator>>(istream& buf, TList<Type>& list);

friend ostream& operator<<(ostream& buf, TList<Type>& list);

};

Назначение: представление списка.

Поля:

head – указатель на первый элемент списка.

curr – указатель на текущий элемент списка (по умолчанию равен указателю на первый элемент).

last – указатель на последний элемент списка стой).

Методы:

TList();

Назначение: конструктор по умолчанию.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

TList(const TList<Type>& list);

Назначение: конструктор копирования.

Входные параметры:

list – список, на основе которого создаем новый список.

Выходные параметры: отсутствуют.

TList(const TNode<Type>& node);

Назначение: конструктор с параметрами.

Входные параметры:

node – узел, на основе которого создаем новый список.

Выходные параметры: отсутствуют.

virtual ~TList();

Назначение: деструктор.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

virtual void copy();

Назначение: копирование списка.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

virtual void pop\_first();

Назначение: удаление первого элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

virtual void pop\_last();

Назначение: удаление последнего элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

virtual void pop\_curr();

Назначение: удаление текущего элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

void remove(const TNode<Type>\* node);

Назначение: удаление элемента.

Входные параметры:

node – узел, который хотим удалить.

Выходные параметры отсутствуют.

void remove(const Type& value);

Назначение: удаление элемента.

Входные параметры:

value – элемент, который хотим удалить.

Выходные параметры отсутствуют.

virtual void push\_front(const Type& value);

Назначение: добавление элемента в начало.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

virtual void push\_back(const Type& value);

Назначение: добавление элемента в конец.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

virtual void push\_after\_curr(const Type& value);

Назначение: добавление элемента после текущего элемента.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

TNode<Type>\* find(const Type& value) const;

Назначение: поиск элемента.

Входные параметры:

value – элемент, который ищем.

Выходные параметры:

Указатель на элемент

bool empty() const;

Назначение: проверка на пустоту.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

void sort(int reverse) const;

Назначение: сортировка списка.

Входные параметры:

reverse – флаг, показывающий в каком порядке сортировать (по возрастанию по умолчанию).

Выходные параметры отсутствуют.

virtual void clear();

Назначение: отчистка списка.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

### Описание класса TRingList

template <class Type>

class TRingList: public TList<Type>

{

private:

TNode<Type>\* fict\_head;

public:

TRingList();

TRingList(const TRingList<Type>& list);

TRingList(const TNode<Type>\* node);

virtual ~TRingList();

void pop\_first();

void pop\_last();

void pop\_curr();

void next();

void clear();

void push\_after\_curr(const Type& value);

void push\_back(const Type& value);

void push\_front(const Type& value);

bool operator==(const TRingList<Type>& list) const;

friend ostream& operator<<(ostream& buf, TRingList<Type>& list)

{

TNode<Type>\* tmp = list.fict\_head->next;

if (list.empty())

{

buf << "List is empty!\n";

return buf;

}

while (tmp != list.fict\_head)

{

buf << tmp->value << endl;

tmp = tmp->next;

}

return buf;

}

};

Назначение: представление кольцевого списка.

Поля:

fict\_head – указатель на фиктивную голову (не является элементом списка, предназначен для итерации).

Методы:

Класс TRingList наследуется от TList, некоторые методы из TList также будут работать и с TRingList. Среди таких методов, которые не перекрываются в TRingList: remove, find, sort, empty, start. (смотреть абзац 3.2.2).

TRingList();

Назначение: конструктор по умолчанию.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

TRingList(const TRingList<Type>& list);

Назначение: конструктор копирования.

Входные параметры:

list – список, на основе которого создаем новый список.

Выходные параметры: отсутствуют.

TRingList(const TNode<Type>& node);

Назначение: конструктор с параметрами.

Входные параметры:

node – узел, на основе которого создаем новый список.

Выходные параметры: отсутствуют.

virtual ~TRingList();

Назначение: деструктор.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

void pop\_first();

Назначение: удаление первого элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

void pop\_last();

Назначение: удаление последнего элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

void pop\_curr();

Назначение: удаление текущего элемента.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

void push\_front(const Type& value);

Назначение: добавление элемента в начало.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

void push\_back(const Type& value);

Назначение: добавление элемента в конец.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

void push\_after\_curr(const Type& value);

Назначение: добавление элемента после текущего элемента.

Входные параметры:

value – добавляемый элемент.

Выходные параметры отсутствуют.

TNode<Type>\* find(const Type& value) const;

Назначение: поиск элемента.

Входные параметры:

value – элемент, который ищем.

Выходные параметры:

Указатель на элемент

void clear();

Назначение: отчистка списка.

Входные параметры отсутствуют.

Выходные параметры отсутствуют.

### Описание класса TMonom

class TMonom

{

private:

double coef;

int degree\_x;

int degree\_y;

int degree\_z;

public:

TMonom(const TMonom& monom);

TMonom(const double coef = 0.0, const int degreex = -1, const int degreey = -1, const int degreez = -1);

bool operator<(const TMonom& monom) const;

bool operator>(const TMonom& monom) const;

bool operator==(const TMonom& monom) const;

bool operator!=(const TMonom& monom) const;

TMonom operator\*(const TMonom& monom) const;

double get\_coef() const;

void set\_coef(double num);

void inc\_coef(double digit);

double eval(double x, double y, double z);

TMonom dif\_x() const;

TMonom dif\_y() const;

TMonom dif\_z() const;

friend ostream& operator<<(ostream& buf, TMonom& monom)

Назначение: представление монома

Поля:

coef – коэффициент монома

degree\_x – степень при независимой переменной х

degree\_y – степень при независимой переменной у

degree\_z – степень при независимой переменной z

Методы:

TMonom(const TMonom& monom);

Назначение: конструктор по копирования.

Входные параметры:

monom – моном, который копируем.

Выходные параметры: отсутствуют.

TMonom(const double coef = 0.0, const int degreex = -1, const int degreey = -1, const int degreez = -1);

Назначение: конструктор с параметрами, конструктор по умолчанию.

Входные параметры:

coef – коэффициент монома,

degree\_x – степень при х,

degree\_y – степень при у,

degree\_z – степень при z.

Выходные параметры: отсутствуют.

bool operator<(const TMonom& monom) const;

Назначение: перегрузка оператора меньше.

Входные параметры:

monom – моном, который сравниваем.

Выходные параметры:

true или false.

bool operator==(const TMonom& monom) const;

Назначение: перегрузка оператора меньше.

Входные параметры:

monom – моном, который сравниваем.

Выходные параметры:

true или false.

TMonom operator\*(const TMonom& monom) const;

Назначение: перегрузка оператора умножения мономов.

Входные параметры:

monom – моном, который умножаем.

Выходные параметры:

Моном, который равен произведению мономов.

double get\_coef() const;

Назначение: получение коэффициента монома.

Входные параметры отсутствуют.

Выходные параметры:

Коэффициент.

double eval(double x, double y, double z);

Назначение: нахождение значения монома в точке.

Входные параметры:

x, y, z – координаты точки.

Выходные параметры:

Значение монома в точке.

TMonom dif\_x() const;

Назначение: производной по х.

Входные параметры отсутствуют:

Выходные параметры:

Моном, являющийся производной по х исходного монома.

TMonom dif\_у() const;

Назначение: производной по у.

Входные параметры отсутствуют:

Выходные параметры:

Моном, являющийся производной по у исходного монома.

TMonom dif\_z() const;

Назначение: производной по z.

Входные параметры отсутствуют:

Выходные параметры:

Моном, являющийся производной по z исходного монома.

### Описание класса TPolynom

class TPolynom {

private:

TRingList<TMonom> monoms;

void del\_zeros();

void parse(string polynom);

void x(string token, char& stage, int& i, double& coef,

int& degreex, int& degreey, int& degreez);

void y(string token, char& stage, int& i, double& coef,

int& degreex, int& degreey, int& degreez);

void z(string token, char& stage, int& i, double& coef,

int& degreex, int& degreey, int& degreez);

void c(string token, char& stage, int& i, double& coef,

int& degreex, int& degreey, int& degreez);

string preparation(string polynom);

public:

TPolynom();

TPolynom(const string& polynom\_string);

TPolynom(const TRingList<TMonom>& list);

TPolynom(const TPolynom& polynom);

const TPolynom& operator=(const TPolynom& polynom);

bool operator==(const TPolynom& polynom) const;

TPolynom operator+(const TPolynom& polynom);

TPolynom operator-(const TPolynom& polynom);

TPolynom operator\*(const TPolynom& polynom);

double operator()(double x, double y, double z);

TPolynom dif\_x() const;

TPolynom dif\_y() const;

TPolynom dif\_z() const;

TRingList<TMonom> get\_monoms();

friend ostream& operator<<(ostream& buf, TPolynom& polynom);

};

Назначение: работа с полиномами

Поля:

RingList<TMonom> monoms – список мономов.

Методы:

TPolynom();

Назначение: конструктор по умолчанию.

Входные параметры отсутствуют:

Выходные параметры: отсутствуют.

TPolynom(const TPolynom& polynom);

Назначение: конструктор копирования.

Входные параметры:

polynom – полином, на основе которого создаем новый полином.

Выходные параметры: отсутствуют.

TPolynom(const string& polynom);

Назначение: конструктор с параметрами.

Входные параметры:

polynom – строка, на основе которого создаем новый полином.

Выходные параметры: отсутствуют.

const TPolynom& operator=(const TPolynom& polynom);

Назначение: операция присваивания.

Входные параметры:

polynom – полином, на основе которого создаем новый полином.

Выходные параметры: ссылка на присвоенный полином.

bool operator==(const TPolynom& polynom) const;

Назначение: операция равенства.

Входные параметры:

polynom – полином, с которым сравниваем.

Выходные параметры: true или false – равны полиномы или нет.

TPolynom operator+(const TPolynom& polynom);

Назначение: суммирование полиномов.

Входные параметры:

polynom – строка, на основе которого создаем новый полином.

Выходные параметры: сумма полиномов.

TPolynom operator-(const TPolynom& polynom);

Назначение: разность полиномов.

Входные параметры:

polynom – строка, на основе которого создаем новый полином.

Выходные параметры: разность полиномов.

TPolynom operator\*(const TPolynom& polynom);

Назначение: умножение полиномов.

Входные параметры:

polynom – строка, на основе которого создаем новый полином.

Выходные параметры: произведение полиномов.

double operator()(double x, double y, double z);

Назначение: вычисления полинома в точке.

Входные параметры:

x – значение переменной x,

y – значение переменной y,

z – значение переменной z

Выходные параметры: результат вычисления полинома в точке.

TPolynom dif\_x() const;

Назначение: дифференцирование полинома по х.

Входные параметры отсутствуют.

Выходные параметры: дифференциал полинома по х.

TPolynom dif\_y() const;

Назначение: дифференцирование полинома по y.

Входные параметры отсутствуют.

Выходные параметры: дифференциал полинома по y.

TPolynom dif\_z() const;

Назначение: дифференцирование полинома по z.

Входные параметры отсутствуют.

Выходные параметры: дифференциал полинома по z.

TPolynom dif\_x() const;

Назначение: дифференцирование полинома по х.

Входные параметры отсутствуют.

Выходные параметры: дифференциал полинома по х.

TRingList<TMonom> get\_monoms();

Назначение: получение списка мономов.

Входные параметры отсутствуют.

Выходные параметры: список мономов.

# Заключение

В ходе выполнения лабораторной работы студенты изучили основные принципы работы алгоритма обработки полиномов от трех переменных (x, y, z) и реализовали его на практике. Были изучены основные принципы работы со связным списком, а также реализована возможность создания полинома на основе списка коэффициентов и степеней.

Также была проведена проверка программы на различных входных данных, включая выражения с разными операциями . Результатом выполнения лабораторной работы стала полнофункциональная реализация алгоритмов работы с полиномами на связных списках, которая может быть использована для решения задач математического анализа, теории вероятностей и других областей математики.

В процессе выполнения лабораторной работы студенты освоили навыки работы с алгоритмами обработки полиномов и научились представлять полиномы в виде связных списков, что позволит им решать более сложные задачи в будущем.

# Литература

1. Связный список [https://ru.wikipedia.org/wiki/Связный\_список].
2. Полином [https://ru.wikipedia.org/wiki/Многочлен].

# Приложения

## Приложение А. Реализация класса TNode

template <class Type>

TNode<Type>::TNode(const Type& new\_value) : value(new\_value), next(nullptr) {}

template <class Type>

bool TNode<Type>::operator<(const TNode<Type>& node) const

{

return this->value < node.value;

}

template <class Type>

bool TNode<Type>::operator>(const TNode<Type>& node) const

{

return this->value > node.value;;

}

template <class Type>

bool TNode<Type>::operator==(const TNode<Type>& node) const

{

return this->value == node.value;;

}

template <class Type>

bool TNode<Type>::operator!=(const TNode<Type>& node) const

{

return this->value != node.value;;

}

## Приложение Б. Реализация класса TList

#ifndef \_TLIST\_H\_

#define \_TLIST\_H\_

#ifndef \_TLIST\_H\_

#define \_TLIST\_H\_

#include "tnode.h"

#include <iostream>

using namespace std;

template <class Type>

class TList

{

protected:

TNode<Type>\* head; // first element

TNode<Type>\* curr; // current node

TNode<Type>\* last; // last element

TNode<Type>\* stop;

public:

TList();

TList(const TList<Type>& list);

TList(const TNode<Type>\* node);

virtual ~TList();

virtual void pop\_first();

virtual void pop\_last();

virtual void pop\_curr();

void remove(const TNode<Type>\* node);

void remove(const Type& value);

virtual void push\_back(const Type& value);

virtual void push\_front(const Type& value);

virtual void push\_after\_curr(const Type& value);

virtual TNode<Type>\* find\_prev(const Type& value) const;

virtual TNode<Type>\* find(const Type& value) const;

TNode<Type>\* get\_curr() const;

int get\_size() const;

void start();

bool empty() const;

virtual void next();

void sort(bool reverse=true);

virtual void clear();

virtual void copy(const TNode<Type>\* node);

friend istream& operator>>(istream& buf, TList<Type>& list)

{

int count;

cout << "Input a count of elements:\n";

cin >> count;

cout << "Input values:" << endl;

while (count)

{

count--;

Type value; cin >> value;

list.push\_back(value);

}

return buf;

}

friend ostream& operator<<(ostream& buf, TList<Type>& list)

{

TNode<Type>\* tmp = list.head;

if (list.empty())

{

buf << "List is empty!\n";

return buf;

}

while (tmp != nullptr)

{

buf << tmp->value << " ";

tmp = tmp->next;

}

buf << endl;

return buf;

}

};

template <class Type>

TList<Type>::TList()

{

head = nullptr;

last = nullptr;

curr = nullptr;

stop = nullptr;

}

template <class Type>

void TList<Type>::copy(const TNode<Type>\* node)

{

TNode<Type>\* tmp = node->next;

head = new TNode<Type>(node->value);

curr = head;

last = head;

stop = nullptr;

while (tmp != nullptr)

{

last->next = new TNode<Type>(tmp->value);

last = last->next;

tmp = tmp->next;

}

}

template <class Type>

TList<Type>::TList(const TList<Type>& list): TList<Type>()

{

if (list.empty())

{

return;

}

copy(list.head);

}

template <class Type>

TList<Type>::TList(const TNode<Type>\* node)

{

if (node == nullptr)

{

return;

}

copy(node);

}

template <class Type>

TList<Type>::~TList<Type>()

{

clear();

}

template <class Type>

bool TList<Type>::empty() const

{

return head == nullptr;

}

template <class Type>

void TList<Type>::next()

{

if (curr == nullptr)

{

string ex = "next isn`t exist";

throw ex;

}

curr = curr->next;

}

template <class Type>

int TList<Type>::get\_size() const

{

TNode<Type>\* tmp = head;

int size = 0;

while (tmp != stop)

{

size++;

tmp = tmp->next;

}

return size;

}

template <class Type>

TNode<Type>\* TList<Type>::get\_curr() const

{

return curr;

}

template <class Type>

TNode<Type>\* TList<Type>::find\_prev(const Type& value) const

{

TNode<Type>\* tmp = head;

if (head->value == value)

{

return nullptr;

}

while (tmp != stop)

{

if (tmp->next->value == value) break;

tmp = tmp->next;

}

if (tmp == stop)

{

return nullptr;

}

return tmp;

}

template <class Type>

TNode<Type>\* TList<Type>::find(const Type& value) const

{

if (head == nullptr) return nullptr;

TNode<Type>\* tmp = head;

while (tmp != stop)

{

if (tmp->value == value)

{

break;

}

tmp = tmp->next;

}

if (tmp == stop)

{

return nullptr;

}

return tmp;

}

template <class Type>

void TList<Type>::pop\_first()

{

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (last == head)

{

\*this = TList<Type>();

return;

}

if (curr == head)

{

curr = head->next;

}

TNode<Type>\* tmp = head->next;

delete head;

head = tmp;

}

template <class Type>

void TList<Type>::pop\_last()

{

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (last == head)

{

\*this = TList<Type>();

return;

}

TNode<Type>\* tmp = head;

while (tmp->next != last)

{

tmp = tmp->next;

}

if (curr == last)

{

curr = tmp;

}

delete tmp->next;

tmp->next = nullptr;

last = tmp;

}

template <class Type>

void TList<Type>::remove(const TNode<Type>\* node)

{

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (node == nullptr)

{

return;

}

if (head == node)

{

this->pop\_first();

return;

}

if (last == node)

{

this->pop\_last();

return;

}

TNode<Type>\* tmp = head;

while (tmp->next != node && tmp != stop)

{

tmp = tmp->next;

}

if (tmp == stop)

{

return;

}

TNode<Type>\* tmp1 = tmp->next->next;

// rightward shift

if (curr == node)

{

curr = tmp1;

}

delete tmp->next;

tmp->next = tmp1;

}

template <class Type>

void TList<Type>::remove(const Type& value)

{

TNode<Type>\* tmp = head;

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (head->value == value)

{

this->pop\_first();

return;

}

while (tmp->next != stop)

{

if (tmp->next->value == value)

{

break;

}

tmp = tmp->next;

}

if (tmp->next == stop)

{

return;

}

if (tmp->next->next == stop && tmp->next->value == value)

{

this->pop\_last();

return;

}

TNode<Type>\* tmp1 = tmp->next->next;

// rightward shift

if (curr == tmp->next)

{

curr = tmp1;

}

delete tmp->next;

tmp->next = tmp1;

}

template <class Type>

void TList<Type>::pop\_curr()

{

if (head == curr)

{

this->pop\_first();

return;

}

if (last == curr)

{

this->pop\_last();

return;

}

TNode<Type>\* tmp1 = head, \*tmp = curr;

while (tmp1->next != curr) tmp1 = tmp1->next;

curr = curr->next;

tmp1->next = curr;

delete tmp;

}

template <class Type>

void TList<Type>::push\_back(const Type& value)

{

if (last == nullptr)

{

last = new TNode<Type>(value);

head = last;

curr = head;

return;

}

last->next = new TNode<Type>(value);

last = last->next;

}

template <class Type>

void TList<Type>::push\_front(const Type& value)

{

if (head == nullptr)

{

head = new TNode<Type>(value);

last = head;

curr = head;

return;

}

TNode<Type>\* new\_head = new TNode<Type>(value);

new\_head->next = head;

head = new\_head;

}

template <class Type>

void TList<Type>::push\_after\_curr(const Type& value)

{

if (curr == last)

{

this->push\_back(value);

return;

}

TNode<Type>\* tmp = curr->next;

curr->next = new TNode<Type>(value);

curr->next->next = tmp;

}

template<class Type>

void TList<Type>::sort(bool reverse)

{

if (head == nullptr)

return;

TNode<Type>\* tmp1 = head;

while (tmp1->next != stop)

{

TNode<Type>\* tmp2 = tmp1->next;

while (tmp2 != stop)

{

if (reverse)

{

if (tmp1->value < tmp2->value)

{

Type tmp = tmp1->value;

tmp1->value = tmp2->value;

tmp2->value = tmp;

}

tmp2 = tmp2->next;

}

else

{

if (tmp1->value > tmp2->value)

{

Type tmp = tmp1->value;

tmp1->value = tmp2->value;

tmp2->value = tmp;

}

tmp2 = tmp2->next;

}

}

tmp1 = tmp1->next;

}

}

template<class Type>

void TList<Type>::clear()

{

while (head != stop)

{

TNode<Type>\* tmp;

tmp = head;

head = head->next;

delete tmp;

}

curr = nullptr;

last = nullptr;

stop = nullptr;

}

template<class Type>

void TList<Type>::start()

{

curr = head;

}

#endif //

## Приложение В. Реализация класса TRingList

#ifndef \_TRingList\_H\_

#define \_TRingList\_H\_

#include "tlist.h"

#include <iostream>

using namespace std;

template <class Type>

class TRingList: public TList<Type>

{

private:

TNode<Type>\* fict\_head;

public:

TRingList();

TRingList(const TRingList<Type>& list);

TRingList(const TNode<Type>\* node);

virtual ~TRingList();

void pop\_first();

void pop\_last();

void pop\_curr();

void next();

void clear();

void push\_after\_curr(const Type& value);

void push\_back(const Type& value);

void push\_front(const Type& value);

bool operator==(const TRingList<Type>& list) const;

friend ostream& operator<<(ostream& buf, TRingList<Type>& list)

{

TNode<Type>\* tmp = list.fict\_head->next;

if (list.empty())

{

buf << "List is empty!\n";

return buf;

}

while (tmp != list.fict\_head)

{

buf << tmp->value << endl;

tmp = tmp->next;

}

return buf;

}

};

template <class Type>

TRingList<Type>::TRingList()

{

fict\_head = new TNode<Type>;

last = fict\_head;

last->next = fict\_head;

stop = fict\_head;

}

template <class Type>

TRingList<Type>::TRingList(const TRingList<Type>& list): TRingList<Type>()

{

if (list.empty())

{

return;

}

TNode<Type>\* tmp = list.head->next;

head = new TNode<Type>(list.head->value);

curr = head;

last = head;

while (tmp != list.stop)

{

last->next = new TNode<Type>(tmp->value);

last = last->next;

tmp = tmp->next;

}

last->next = fict\_head;

}

template <class Type>

TRingList<Type>::TRingList(const TNode<Type>\* node) : TRingList<Type>()

{

if (node == nullptr)

{

return;

}

TNode<Type>\* tmp = node->next;

head = new TNode<Type>(node->value);

curr = head;

last = head;

while (tmp != nullptr)

{

if (tmp->value == Type() && tmp->next == head)

{

break;

}

last->next = new TNode<Type>(tmp->value);

last = last->next;

tmp = tmp->next;

}

last->next = fict\_head;

}

template <class Type>

TRingList<Type>::~TRingList()

{

if (fict\_head != nullptr)

{

delete fict\_head;

}

if (last != nullptr) last->next = nullptr;

stop = nullptr;

}

template<class Type>

bool TRingList<Type>::operator==(const TRingList<Type>& list) const

{

TNode<Type>\* t = head, \*t2 = list.head;

if (t == nullptr || t2 == nullptr)

{

throw "Your polynoms must not be empty!\n";

}

while ((t != fict\_head) && (t2 != list.fict\_head))

{

if (t->value != t2->value)

{

return false;

}

t = t->next;

t2 = t2->next;

}

return (t == fict\_head) && (t2 == list.fict\_head);

}

template <class Type>

void TRingList<Type>::next()

{

curr = curr->next;

}

template <class Type>

void TRingList<Type>::pop\_first()

{

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (last == head)

{

\*this = TRingList<Type>();

return;

}

if (curr == head)

{

curr = head->next;

}

TNode<Type>\* tmp = head->next;

fict\_head->next = tmp;

delete head;

head = tmp;

}

template <class Type>

void TRingList<Type>::pop\_last()

{

if (head == nullptr)

{

string ex = "SizeError: can`t remove empty list";

throw ex;

}

if (last == head)

{

\*this = TRingList<Type>();

return;

}

TNode<Type>\* tmp = head;

while (tmp->next != last)

{

tmp = tmp->next;

}

if (curr == last)

{

curr = tmp;

}

delete tmp->next;

tmp->next = fict\_head;

last = tmp;

}

template <class Type>

void TRingList<Type>::push\_back(const Type& value)

{

if (head == nullptr)

{

head = new TNode<Type>(value);

last = head;

last->next = fict\_head;

fict\_head->next = head;

curr = head;

return;

}

TNode<Type>\* tmp = new TNode<Type>(value);

tmp->next = fict\_head;

last->next = tmp;

last = last->next;

}

template <class Type>

void TRingList<Type>::push\_front(const Type& value)

{

if (head == nullptr)

{

head = new TNode<Type>(value);

last = head;

curr = head;

last->next = fict\_head;

fict\_head->next = head;

return;

}

TNode<Type>\* new\_head = new TNode<Type>(value);

new\_head->next = head;

head = new\_head;

fict\_head->next = head;

}

template <class Type>

void TRingList<Type>::pop\_curr()

{

if (head == curr)

{

this->pop\_first();

return;

}

if (last == curr)

{

this->pop\_last();

return;

}

TNode<Type>\* tmp1 = head, \* tmp = curr;

while (tmp1->next != curr) tmp1 = tmp1->next;

curr = curr->next;

tmp1->next = curr;

delete tmp;

}

template <class Type>

void TRingList<Type>::push\_after\_curr(const Type& value)

{

if (curr == last)

{

this->push\_back(value);

return;

}

TNode<Type>\* tmp = curr->next;

curr->next = new TNode<Type>(value);

curr->next->next = tmp;

}

template<class Type>

void TRingList<Type>::clear()

{

if (head == nullptr)

{

return;

}

while (head != fict\_head)

{

TNode<Type>\* tmp;

tmp = head;

head = head->next;

delete tmp;

}

head = nullptr;

curr = nullptr;

last = fict\_head;

last->next = fict\_head;

}

#endif //

## Приложение Г. Реализация класса TMonom

#include "tmonom.h"

#include <algorithm>

TMonom::TMonom(const TMonom& monom)

{

coef = monom.coef;

degree\_x = monom.degree\_x;

degree\_y = monom.degree\_y;

degree\_z = monom.degree\_z;

}

TMonom::TMonom(const double coef\_, const int degreex\_, const int degreey\_, const int degreez\_)

{

coef = coef\_;

degree\_x = degreex\_;

degree\_y = degreey\_;

degree\_z = degreez\_;

}

bool TMonom::operator<(const TMonom& monom) const {

return ((degree\_x < monom.degree\_x) || (degree\_x == monom.degree\_x && degree\_y < monom.degree\_y) ||

(degree\_x == monom.degree\_x && degree\_y == monom.degree\_y && degree\_z < monom.degree\_z));

}

bool TMonom::operator>(const TMonom& monom) const {

return ((degree\_x > monom.degree\_x) || (degree\_x == monom.degree\_x && degree\_y > monom.degree\_y) ||

(degree\_x == monom.degree\_x && degree\_y == monom.degree\_y && degree\_z > monom.degree\_z));

}

bool TMonom::operator==(const TMonom& monom) const {

return degree\_x == monom.degree\_x && degree\_y == monom.degree\_y && degree\_z == monom.degree\_z;

}

bool TMonom::operator!=(const TMonom& monom) const {

return !(\*this == monom);

}

TMonom TMonom::operator\*(const TMonom& monom) const

{

return TMonom(monom.coef \* this->coef, monom.degree\_x + this->degree\_x,

this->degree\_y + monom.degree\_y, this->degree\_z + monom.degree\_z);

}

double TMonom::eval(double x, double y, double z)

{

return coef \* std::pow(x, degree\_x) \* std::pow(y, degree\_y) \* std::pow(z, degree\_z);

}

double TMonom::get\_coef() const

{

return coef;

}

void TMonom::set\_coef(double digit)

{

coef = digit;

}

void TMonom::inc\_coef(double digit)

{

coef += digit;

}

TMonom TMonom::dif\_x() const

{

if (\*this == TMonom())

{

return TMonom();

}

if (degree\_x == 0)

{

return TMonom(0, 0, 0, 0);

}

return TMonom(coef \* degree\_x, degree\_x - 1, degree\_y, degree\_z);

}

TMonom TMonom::dif\_y() const

{

if (\*this == TMonom())

{

return TMonom();

}

if (degree\_y == 0)

{

return TMonom(0, 0, 0, 0);

}

return TMonom(coef \* degree\_y, degree\_x, degree\_y - 1, degree\_z);

}

TMonom TMonom::dif\_z() const

{

if (\*this == TMonom())

{

return TMonom();

}

if (degree\_z == 0)

{

return TMonom(0, 0, 0, 0);

}

return TMonom(coef \* degree\_z, degree\_x, degree\_y, degree\_z - 1);

}

## Приложение Д. Реализация класса TPolynom

#include "tpolynom.h"

#include <iostream>

#include <sstream>

using namespace std;

void TPolynom::del\_zeros()

{

int was = 0;

monoms.start();

TNode<TMonom>\* t = monoms.get\_curr();

if (t == nullptr)

{

return;

}

while (t->value != TMonom())

{

if (t->value.get\_coef() != 0)

{

was = 1;

break;

}

t = t->next;

}

t = monoms.get\_curr();

if (was == 1)

{

while (t->value != TMonom())

{

if (t->value.get\_coef() == 0)

{

TNode<TMonom>\* t1 = t;

t = t->next;

monoms.remove(t1);

}

t = t->next;

}

return;

}

// if all of elements equal 0 we create new list with only 1 "0"

monoms.clear();

monoms.push\_front(TMonom(0, 0, 0, 0));

return;

}

string TPolynom::preparation(string polynom)

{

string new\_string, new\_string1;

int i = 0;

while (i < polynom.size())

{

if (polynom[i] == ' ')

{

++i;

continue;

}

new\_string += polynom[i];

++i;

}

i = 0;

while (i < new\_string.size())

{

if (new\_string[i] == '+' || new\_string[i] == '-')

{

new\_string1 += " ";

new\_string1 += new\_string[i];

new\_string1 += " ";

++i;

continue;

}

new\_string1 += new\_string[i];

++i;

}

return new\_string1;

}

void TPolynom::x(string token, char& stage, int& i, double& coef, int& degreex, int& degreey, int& degreez)

{

// we here --> token[i] == 'x'

string digit;

stage = 'x';

i++;

if (token[i] == '^')

{

i++;

if (i >= token.size() || token[i] < '0' || token[i] > '9')

{

// string like 2x^yz

throw "Wrong string\n";

}

}

while (i < token.size() && ((token[i] >= '0' && token[i] <= '9') || token[i] == '.'))

{

digit += token[i];

i++;

}

if (digit != "")

{

degreex += stod(digit);

}

else

{

degreex = 1;

}

if (i >= token.size())

{

return;

}

if (token[i] == 'x')

{

x(token, stage, i, coef,degreex, degreey, degreez);

}

else if (token[i] == 'y')

{

y(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'z')

{

z(token, stage, i, coef, degreex, degreey, degreez);

}

else

{

throw "Wrong string";

}

}

void TPolynom::y(string token, char& stage, int& i, double& coef, int& degreex, int& degreey, int& degreez)

{

string digit;

stage = 'y';

i++;

if (token[i] == '^')

{

i++;

if (i >= token.size() || token[i] < '0' || token[i] > '9')

{

// string like 2x^yz

throw "Wrong string\n";

}

}

while (i < token.size() && ((token[i] >= '0' && token[i] <= '9') || token[i] == '.'))

{

digit += token[i];

i++;

}

if (digit != "")

{

degreey += stod(digit);

}

else

{

degreey = 1;

}

if (i >= token.size())

{

return;

}

if (token[i] == 'x')

{

x(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'y')

{

y(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'z')

{

z(token, stage, i, coef, degreex, degreey, degreez);

}

else

{

throw "Wrong string";

}

}

void TPolynom::z(string token, char& stage, int& i, double& coef, int& degreex, int& degreey, int& degreez)

{

string digit;

stage = 'z';

i++;

if (token[i] == '^')

{

i++;

if (i >= token.size() || token[i] < '0' || token[i] > '9')

{

// string like 2x^yz

throw "Wrong string\n";

}

}

while (i < token.size() && ((token[i] >= '0' && token[i] <= '9') || token[i] == '.'))

{

digit += token[i];

i++;

}

if (digit != "")

{

degreez += stod(digit);

}

else

{

degreez = 1;

}

if (i >= token.size())

{

return;

}

if (token[i] == 'x')

{

x(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'y')

{

y(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'z')

{

z(token, stage, i, coef, degreex, degreey, degreez);

}

else

{

throw "Wrong string";

}

}

void TPolynom::c(string token, char& stage, int& i, double& coef, int& degreex, int& degreey, int& degreez)

{

string digit;

stage = 'c';

while (i < token.size() && ((token[i] >= '0' && token[i] <= '9') || token[i] == '.'))

{

digit += token[i];

i++;

}

if (digit != "")

{

coef \*= stod(digit);

}

if (i >= token.size())

{

return;

}

if (token[i] == 'x')

{

x(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'y')

{

y(token, stage, i, coef, degreex, degreey, degreez);

}

else if (token[i] == 'z')

{

z(token, stage, i, coef, degreex, degreey, degreez);

}

else

{

throw "Wrong string";

}

}

void TPolynom::parse(string polynom)

{

polynom = preparation(polynom); // пробелы добавить при +-

string token;

double curr\_coef = 1;

int degreex = 0, degreey = 0, degreez = 0;

char stage = 's';

if (polynom.size() >= 3)

{

string t;

t += (char)polynom[0];

t += (char)polynom[1];

t += (char)polynom[2];

if (t == " - ")

{

curr\_coef = -1;

string tmp;

for (int i = 3; i < polynom.size(); ++i) tmp += polynom[i];

polynom = tmp;

}

if (t == " + ")

{

string tmp;

for (int i = 3; i < polynom.size(); ++i) tmp += polynom[i];

polynom = tmp;

}

}

stringstream stream(polynom);

while (stream >> token)

{

if (token == "-" || token == "+")

{

TMonom tmp(curr\_coef, degreex, degreey, degreez);

monoms.push\_back(tmp);

curr\_coef = 1;

degreex = 0; degreey = 0; degreez = 0;

stage = 's';

if (token == "-")

{

curr\_coef = -1;

}

continue;

}

int i = 0;

while (i < token.size())

{

if (token[i] == 'x' || token[i] == 'y' || token[i] == 'z')

{

if (token[i] == 'x')

{

x(token, stage, i, curr\_coef, degreex, degreey, degreez);

}

else if(token[i] == 'y')

{

y(token, stage, i, curr\_coef, degreex, degreey, degreez);

}

else

{

z(token, stage, i, curr\_coef, degreex, degreey, degreez);

}

}

else if (token[i] >= '0' && token[i] <= '9')

{

c(token, stage, i, curr\_coef, degreex, degreey, degreez);

}

else

{

throw "Wrong string";

}

}

}

if (stage != 's')

{

TMonom tmp(curr\_coef, degreex, degreey, degreez);

monoms.push\_back(tmp);

}

monoms.sort();

}

TPolynom::TPolynom()

{

monoms = TRingList<TMonom>();

}

TPolynom::TPolynom(const string& polynom\_string)

{

monoms = TRingList<TMonom>();

parse(polynom\_string);

this->del\_zeros(); this->monoms.sort(); this->monoms.start();

}

TPolynom::TPolynom(const TRingList<TMonom>& list)

{

monoms = TRingList<TMonom>(list);

this->del\_zeros(); this->monoms.sort(); this->monoms.start();

}

TPolynom::TPolynom(const TPolynom& polynom) : monoms(polynom.monoms)

{

}

const TPolynom& TPolynom::operator=(const TPolynom& polynom) {

(\*this).monoms.clear();

(\*this).monoms = TRingList<TMonom>(polynom.monoms);

return \*this;

}

TPolynom TPolynom::operator+(const TPolynom& polynom) {

TPolynom sum(\*this);

sum.monoms.start();

TRingList<TMonom> tmp(polynom.monoms);

tmp.start();

TNode<TMonom>\* tmp1 = tmp.get\_curr();

if (tmp1 == nullptr)

{

return \*this;

}

while (tmp1->value != TMonom())

{

TNode<TMonom>\* t = sum.monoms.find(tmp1->value);

if (t == nullptr)

{

sum.monoms.push\_back(tmp1->value);

}

else

{

t->value.inc\_coef(tmp1->value.get\_coef());

}

tmp1 = tmp1->next;

}

sum.del\_zeros(); sum.monoms.sort();

return sum;

}

TPolynom TPolynom::operator-(const TPolynom& polynom) {

TPolynom sum(\*this);

sum.monoms.start();

TRingList<TMonom> tmp(polynom.monoms);

tmp.start();

TNode<TMonom>\* tmp1 = tmp.get\_curr();

if (tmp1 == nullptr)

{

return \*this;

}

while (tmp1->value != TMonom())

{

TNode<TMonom>\* t = sum.monoms.find(tmp1->value);

tmp1->value.set\_coef(-(tmp1->value.get\_coef()));

if (t == nullptr)

{

sum.monoms.push\_back(tmp1->value);

}

else

{

t->value.inc\_coef(tmp1->value.get\_coef());

}

tmp1 = tmp1->next;

}

sum.del\_zeros(); sum.monoms.sort();

return sum;

}

TPolynom TPolynom::operator\*(const TPolynom& polynom) {

TPolynom prod;

TRingList<TMonom> l1(this->monoms), l2(polynom.monoms);

l1.start();

l2.start();

TNode<TMonom>\* t1 = l1.get\_curr(), \* t2 = l2.get\_curr();

if (t1 == nullptr || t2 == nullptr)

{

throw "Cant multiply empty polynom";

}

while (t1->value != TMonom())

{

t2 = l2.get\_curr();

while (t2->value != TMonom())

{

// find list1[i] \* list2[j] in prod

// if it is in list, we need sum coeff

// else we need add new monom

TMonom monom = t1->value \* t2->value;

TNode<TMonom>\* t = prod.monoms.find(monom);

if (t == nullptr)

{

prod.monoms.push\_back(monom);

}

else

{

t->value.inc\_coef(monom.get\_coef());

}

t2 = t2->next;

}

t1 = t1->next;

}

prod.del\_zeros(); prod.monoms.sort();

return prod;

}

double TPolynom::operator()(double x, double y, double z) {

double res = 0;

monoms.start();

TNode<TMonom>\* t = monoms.get\_curr();

while (t->value != TMonom())

{

res += t->value.eval(x, y, z);

t = t->next;

}

return res;

}

bool TPolynom::operator==(const TPolynom& polynom) const

{

return monoms == polynom.monoms;

}

TPolynom TPolynom::dif\_x() const {

TPolynom polynom(\*this);

polynom.monoms.start();

TPolynom res;

TNode<TMonom>\* t = polynom.monoms.get\_curr();

if (t == nullptr)

{

throw "Your polynom is empty!";

}

while(t->value != TMonom())

{

TMonom diff\_x = t->value.dif\_x();

TNode<TMonom>\* tmp = res.monoms.find(diff\_x);

if (tmp == nullptr)

{

res.monoms.push\_back(diff\_x);

}

else

{

tmp->value.inc\_coef(diff\_x.get\_coef());

}

t = t->next;

}

res.del\_zeros(); res.monoms.sort();

return res;

}

TPolynom TPolynom::dif\_y() const {

TPolynom polynom(\*this);

polynom.monoms.start();

TPolynom res;

TNode<TMonom>\* t = polynom.monoms.get\_curr();

if (t == nullptr)

{

throw "Your polynom is empty!";

}

while(t->value != TMonom())

{

TMonom diff\_y = t->value.dif\_y();

TNode<TMonom>\* tmp = res.monoms.find(diff\_y);

if (tmp == nullptr)

{

res.monoms.push\_back(diff\_y);

}

else

{

tmp->value.inc\_coef(diff\_y.get\_coef());

}

t = t->next;

}

res.del\_zeros(); res.monoms.sort();

return res;

}

TPolynom TPolynom::dif\_z() const {

TPolynom polynom(\*this);

polynom.monoms.start();

TPolynom res;

TNode<TMonom>\* t = polynom.monoms.get\_curr();

if (t == nullptr)

{

throw "Your polynom is empty!";

}

while(t->value != TMonom())

{

TMonom diff\_z = t->value.dif\_z();

TNode<TMonom>\* tmp = res.monoms.find(diff\_z);

if (tmp == nullptr)

{

res.monoms.push\_back(diff\_z);

}

else

{

tmp->value.inc\_coef(diff\_z.get\_coef());

}

t = t->next;

}

res.del\_zeros(); res.monoms.sort();

return res;

}