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## R Markdown

This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. For more details on using R Markdown see <http://rmarkdown.rstudio.com>.

When you click the **Knit** button a document will be generated that includes both content as well as the output of any embedded R code chunks within the document. You can embed an R code chunk like this:

Rod\_eg <- read.csv("/Users/fabriceg/Rodolphe/Egg\_rod.csv", header = TRUE, sep = ",")  
names(Rod\_eg)

## [1] "date" "season" "collect\_number" "plot"   
## [5] "FAW\_egg" "rh2m\_." "precipitation" "t2m\_Max"   
## [9] "t2m\_Min" "t2m\_avairage"

names <- c('date','season', 'collect\_number', 'plot', 'FAW\_egg','rh2m\_%', 'precipitation', 't2m\_Max', 't2m\_Min','t2m\_avairage')  
  
Rod\_eg$date = as.factor(Rod\_eg$date)  
Rod\_eg$season = as.factor(Rod\_eg$season)  
Rod\_eg$collect\_number = as.factor(Rod\_eg$collect\_number)  
Rod\_eg$plot = as.factor(Rod\_eg$plot)  
  
str(Rod\_eg)

## 'data.frame': 240 obs. of 10 variables:  
## $ date : Factor w/ 12 levels " 02/11/2020",..: 11 11 11 11 11 11 11 11 11 11 ...  
## $ season : Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...  
## $ collect\_number: Factor w/ 6 levels "1","2","3","4",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ plot : Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 2 2 2 2 2 ...  
## $ FAW\_egg : int 0 0 1 0 0 0 0 0 0 0 ...  
## $ rh2m\_. : num 82.2 82.2 82.2 82.2 82.2 ...  
## $ precipitation : num 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 ...  
## $ t2m\_Max : num 32.3 32.3 32.3 32.3 32.3 ...  
## $ t2m\_Min : num 23.6 23.6 23.6 23.6 23.6 ...  
## $ t2m\_avairage : num 28 28 28 28 28 ...

#Percentage of controled variability  
anovaVCA(FAW\_egg ~ season + season:collect\_number, Data=Rod\_eg);

##   
##   
## Result Variance Component Analysis:  
## -----------------------------------  
##   
## Name DF SS MS VC %Total   
## 1 total 38.429903 0.626875 100   
## 2 season 1 11.266667 11.266667 0.080292 12.808242  
## 3 season:collect\_number 10 16.316667 1.631667 0.05711 9.110213   
## 4 error 228 111.6 0.489474 0.489474 78.081545  
## SD CV[%]   
## 1 0.791754 202.150055  
## 2 0.283358 72.346683   
## 3 0.238976 61.015213   
## 4 0.699624 178.627394  
##   
## Mean: 0.391667 (N = 240)   
##   
## Experimental Design: balanced | Method: ANOVA

aov\_result <- aov(FAW\_egg ~ season + collect\_number + plot + season:collect\_number + season:plot + collect\_number:plot + season\*collect\_number\*plot, data = Rod\_eg)  
summary(aov\_result)

## Df Sum Sq Mean Sq F value Pr(>F)   
## season 1 11.27 11.267 23.616 2.44e-06 \*\*\*  
## collect\_number 5 6.88 1.377 2.886 0.01549 \*   
## plot 3 4.18 1.394 2.923 0.03517 \*   
## season:collect\_number 5 9.43 1.887 3.955 0.00195 \*\*   
## season:plot 3 4.40 1.467 3.074 0.02888 \*   
## collect\_number:plot 15 6.32 0.421 0.883 0.58442   
## season:collect\_number:plot 15 5.10 0.340 0.713 0.77003   
## Residuals 192 91.60 0.477   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

aov\_result21 <- lm(FAW\_egg ~ season + collect\_number + season:collect\_number, data = Rod\_eg)  
summary(aov\_result21)

##   
## Call:  
## lm(formula = FAW\_egg ~ season + collect\_number + season:collect\_number,   
## data = Rod\_eg)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.35 -0.35 -0.15 -0.10 3.45   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.500e-01 1.564e-01 1.598 0.111417   
## season2 -1.500e-01 2.212e-01 -0.678 0.498462   
## collect\_number2 1.100e+00 2.212e-01 4.972 1.3e-06 \*\*\*  
## collect\_number3 2.500e-01 2.212e-01 1.130 0.259667   
## collect\_number4 4.000e-01 2.212e-01 1.808 0.071926 .   
## collect\_number5 1.000e-01 2.212e-01 0.452 0.651701   
## collect\_number6 3.000e-01 2.212e-01 1.356 0.176444   
## season2:collect\_number2 -1.100e+00 3.129e-01 -3.516 0.000529 \*\*\*  
## season2:collect\_number3 1.040e-15 3.129e-01 0.000 1.000000   
## season2:collect\_number4 -3.500e-01 3.129e-01 -1.119 0.264473   
## season2:collect\_number5 5.000e-02 3.129e-01 0.160 0.873176   
## season2:collect\_number6 -3.000e-01 3.129e-01 -0.959 0.338660   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.6996 on 228 degrees of freedom  
## Multiple R-squared: 0.1982, Adjusted R-squared: 0.1595   
## F-statistic: 5.123 on 11 and 228 DF, p-value: 3.605e-07

# Set contrast coding  
contrasts(Rod\_eg$season) <- contr.treatment(levels(Rod\_eg$season))  
contrasts(Rod\_eg$collect\_number) <- contr.treatment(levels(Rod\_eg$collect\_number))  
  
# Convert collect\_number to numeric  
Rod\_eg$collect\_number <- as.numeric(as.character(Rod\_eg$collect\_number))  
  
# Compute correlation between collect\_number and larvae  
correlation\_collect\_number\_egg <- cor.test(Rod\_eg$collect\_number, Rod\_eg$FAW\_egg)  
  
# Print correlation coefficient  
print("Correlation coefficient for collect\_number and FAW\_egg:")

## [1] "Correlation coefficient for collect\_number and FAW\_egg:"

print(correlation\_collect\_number\_egg$estimate)

## cor   
## -0.03524115

# Print p-value  
print("P-value for collect\_number and FAW\_egg:")

## [1] "P-value for collect\_number and FAW\_egg:"

print(correlation\_collect\_number\_egg$p.value)

## [1] 0.5869426

# Compute R-squared  
r\_squared\_collect\_number\_egg <- correlation\_collect\_number\_egg$estimate^2  
  
# Print R-squared  
print("R-squared for collect\_number and larvae:")

## [1] "R-squared for collect\_number and larvae:"

print(r\_squared\_collect\_number\_egg)

## cor   
## 0.001241939

# Compute correlation between precipitation and larvae  
correlation\_precipitation\_egg <- cor.test(Rod\_eg$precipitation, Rod\_eg$FAW\_egg)  
  
# Print correlation coefficient  
print("Correlation coefficient for precipitation and larvae:")

## [1] "Correlation coefficient for precipitation and larvae:"

print(correlation\_precipitation\_egg$estimate)

## cor   
## -0.01737229

# Print p-value  
print("P-value for precipitation and larvae:")

## [1] "P-value for precipitation and larvae:"

print(correlation\_precipitation\_egg$p.value)

## [1] 0.7888952

# Compute R-squared  
r\_squared\_precipitation\_egg <- correlation\_precipitation\_egg$estimate^2  
  
# Print R-squared  
print("R-squared for precipitation and FAW\_egg:")

## [1] "R-squared for precipitation and FAW\_egg:"

print(r\_squared\_precipitation\_egg)

## cor   
## 0.0003017964

# Compute correlation between temperature and FAW\_egg  
correlation\_temperature\_egg <- cor.test(Rod\_eg$t2m\_avairage, Rod\_eg$FAW\_egg)  
  
# Print correlation coefficient  
print("Correlation coefficient for temperature and FAW\_egg:")

## [1] "Correlation coefficient for temperature and FAW\_egg:"

print(correlation\_temperature\_egg$estimate)

## cor   
## 0.1488017

# Print p-value  
print("P-value for temperature and FAW\_egg:")

## [1] "P-value for temperature and FAW\_egg:"

print(correlation\_temperature\_egg$p.value)

## [1] 0.02110819

# Compute R-squared  
r\_squared\_temperature\_egg <- correlation\_temperature\_egg$estimate^2  
  
# Print R-squared  
print("R-squared for temperature and FAW\_egg:")

## [1] "R-squared for temperature and FAW\_egg:"

print(r\_squared\_temperature\_egg)

## cor   
## 0.02214195

# Box plot for season and FAW\_egg  
boxplot\_season\_egg <- ggplot(Rod\_eg, aes(x = season, y = FAW\_egg)) +  
 geom\_boxplot() +  
 labs(x = "Season", y = "FAW\_egg") +  
 theme\_minimal() # Optional: Apply a minimal theme  
  
# Print the box plot for season and larvae  
print(boxplot\_season\_egg)
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Rod\_eg$collect\_number <- as.factor(Rod\_eg$collect\_number)  
  
# Box plot for collect\_number and larvae  
boxplot\_collect\_number\_egg <- ggplot(Rod\_eg, aes(x = collect\_number, y = FAW\_egg)) +  
 geom\_boxplot() +  
 labs(x = "Weeks", y = "FAW\_egg") +  
 theme\_minimal() # Optional: Apply a minimal theme  
  
# Print the box plot for collect\_number and larvae  
print(boxplot\_collect\_number\_egg)

![](data:image/png;base64,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)

## Including Plots

You can also embed plots, for example:

# Read the data  
Rod\_la <- read.csv("/Users/fabriceg/Rodolphe/Larva\_rod.csv", header = TRUE, sep = ",")  
  
# Rename columns  
names(Rod\_la) <- c('date', 'season', 'collect\_number', 'plot', 'larvae', 'rh2m\_%', 'precipitation', 't2m\_Max', 't2m\_Min', 't2m\_avairage')  
  
# Convert columns to factors  
Rod\_la$date <- as.factor(Rod\_la$date)  
Rod\_la$season <- as.factor(Rod\_la$season)  
Rod\_la$collect\_number <- as.factor(Rod\_la$collect\_number)  
Rod\_la$plot <- as.factor(Rod\_la$plot)  
  
# Print the structure of the dataframe  
str(Rod\_la)

## 'data.frame': 120 obs. of 10 variables:  
## $ date : Factor w/ 6 levels " 02/11/2020",..: 6 6 6 6 6 6 6 6 6 6 ...  
## $ season : Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...  
## $ collect\_number: Factor w/ 3 levels "1","3","5": 1 1 1 1 1 1 1 1 1 1 ...  
## $ plot : Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 2 2 2 2 2 ...  
## $ larvae : int 0 0 0 0 0 0 0 0 0 1 ...  
## $ rh2m\_% : num 82.2 82.2 82.2 82.2 82.2 ...  
## $ precipitation : num 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 ...  
## $ t2m\_Max : num 32.3 32.3 32.3 32.3 32.3 ...  
## $ t2m\_Min : num 23.6 23.6 23.6 23.6 23.6 ...  
## $ t2m\_avairage : num 28 28 28 28 28 ...

#Percentage of controlled variability  
print(anovaVCA(larvae ~ season + season:collect\_number, Data = Rod\_la))

##   
##   
## Result Variance Component Analysis:  
## -----------------------------------  
##   
## Name DF SS MS VC %Total   
## 1 total 5.499626 72.873611 100   
## 2 season 1 1748.033333 1748.033333 18.532778 25.431398  
## 3 season:collect\_number 4 2544.266667 636.066667 30.617149 42.014041  
## 4 error 114 2704.5 23.723684 23.723684 32.554561  
## SD CV[%]   
## 1 8.536604 158.085263  
## 2 4.304971 79.72169   
## 3 5.533277 102.468084  
## 4 4.870696 90.198083   
##   
## Mean: 5.4 (N = 120)   
##   
## Experimental Design: balanced | Method: ANOVA

# Perform linear regression  
aov\_result11 <- lm(larvae ~ season + collect\_number + season:collect\_number, data = Rod\_la)  
summary(aov\_result11)

##   
## Call:  
## lm(formula = larvae ~ season + collect\_number + season:collect\_number,   
## data = Rod\_la)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -14.7000 -1.1000 -0.5000 0.6375 22.5000   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.450 1.089 0.413 0.680253   
## season2 0.200 1.540 0.130 0.896915   
## collect\_number3 15.250 1.540 9.901 < 2e-16 \*\*\*  
## collect\_number5 11.050 1.540 7.174 7.85e-11 \*\*\*  
## season2:collect\_number3 -14.800 2.178 -6.794 5.21e-10 \*\*\*  
## season2:collect\_number5 -8.700 2.178 -3.994 0.000115 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.871 on 114 degrees of freedom  
## Multiple R-squared: 0.6135, Adjusted R-squared: 0.5965   
## F-statistic: 36.19 on 5 and 114 DF, p-value: < 2.2e-16

# Perform anova  
aov\_result1 <- aov(larvae ~ season + collect\_number + season:collect\_number, data = Rod\_la)  
summary(aov\_result1)

## Df Sum Sq Mean Sq F value Pr(>F)   
## season 1 1748 1748.0 73.68 5.35e-14 \*\*\*  
## collect\_number 2 1438 718.9 30.30 2.79e-11 \*\*\*  
## season:collect\_number 2 1106 553.2 23.32 3.24e-09 \*\*\*  
## Residuals 114 2704 23.7   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# Set contrast coding  
contrasts(Rod\_la$season) <- contr.treatment(levels(Rod\_la$season))  
contrasts(Rod\_la$collect\_number) <- contr.treatment(levels(Rod\_la$collect\_number))  
  
# Convert collect\_number to numeric  
Rod\_la$collect\_number <- as.numeric(as.character(Rod\_la$collect\_number))  
  
# Compute correlation between collect\_number and larvae  
correlation\_collect\_number\_larvae <- cor.test(Rod\_la$collect\_number, Rod\_la$larvae)  
  
# Print correlation coefficient  
print("Correlation coefficient for collect\_number and larvae:")

## [1] "Correlation coefficient for collect\_number and larvae:"

print(correlation\_collect\_number\_larvae$estimate)

## cor   
## 0.358212

# Print p-value  
print("P-value for collect\_number and larvae:")

## [1] "P-value for collect\_number and larvae:"

print(correlation\_collect\_number\_larvae$p.value)

## [1] 5.89222e-05

# Compute R-squared  
r\_squared\_collect\_number\_larvae <- correlation\_collect\_number\_larvae$estimate^2  
  
# Print R-squared  
print("R-squared for collect\_number and larvae:")

## [1] "R-squared for collect\_number and larvae:"

print(r\_squared\_collect\_number\_larvae)

## cor   
## 0.1283158

# Compute correlation between precipitation and larvae  
correlation\_precipitation\_larvae <- cor.test(Rod\_la$precipitation, Rod\_la$larvae)  
  
# Print correlation coefficient  
print("Correlation coefficient for precipitation and larvae:")

## [1] "Correlation coefficient for precipitation and larvae:"

print(correlation\_precipitation\_larvae$estimate)

## cor   
## 0.3700481

# Print p-value  
print("P-value for precipitation and larvae:")

## [1] "P-value for precipitation and larvae:"

print(correlation\_precipitation\_larvae$p.value)

## [1] 3.183799e-05

# Compute R-squared  
r\_squared\_precipitation\_larvae <- correlation\_precipitation\_larvae$estimate^2  
  
# Print R-squared  
print("R-squared for precipitation and larvae:")

## [1] "R-squared for precipitation and larvae:"

print(r\_squared\_precipitation\_larvae)

## cor   
## 0.1369356

# Compute correlation between temperature and larvae  
correlation\_temperature\_larvae <- cor.test(Rod\_la$t2m\_avairage, Rod\_la$larvae)  
  
# Print correlation coefficient  
print("Correlation coefficient for temperature and larvae:")

## [1] "Correlation coefficient for temperature and larvae:"

print(correlation\_temperature\_larvae$estimate)

## cor   
## -0.1201365

# Print p-value  
print("P-value for temperature and larvae:")

## [1] "P-value for temperature and larvae:"

print(correlation\_temperature\_larvae$p.value)

## [1] 0.191215

# Compute R-squared  
r\_squared\_temperature\_larvae <- correlation\_temperature\_larvae$estimate^2  
  
# Print R-squared  
print("R-squared for temperature and larvae:")

## [1] "R-squared for temperature and larvae:"

print(r\_squared\_temperature\_larvae)

## cor   
## 0.01443277

# Box plot for season and larvae  
boxplot\_season\_larvae <- ggplot(Rod\_la, aes(x = season, y = larvae)) +  
 geom\_boxplot() +  
 labs(x = "Season", y = "Larvae") +  
 theme\_minimal() # Optional: Apply a minimal theme  
  
# Print the box plot for season and larvae  
print(boxplot\_season\_larvae)
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Rod\_la$collect\_number <- as.factor(Rod\_la$collect\_number)  
  
# Box plot for collect\_number and larvae  
boxplot\_collect\_number\_larvae <- ggplot(Rod\_la, aes(x = collect\_number, y = larvae)) +  
 geom\_boxplot() +  
 labs(x = "Weeks", y = "Larvae") +  
 theme\_minimal() # Optional: Apply a minimal theme  
  
# Print the box plot for collect\_number and larvae  
print(boxplot\_collect\_number\_larvae)
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Rod\_da <- read.csv("/Users/fabriceg/Rodolphe/Damage\_rod.csv", header = TRUE, sep = ",")  
names(Rod\_da)

## [1] "date" "season" "collect\_number"   
## [4] "plot" "plant\_damaged" "damage\_level"   
## [7] "rh2m\_." "precipitation..mm.day." "t2m\_Max"   
## [10] "t2m\_Min" "t2m\_avairage"

names <- c('date','season', 'collect\_number', 'plot','plant\_damage','damage\_level', 'rh2m\_%', 'precipitation', 't2m\_Max', 't2m\_Min','t2m\_avairage')  
  
Rod\_da$date = as.factor(Rod\_da$date)  
Rod\_da$season = as.factor(Rod\_da$season)  
Rod\_da$collect\_number = as.factor(Rod\_da$collect\_number)  
Rod\_da$plot = as.factor(Rod\_da$plot)  
  
  
str(Rod\_da)

## 'data.frame': 600 obs. of 11 variables:  
## $ date : Factor w/ 2 levels "21/5/2020","8/5/20": 2 2 2 2 2 2 2 2 2 2 ...  
## $ season : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ collect\_number : Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...  
## $ plot : Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 1 1 1 1 1 ...  
## $ plant\_damaged : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ damage\_level : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ rh2m\_. : num 82.2 82.2 82.2 82.2 82.2 ...  
## $ precipitation..mm.day.: num 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 8.77 ...  
## $ t2m\_Max : num 32.3 32.3 32.3 32.3 32.3 ...  
## $ t2m\_Min : num 23.6 23.6 23.6 23.6 23.6 ...  
## $ t2m\_avairage : num 28 28 28 28 28 ...

#Percentage of controled variability  
anovaVCA(damage\_level ~ collect\_number, Data=Rod\_da);

##   
##   
## Result Variance Component Analysis:  
## -----------------------------------  
##   
## Name DF SS MS VC %Total SD   
## 1 total 6.150957 6.496 100 2.548725  
## 2 collect\_number 1 784.326667 784.326667 2.60144 40.046804 1.612898  
## 3 error 598 2328.946667 3.89456 3.89456 59.953196 1.973464  
## CV[%]   
## 1 220.350879  
## 2 139.443642  
## 3 170.616473  
##   
## Mean: 1.156667 (N = 600)   
##   
## Experimental Design: balanced | Method: ANOVA

#Multinomial regression  
  
R1 <- multinom(damage\_level ~ collect\_number, data = Rod\_da)

## # weights: 27 (16 variable)  
## initial value 1318.334746   
## iter 10 value 542.286386  
## iter 20 value 528.557514  
## iter 30 value 528.509748  
## final value 528.509700   
## converged

summary(R1)

## Call:  
## multinom(formula = damage\_level ~ collect\_number, data = Rod\_da)  
##   
## Coefficients:  
## (Intercept) collect\_number2  
## 1 -22.606770 20.375412  
## 2 -5.003945 2.944438  
## 3 -21.305722 19.297508  
## 4 -22.306885 20.193310  
## 5 -20.716999 18.804095  
## 6 -22.299450 19.780411  
## 7 -18.533345 16.930596  
## 8 -22.773058 20.408169  
##   
## Std. Errors:  
## (Intercept) collect\_number2  
## 1 0.1315403 0.1315403  
## 2 0.7094752 0.7501321  
## 3 0.1190708 0.1190708  
## 4 0.1247668 0.1247668  
## 5 0.1141993 0.1141993  
## 6 0.1500373 0.1500373  
## 7 612.8534786 612.8535112  
## 8 0.1397676 0.1397676  
##   
## Residual Deviance: 1057.019   
## AIC: 1089.019

wald\_statistics1 <- summary(R1)$coefficients/summary(R1)$standard.errors  
p\_values1 <- 2 \* (1 - pnorm(abs(wald\_statistics1)))  
  
print(data.frame("Pr(>|z|)" = p\_values1))

## Pr...z....Intercept. Pr...z...collect\_number2  
## 1 0.000000e+00 0.000000e+00  
## 2 1.750822e-12 8.664841e-05  
## 3 0.000000e+00 0.000000e+00  
## 4 0.000000e+00 0.000000e+00  
## 5 0.000000e+00 0.000000e+00  
## 6 0.000000e+00 0.000000e+00  
## 7 9.758748e-01 9.779606e-01  
## 8 0.000000e+00 0.000000e+00

R2 <- multinom(damage\_level ~ plot, data = Rod\_da)

## # weights: 45 (32 variable)  
## initial value 1318.334746   
## iter 10 value 546.679016  
## iter 20 value 535.983465  
## iter 30 value 535.321257  
## final value 535.319447   
## converged

summary(R2)

## Call:  
## multinom(formula = damage\_level ~ plot, data = Rod\_da)  
##   
## Coefficients:  
## (Intercept) plot2 plot3 plot4  
## 1 -1.767662 -1.8432565 -19.682920 -19.74111  
## 2 -2.008824 -0.5034815 -1.553641 -19.51902  
## 3 -2.209495 0.2080145 -2.739263 -19.03321  
## 4 -2.460804 0.3539614 -1.794817 -19.67458  
## 5 -2.104134 0.1026542 -2.151484 -18.13719  
## 6 -2.614957 0.1026502 -19.130172 -19.27818  
## 7 -2.327284 1.1142612 -16.055351 -16.15664  
## 8 -3.308108 1.4019381 -17.994449 -18.13703  
##   
## Std. Errors:  
## (Intercept) plot2 plot3 plot4  
## 1 0.2891776 0.7727467 1.355819e-06 1.351918e-06  
## 2 0.3210985 0.5322447 6.001636e-01 1.325155e-06  
## 3 0.3511499 0.4866413 1.063201e+00 1.791644e-06  
## 4 0.3937659 0.5288444 8.137249e-01 7.059324e-07  
## 5 0.3349553 0.4750879 7.869495e-01 5.511471e-06  
## 6 0.4229201 0.5992010 9.973763e-07 9.059535e-07  
## 7 0.3703996 0.4429040 8.262832e+02 8.427286e+02  
## 8 0.5878168 0.6707840 1.584971e-06 1.445881e-06  
##   
## Residual Deviance: 1070.639   
## AIC: 1134.639

wald\_statistics2 <- summary(R2)$coefficients/summary(R2)$standard.errors  
p\_values2 <- 2 \* (1 - pnorm(abs(wald\_statistics2)))  
  
print(data.frame("Pr(>|z|)" = p\_values2))

## Pr...z....Intercept. Pr...z...plot2 Pr...z...plot3 Pr...z...plot4  
## 1 9.794672e-10 0.01706377 0.000000000 0.000000  
## 2 3.947236e-10 0.34416964 0.009633999 0.000000  
## 3 3.130582e-10 0.66905205 0.009982627 0.000000  
## 4 4.120073e-10 0.50329710 0.027406359 0.000000  
## 5 3.346023e-10 0.82892992 0.006257882 0.000000  
## 6 6.285457e-10 0.86397859 0.000000000 0.000000  
## 7 3.317380e-10 0.01187600 0.984497432 0.984704  
## 8 1.825370e-08 0.03661787 0.000000000 0.000000

R3 <- multinom(damage\_level ~ collect\_number:plot, data = Rod\_da)

## # weights: 90 (72 variable)  
## initial value 1318.334746   
## iter 10 value 387.103962  
## iter 20 value 353.824689  
## iter 30 value 349.878613  
## iter 40 value 349.833889  
## final value 349.833844   
## converged

summary(R3)

## Call:  
## multinom(formula = damage\_level ~ collect\_number:plot, data = Rod\_da)  
##   
## Coefficients:  
## (Intercept) collect\_number1:plot1 collect\_number2:plot1 collect\_number1:plot2  
## 1 -13.230342 -9.061159 13.923489 -9.037839  
## 2 -6.564542 -14.272363 7.016526 2.260478  
## 3 -10.878194 -10.996084 11.129510 -10.978181  
## 4 -11.125082 -11.260770 11.125079 -11.243163  
## 5 -10.759049 -11.059959 11.115721 -11.043323  
## 6 -14.317774 -9.655380 14.163627 -9.624489  
## 7 -12.104560 -8.780573 12.238088 -8.768637  
## 8 -14.005376 -9.477263 13.158077 -9.450804  
## collect\_number2:plot2 collect\_number1:plot3 collect\_number2:plot3  
## 1 27.00611 -9.037839 -8.900786  
## 2 21.25660 2.260478 3.458461  
## 3 26.26341 -10.978181 6.673504  
## 4 26.40494 -11.243163 7.613538  
## 5 26.14426 -11.043323 7.247493  
## 6 29.19216 -9.624489 -9.458445  
## 7 28.27823 -8.768637 -8.741885  
## 8 29.48590 -9.450804 -9.315955  
## collect\_number1:plot4 collect\_number2:plot4  
## 1 -9.061159 -9.061159  
## 2 -14.272363 -14.272363  
## 3 -10.996084 -10.996084  
## 4 -11.260770 -11.260770  
## 5 -11.059959 -11.059959  
## 6 -9.655380 -9.655380  
## 7 -8.780573 -8.780573  
## 8 -9.477263 -9.477263  
##   
## Std. Errors:  
## (Intercept) collect\_number1:plot1 collect\_number2:plot1 collect\_number1:plot2  
## 1 0.2924647 2.227765e-09 0.3419599 2.278716e-09  
## 2 0.2916015 8.963460e-09 0.4704930 8.665528e-01  
## 3 0.3169556 4.290236e-09 0.4439358 4.342949e-09  
## 4 0.2629897 1.417040e-09 0.4253998 1.458655e-09  
## 5 0.2563965 2.473260e-09 0.3962872 2.543871e-09  
## 6 0.2624794 4.100251e-10 0.3582756 4.236211e-10  
## 7 0.2310502 8.875083e-09 0.3171309 9.002580e-09  
## 8 0.2882629 7.620324e-10 0.4378083 7.819166e-10  
## collect\_number2:plot2 collect\_number1:plot3 collect\_number2:plot3  
## 1 0.4366448 2.278716e-09 2.490675e-09  
## 2 0.4133625 8.665528e-01 5.596339e-01  
## 3 0.3313891 4.342949e-09 7.648486e-01  
## 4 0.3046424 1.458655e-09 5.608625e-01  
## 5 0.2936121 2.543871e-09 5.578037e-01  
## 6 0.2915319 4.236211e-10 4.806861e-10  
## 7 0.2001373 9.002580e-09 8.902550e-09  
## 8 0.2708373 7.819166e-10 8.523168e-10  
## collect\_number1:plot4 collect\_number2:plot4  
## 1 2.227764e-09 2.227764e-09  
## 2 8.963460e-09 8.963460e-09  
## 3 4.290237e-09 4.290237e-09  
## 4 1.417040e-09 1.417040e-09  
## 5 2.473260e-09 2.473260e-09  
## 6 4.100251e-10 4.100251e-10  
## 7 8.875083e-09 8.875083e-09  
## 8 7.620324e-10 7.620324e-10  
##   
## Residual Deviance: 699.6677   
## AIC: 827.6677

Rod\_da$damage\_level = as.factor(Rod\_da$damage\_level)  
# Set a common theme with reduced font size  
common\_theme <- theme\_minimal(base\_size = 7)  
  
# Create ggplots  
plot1 <- ggplot(Rod\_da, aes(x = plot, fill = damage\_level)) +  
 geom\_bar(position = "stack") +  
 labs(title = "Frequency of damage level by plot",  
 x = "plots", y = "Frequency") +  
 common\_theme  
  
plot2 <- ggplot(Rod\_da, aes(x = collect\_number, fill = damage\_level)) +  
 geom\_bar(position = "stack") +  
 labs(title = "Frequency of damage level by week",  
 x = "Weeks", y = "Frequency") +  
 common\_theme  
  
# Arrange plots in a 2x2 grid  
grid.arrange(plot1, plot2, ncol = 2)
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Note that the echo = FALSE parameter was added to the code chunk to prevent printing of the R code that generated the plot.