![](data:image/png;base64,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)

|  |
| --- |
| University of St. Gallen  School of Management, Economic, Law,  Social Sciences and International Affairs (HSG)  Programming with Advanced Computer Languages  Dr. Mario Silic |
| **Sentiment Analysis of Restaurant Reviews**  A Case Study |
|  |

Fabrice Gürmann 14-607-873

Niki Naghavipour 13-750-401

Isabel Oechslin 15-608-631

St. Gallen, 20th December 2019

**Table of content**

**Durch das Hinzufügen von Überschriften (Format > Absatzstile) erscheinen diese im Inhaltsverzeichnis.**

# Introduction

A large share of customers opt for or against a restaurant based on past reviews. Thus, it is crucial for companies to know what is written about them online. Because of increasing data availability companies struggle to gain strategic insights and track the companies performance (Weisskopf & Masset, 2018). Therefore, the goal of this project is to help restaurants gain real-time indications of customer satisfaction. This will allow companies to take data-based decisions to improve their performance. In the context of our project, we will analyse the sentiments of individual restaurant reviews with the help of text-mining.

# Project-setup

## Determination of project environment

The entire project, from data acquisition to graphics creation, was written in the integrated Colaboratory development environment. Specifically, Colaboratory was chosen to create and share live code, visualizations and code documentation within the team without the need to install Python and Machine Learning tools locally on the desktop. Furthermore, the entire project was written in Python 3 in order to use the required libraries from Python.

## Determination of data set

To create a sentiment analysis and key messages based on customer reviews, we needed a restaurant record. Above all, open-source platforms such as GitHub and Kaggle offered themselves here. In the end, anonymous restaurant reviews were used to provide consistent customer reviews. The raw data used contains 1000 lines and two columns ("Review" and "Liked"). Each line corresponds to a customer review ("Review"), whereby the rating ("Liked") differentiates between negative (0) and positive (1). (Kaggle, 2018)

# Code outline

* **Line 1 - 23: Installation of required libraries:** All necessary libraries are installed and imported such as the panda data reader which is a necessity for the program to run.
* **Line 25 - 45: Dataimport and saving to a panda dataframe:** The data is imported from the local .tsv file and saved to a dataframe using the panda library. Furthermore we check how many entries we have.
* **Line 46 - 73: Building a sentiment label**: The tagging of the data ("labeling") consists essentially of being able to train the model on the basis of tasks and their solutions to solve similar and unseen tasks (Martins, 2018). In the context of our project, the task for the model was to find the sentiment of a review. Therefore we created a new column in the dataframe that is called sentiment to represent a positive and negative experience in the restaurant. We created the column based on the “liked” column where 0 indicates negative and 1 indicates positive.
* **Line 73 - 88: Label Transformation:** To train machine learning models with the labels, the labels had to be converted into a numeric form (Mayer, 2019). Therefore we used the label encoder to create two sentiments id (0 and 1).
* **Line 89 - 118: Helper function for Text normalisation:** As mentioned above, textual data must be represented in a numerical form for the creation of the model. Therefore we need to tokenise data, meaning transforming the reviews text to vectors. To limit tokenization to the most important words, text normalization is applied. The normalization of the data is intended to erase unimportant information that affects the accuracy of the model. Consequently, within the framework of our project, the review data had to be normalized and then transformed into a numerical form. For reasons of efficiency, normalization was included as a helper function of tokenization. Specifically, we removed all the stopwords and applied stemming.
* **Line 119 - 167: Text normalisation and Model creation:**

The tokenizer transforms the data into streams of token objects, with each token object identifying its own word or punctuation within a sentence (Porsteinsson, 2019). While there are several ways to make the tokenization of the data, we chose the "bag of words" method to measure the frequency of each token. In a next step, the tokens were converted into numbers using a vectorizer (vectorizer). As a tokenizer the CountVectorizer of Sklearn was used. (D'Souza, 2018) In a final step, the significance of a token was weighted using the TF-IDF methodology. TF-IDF stands for term frequency-inverse document frequency. The TF-IDF weight is a statistical measure of how important a word is for a document in a collection or corpus. The meaning increases in proportion to the number of occurrences of a word in the document, but is balanced by the frequency of the word in the corpus. For the TF-IDF transformation also the Sklearn Library was used (D'Souza, 2018). Furthermore, we splitted the data between test and trainings data in order to make sure that we test the model with data that the model has not yet seen to make sure we rule out overfitting. In the last step we create a model with help of the Multinomial Naive Bayes as a check to see whether the text normalisation and test-training split have worked successfully.

* **Line 168 - 255: Model training with other classifiers:**

Given the variety of classification algorithms available to create and train a model, a model evaluation was done within the work (Sidana, 2019). To be able to evaluate the models objectively, therefore, a helper function was written which standardizes the procedure per model and uses the same vectors as an argument for each model. The choice of classification algorithms to be evaluated was based on the Naive Bayes algorithm, the logistic regression, the random forrest classifier and the linear SVC.

* **Line 256 -276: Model evaluation:** In order to determine the classification algorithm to be optimized, the accuracy value ("accuracy value") was used as the decisive criterion. In this regard, the classification algorithm having the highest accuracy value was followed up. In our case, the naive bayes was the algorithm that created the most accurate model, therefore we decided to visualise the results of the naive bayes algorithm only.
* **Line 277 - 366: Model visualisation**: In order to get a better understanding of our results we illustrated the test results graphically in a confusion matrix. This allowed us to have a better overview on the recall and precision value.

# Code

1. # -\*- coding: utf-8 -\*-
2. """PythonSentimentRestaurant.ipynb
4. Automatically generated by Colaboratory.
6. Original file is located at
7. https://colab.research.google.com/drive/1hdHMx75onBerghnUiK9oBshDUwvOJu38
8. """
10. # install mglearn:
11. !pip install mglearn
12. # import libraries required:
13. **import** os
14. **import** glob
15. **from** pprint **import** pprint
17. **import** sklearn
18. **import** numpy as np # linear algebra
19. **import** pandas as pd # data processing, CSV file I/O (e.g. pd.read\_csv)
21. **from** tqdm.auto **import** tqdm
23. **import** io
25. """# Data import and Data preparation"""
27. # upload Restaurant\_Reviews.tsv from your local drive
29. **from** google.colab **import** files
30. uploaded = files.upload()
32. # refactoring to do: insert header
33. # Saving the datasets in Panda Dataframe


37. df = pd.read\_csv("Restaurant\_Reviews.tsv", sep='\t')
39. tsv\_read.head(100)
41. df.head(100)
43. # show row length
44. len(df)
46. """# Building a sentiment classifier"""
48. #New column
49. df['Sentiment'] = df.Liked.map({
50. 0: 'Negativ',
51. 1: 'Positive'
52. })
53. df.head(10)
55. # dropping all the entries that do not contain text. Then we check how many lines have been dropped aka how many entries did not have text.
56. df.Review.isna().sum()
57. #keep the ones that are not not null
58. df = df[~df.Review.isna()]
59. len(df)
61. # show number per sentiment
62. **import** matplotlib.pyplot as plt; plt.style.use('seaborn')
64. fig = plt.figure(figsize=(8, 6))
66. df\
67. .groupby('Sentiment')['Review']\
68. .count()\
69. .plot(kind='bar', ylim=0)
71. plt.show()
73. """# Label transformation """
75. # Labelling the Data
76. **from** sklearn.preprocessing **import** LabelEncoder

79. lbl\_enc = LabelEncoder()
80. lbl\_enc.fit(sorted(df['Sentiment'].unique()))
82. # obtaining a numeric representation of an array
83. df['sentiment\_id'] = lbl\_enc.transform(df['Sentiment'])
85. df.head(10)
87. # Here we introduce the stemmatization function, which we use afterwards within the count vectorizer
88. # We have to describe the function separately because Sklearn does not offer a native stemming function
89. """ Helper function for Text normalisation"""
91. **import** nltk
92. **from** nltk.stem.porter **import** PorterStemmer
93. **from** textblob **import** TextBlob
94. **import** re
95. !pip install textblob
96. nltk.download('punkt')
97. SENT\_DETECTOR = nltk.data.load('tokenizers/punkt/english.pickle')

100. porter\_stemmer = PorterStemmer()
102. # Use TextBlob
103. **def** textblob\_tokenizer(str\_input):
104. blob = TextBlob(str\_input.lower())
105. tokens = blob.words
106. words = [token.stem() **for** token **in** tokens]
107. **return** words
109. # Use NLTK's PorterStemmer
110. **def** stemming\_tokenizer(str\_input):
111. words = re.sub(r"[^A-Za-z0-9\-]", " ", str\_input).lower().split()
112. words = [porter\_stemmer.stem(word) **for** word **in** words]
113. **return** words
115. stemming\_tokenizer("I went fishing to get fishes")
116. textblob\_tokenizer("I went fishing to get fishes")
118. """#Text normalisation"""
120. ## NOTE: In this code section we transform the review data into text data. Labels have already been encoded
121. **from** sklearn.model\_selection **import** cross\_val\_score, StratifiedShuffleSplit, StratifiedKFold
122. **from** sklearn.model\_selection **import** train\_test\_split
123. **from** sklearn.feature\_extraction.text **import** CountVectorizer, TfidfTransformer, TfidfVectorizer
124. **from** sklearn.naive\_bayes **import** MultinomialNB

127. # Split data
128. train\_index, test\_index = next(StratifiedShuffleSplit(n\_splits=1, test\_size=0.2).split(df['Review'], df['sentiment\_id']))
130. # Get data
131. train\_df = df.iloc[train\_index]
132. test\_df = df.iloc[test\_index]
134. # Get data
135. X\_train = train\_df['Review'].to\_numpy()
136. X\_test = test\_df['Review']
137. y\_train\_labels = train\_df['sentiment\_id']
138. y\_test\_labels = test\_df['sentiment\_id']
139. **print**(type(X\_train))
141. # Convert labels to numbers NOTE: Here we do not convert to labels because we have done so above.
142. y\_train = y\_train\_labels.to\_numpy()
143. y\_test = y\_test\_labels
144. **print**(type(y\_train))

147. # Use a CountVectorizer for bag-of-words
148. count\_vect = CountVectorizer(min\_df=5, ngram\_range=(1, 2), stop\_words='english', tokenizer=textblob\_tokenizer)
149. X\_train\_counts = count\_vect.fit\_transform(X\_train)
150. X\_test\_counts = count\_vect.fit\_transform(X\_test)
152. # Use Tfidf to transform the counts into tfidf weights
153. tfidf\_transformer = TfidfTransformer(sublinear\_tf=True, norm='l2')
154. X\_train\_tfidf = tfidf\_transformer.fit\_transform(X\_train\_counts)
155. X\_test\_tfidf = tfidf\_transformer.fit\_transform(X\_test\_counts)
157. # To get features (get\_feature\_names()), you have to use TfidfVectorizer
158. # This is the same as the two above
159. tfidf = TfidfVectorizer(sublinear\_tf=True, min\_df=5, norm='l2', ngram\_range=(1, 2), stop\_words='english')
160. X\_train\_tfidf = tfidf.fit\_transform(X\_train)
161. X\_test\_tfidf = tfidf.transform(X\_test)
163. # To test whether the transforamtion of the data worked, you use: Train Naïve Bayes
164. clf = MultinomialNB()
165. clf.fit(X\_train\_counts, y\_train)
167. """# Model training with other classifiers"""
169. # A reusable function that we can loop through for every single classifier
170. # import Classifiers
171. **from** sklearn.naive\_bayes **import** MultinomialNB
172. **from** sklearn.linear\_model **import** LogisticRegression
173. **from** sklearn.ensemble **import** RandomForestClassifier
174. **from** sklearn.svm **import** LinearSVC
176. # Import training utilities
177. **from** sklearn.feature\_selection **import** chi2
179. # Import metrics
180. **from** sklearn.metrics **import** accuracy\_score, precision\_recall\_fscore\_support, classification\_report, confusion\_matrix
182. **def** train(model, features, labels, num\_cv):
184. results = []
186. kfold = StratifiedShuffleSplit(n\_splits=num\_cv, test\_size=0.2)
188. **for** train, test **in** kfold.split(features, labels):
190. clf = sklearn.clone(model)
192. X\_train = features[train]
193. X\_test = features[test]
194. y\_train = labels[train]
195. y\_test = labels[test]
197. clf.fit(X\_train, y\_train)
199. y\_pred = clf.predict(X\_test)
201. a = accuracy\_score(y\_test, y\_pred)
202. p, r, f, \_ = precision\_recall\_fscore\_support(y\_test, y\_pred, average='macro')
203. report = classification\_report(y\_test, y\_pred)
205. results.append({
206. 'accuracy': a,
207. 'precision': p,
208. 'recall': r,
209. 'fscore': f,
210. 'report': report
211. })
213. **return** results
215. #In this code part we loop through the function above with different classifiers!!
216. #NOTE: This code has dependencies with the text representation!!
218. # Define different classifier
219. models = [
220. MultinomialNB(),
221. LogisticRegression(random\_state=0, solver='liblinear', multi\_class='auto'),
222. RandomForestClassifier(n\_estimators=200, max\_depth=3),
223. LinearSVC()
224. ]
226. num\_cv = 5
228. entries = []
230. # Go over each Classifier
231. **for** model **in** models:
232. model\_name = model.\_\_class\_\_.\_\_name\_\_
234. # NOTE: data is taken from the naive bayes model. We take the data from line 154
235. # This is important! Otherwise the review data is not vectorised and the model can not analyze it!!!!!!
236. # trainings set is split 5 times and the results are appended to the back of the entries list
237. results = train(model, X\_train\_tfidf, y\_train, num\_cv)
239. **for** fold\_idx, metric **in** enumerate(results):
240. entries.append({
241. 'model\_name': model\_name,
242. 'fold\_idx': fold\_idx,
243. 'accuracy': metric['accuracy'],
244. 'precision': metric['precision'],
245. 'recall': metric['recall'],
246. 'fscore': metric['fscore'],
247. 'report': metric['report']
248. })
250. # DataFrame to store results
251. cv\_df = pd.DataFrame(entries)
253. cv\_df
255. """# Model evaluation"""
257. # reusable function to illustrate data with a certain type of box plot
258. **import** matplotlib.pyplot as plt; plt.style.use('seaborn')
259. **import** seaborn as sns
261. **def** plot\_metric(df, metric):
262. fig = plt.figure(figsize=(6, 8))
264. sns.boxplot(x='model\_name', y=metric, data=cv\_df[['model\_name', metric]])
265. sns.stripplot(x='model\_name', y=metric, data=cv\_df[['model\_name', metric]],
266. size=8, jitter=True, edgecolor="gray", linewidth=2)
267. plt.xticks(rotation=30, ha='right')
268. plt.show()
270. #Example for a plot of accuracy. We could do this with every column
271. plot\_metric(cv\_df, 'accuracy')
273. # Overarching model evaluation. We see that MultinomialNB is the most efficient one. Hence, we train the entire training data with MultinomialNB to see if we can increase the scores..
274. cv\_df.groupby('model\_name')[['accuracy', 'precision', 'recall', 'fscore']].mean()
276. """# Model Visualization"""
278. # We use the MultinomialNB and train on the WHOLE training set, without k-fold.
279. model = MultinomialNB()
281. model.fit(X\_train\_tfidf, y\_train)
283. y\_pred = model.predict(X\_test\_tfidf)
285. # We want to graphically illustrate our results very nicely since we are true designers. This time we want to know exactly how many true positives, false negatives etc we have
287. # First, we need a function to draw the confusion matrix
288. **def** plot\_confusion\_matrix(y\_true, y\_pred, classes,
289. normalize=False,
290. title=None,
291. cmap=plt.cm.Reds, ax=None):
292. **if** **not** title:
293. **if** normalize:
294. title = 'Normalized confusion matrix'
295. **else**:
296. title = 'Confusion matrix, without normalization'
298. classes = [classes[i] **for** i **in** unique\_labels(y\_true, y\_pred)]
300. # Compute confusion matrix
301. cm = confusion\_matrix(y\_true, y\_pred)
303. **if** normalize:
304. cm = cm.astype('float') / cm.sum(axis=1)[:, np.newaxis]
306. **if** ax **is** None:
307. ax = plt.gca()
309. im = ax.imshow(cm, cmap=cmap)
311. cb = ax.figure.colorbar(im, ax=ax)
313. tick\_marks = np.arange(len(classes))
315. ax.set\_xticks(tick\_marks)
316. ax.set\_yticks(tick\_marks)
318. ax.set\_xticklabels(classes, rotation=0, ha='right', rotation\_mode='anchor')
319. ax.set\_yticklabels(classes, rotation=0)
321. ax.set\_xlabel('Predicted class')
322. ax.set\_ylabel('True class')
324. # Loop over data dimensions and create text annotations.
325. fmt = '.2f' **if** normalize **else** 'd'
326. thresh = cm.max() / 2
327. **for** i **in** range(cm.shape[0]):
328. **for** j **in** range(cm.shape[1]):
329. ax.text(j, i, format(cm[i, j], fmt),
330. ha="center", va="center",
331. color="white" **if** cm[i, j] > thresh **else** "black")
333. #fig.tight\_layout()
334. plt.grid(False)
336. **return** ax
338. fig, ax = plt.subplots(figsize=(12, 12))
340. plot\_confusion\_matrix(y\_test, y\_pred, classes=lbl\_enc.classes\_, normalize=True)
342. ax.set\_title('Confusion Matrix (Normalized Values)')
343. plt.show()

# Conclusion
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The table indicates that the MultionomialNB provides the highest accuracy rate of 74.5%. Therefore, we used the MultionomialNB to train the entire data set to see if we could increase the scores. Afterwards we created a confusion matrix to visualize our model.
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The matrix shows that the model identified 70% of the positive ratings correctly and 76% of the negative ratings. Therefore, this model can be used by restaurants to gain a real-time overview of their current online performance in respect to customer reviews and enable them to take accurate actions to boost their performance.
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