--------------------GUI.java------------------------

public class GUI extends JFrame{

private static final long serialVersionUID = 1L;

private class Platno extends JComponent{

private static final long serialVersionUID = 1L;

DocumentModel dm;

boolean shiftDown = false;

boolean ctrlDown = false;

public Platno(DocumentModel dm) {

setFocusable(true);

this.dm = dm;

this.dm.addDocumentModelListener(this::repaint);

keyboardAndMouseListeners();

}

private void keyboardAndMouseListeners() {

addKeyListener(new KeyAdapter() {

@Override

public void keyPressed(KeyEvent e) {

System.out.println("Usao");

switch (e.getKeyCode()) {

case KeyEvent.VK\_SHIFT -> shiftDown = true;

case KeyEvent.VK\_CONTROL -> ctrlDown = true;

case KeyEvent.VK\_ESCAPE -> changeState(new IdleState());

}

currentState.keyPressed(e.getKeyCode());

}

@Override

public void keyReleased(KeyEvent e) {

switch (e.getKeyCode()) {

case KeyEvent.VK\_SHIFT -> shiftDown = false;

case KeyEvent.VK\_CONTROL -> ctrlDown = false;

}

}

});

addMouseListener(new MouseAdapter() {

@Override

public void mousePressed(MouseEvent e) {

currentState.mouseDown(new Point(e.getPoint().x,e.getPoint().y), shiftDown, ctrlDown);

}

@Override

public void mouseReleased(MouseEvent e) {

currentState.mouseUp(new Point(e.getPoint().x,e.getPoint().y), shiftDown, ctrlDown);

}

});

addMouseMotionListener(new MouseAdapter() {

@Override

public void mouseDragged(MouseEvent e) {

currentState.mouseDragged(new Point(e.getPoint().x,e.getPoint().y));

}

});

}

@Override

public Dimension getPreferredSize() {

return new Dimension(500,500);

}

@Override

public void paintComponent(Graphics g) {

Graphics2D g2d = (Graphics2D)g;

g2d.setColor(Color.white);

g2d.fillRect(0, 0, 500, 500);

Renderer r = new G2DRendererImpl(g2d);

for(GraphicalObject object : dm.list()) {

object.render(r);

currentState.afterDraw(r, object);

}

currentState.afterDraw(r);

}

}

List<GraphicalObject> objects;

DocumentModel dm;

Platno platno;

private State currentState;

private static final Map<String,GraphicalObject> TAGS = new HashMap<>();

static {

GraphicalObject o = new CompositeShape(null);

TAGS.put(o.getShapeID(), o);

}

public GUI(List<GraphicalObject> objects) {

setDefaultCloseOperation(WindowConstants.DISPOSE\_ON\_CLOSE);

setFocusable(false);

setLocation(20, 20);

currentState = new IdleState();

this.objects = objects;

for (GraphicalObject graphicalObject : objects) {

TAGS.put(graphicalObject.getShapeID(), graphicalObject);

}

dm = new DocumentModel();

initGUI();

pack();

}

private void initGUI() {

setLayout(new BorderLayout());

platno = new Platno(dm);

add(platno,BorderLayout.CENTER);

platno.requestFocusInWindow();

JToolBar t = new JToolBar();

t.add(new JButton(createAction("Učitaj", ()->{

try {

Myimport();

} catch (IOException e) {

e.printStackTrace();

}

})));

t.add(new JButton(createAction("Pohrani", ()->{

try {

Myexport();

} catch (IOException e) {

e.printStackTrace();

}

})));

t.add(new JButton(createAction("SVG export", ()->{

try {

SVGexport();

} catch (IOException e) {

e.printStackTrace();

}

})));

for(GraphicalObject obj: objects) {

t.add(new JButton(createAction(obj.getShapeName(), ()->changeState(new AddShapeState(obj, dm)))));

}

t.add(new JButton(createAction("Selektiraj", ()->changeState(new SelectShapeState(dm)))));

t.add(new JButton(createAction("Brisalo", ()->changeState(new EraserState(dm)))));

this.add(t, BorderLayout.PAGE\_START);

}

private void Myimport() throws IOException {

Path filePath = getPath();

byte[] bytes = Files.readAllBytes(filePath);

String text = new String(bytes, StandardCharsets.UTF\_8);

List<String> rows = new ArrayList<String>(Arrays.asList(text.split("\n")));

Stack<GraphicalObject> stog = new Stack<GraphicalObject>();

try {

for(String row: rows) {

row = row.trim();

String[] parts = row.split(" ",2);

if(parts.length != 2) throw new IllegalArgumentException("Nepoznati row");

GraphicalObject go = TAGS.get(parts[0]);

if(go == null) throw new IllegalArgumentException("TAG: "+ parts[0] +" nije pronađen.");

go.load(stog, parts[1]);

}

}catch (IllegalArgumentException e) {

e.printStackTrace();

return;

}

for (GraphicalObject graphicalObject : stog) {

dm.addGraphicalObject(graphicalObject);

dm.notifyListeners();

}

}

private void Myexport() throws IOException {

Path filePath = getPath();

List<String> output = new ArrayList<String>();

for(GraphicalObject o: dm.list()) {

o.save(output);

}

byte[] podatci = output.stream().collect(Collectors.joining("\n")).getBytes(StandardCharsets.UTF\_8);

Files.write(filePath, podatci);

}

private void SVGexport() throws IOException {

Path filePath = getPath();

SVGRendererImpl r = new SVGRendererImpl(filePath);

for(GraphicalObject o: dm.list()) {

o.render(r);

}

r.close();

}

private Path getPath() throws IOException {

Path filePath = fileChoice(this);

if(filePath == null) return null;

if(!Files.exists(filePath)) Files.createFile(filePath);

if(!Files.isReadable(filePath)) throw new IllegalArgumentException("Datoteka: " + filePath.toAbsolutePath() + "ne postoji!");

return filePath;

}

private Action createAction(String name,Runnable onPress) {

return new AbstractAction(name) {

private static final long serialVersionUID = 1L;

@Override

public void actionPerformed(ActionEvent e) {

onPress.run();

platno.requestFocusInWindow();

}

};

}

private void changeState(State newState) {

this.currentState.onLeaving();

this.currentState = newState;

dm.notifyListeners();

}

private static Path fileChoice(Component parent) {

JFileChooser fc = new JFileChooser();

fc.setDialogTitle("Open file");

if(fc.showOpenDialog(parent)!=JFileChooser.APPROVE\_OPTION) {

return null;

}

File fileName = fc.getSelectedFile();

Path filePath = fileName.toPath();

return filePath;

}

public static void main(String[] args) {

Runnable r = new Runnable() {

@Override

public void run() {

List<GraphicalObject> objects = new ArrayList<>();

objects.add(new LineSegment());

objects.add(new Oval());

GUI gui = new GUI(objects);

gui.setVisible(true);

gui.platno.requestFocusInWindow();

}

};

SwingUtilities.invokeLater(r);

}

}

---------------- G2DRendererImpl.java----------------

public class G2DRendererImpl implements Renderer {

private Graphics2D g2d;

public G2DRendererImpl(Graphics2D g2d) {

this.g2d = g2d;

}

@Override

public void drawLine(Point s, Point e) {

g2d.setColor(Color.blue);

g2d.drawLine(s.getX(), s.getY(), e.getX(), e.getY());

}

@Override

public void fillPolygon(Point[] points) {

int[] xs = Arrays.stream(points).mapToInt(Point::getX).toArray();

int[] ys = Arrays.stream(points).mapToInt(Point::getY).toArray();

g2d.setColor(Color.blue);

g2d.fillPolygon(xs, ys, points.length);

g2d.setColor(Color.red);

g2d.drawPolygon(xs, ys, points.length);

}}

------------------ GeometryUtil.java-------------------

public class GeometryUtil {

public static double distanceFromPoint(Point point1, Point point2) {

int dx = point1.getX() - point2.getX();

int dy = point1.getY() - point2.getY();

return Math.hypot(dx, dy);

}

public static double distanceFromLineSegment(Point s, Point e, Point p) {

if(s.compareTo(e) > 0) {

Point t = s;

s = e;

e = t;

}

if(isBellowOrAboveLine(s, e, p)) {

return distanceBetweenLineAndPoint(s, e, p);

}

return Math.min(distanceFromPoint(s, p), distanceFromPoint(e, p));

}

private static boolean isBellowOrAboveLine(Point pointOnLine1, Point pointOnLine2, Point testPoint) {

double k = coefficentLine(pointOnLine1, pointOnLine2);

double kVertical = -1.0 / k;

return testPoint.getY() > kVertical \* (testPoint.getX() - pointOnLine1.getX()) + pointOnLine1.getY() &&

testPoint.getY() < kVertical \* (testPoint.getX() - pointOnLine2.getX()) + pointOnLine2.getY();

}

private static double coefficentLine(Point pointOnLine1, Point pointOnLine2) {

return (pointOnLine2.getY() - pointOnLine1.getY()) \* 1.0 / (pointOnLine2.getX() - pointOnLine1.getX());

}

private static double distanceBetweenLineAndPoint(Point pointOnLine1, Point pointOnLine2, Point point) {

double k = coefficentLine(pointOnLine1, pointOnLine2);

if(k == Double.NEGATIVE\_INFINITY || k == Double.POSITIVE\_INFINITY) return Math.abs(point.getX() - pointOnLine1.getX());

if(k ==Double.NaN) return distanceFromPoint(pointOnLine1, point);

return Math.abs(-k \* point.getX() + point.getY() - pointOnLine1.getY() + k \* pointOnLine1.getX()) / Math.sqrt(k\*k +1);

}

public static double selectinDistance(Point mousePoint, Rectangle boundingBox) {

Point A = new Point(boundingBox.getX(),boundingBox.getY());

Point B = new Point(A.getX(), A.getY() + boundingBox.getHeight());

Point C = new Point(A.getX() + boundingBox.getWidth(), A.getY() + boundingBox.getHeight());

Point D = new Point(A.getX() + boundingBox.getWidth(), A.getY());

double AB = GeometryUtil.distanceFromLineSegment(A, B, mousePoint);

double BC = GeometryUtil.distanceFromLineSegment(B, C, mousePoint);

double CD = GeometryUtil.distanceFromLineSegment(C, D, mousePoint);

double DA = GeometryUtil.distanceFromLineSegment(D, A, mousePoint);

if(AB <= boundingBox.getHeight() && CD <= boundingBox.getHeight()

&& BC <= boundingBox.getWidth() && DA <=boundingBox.getWidth()) return 0.0;

return Math.min(AB, Math.min(BC, Math.min(CD, DA)));

}

}

--------------Point.java---------------------
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----------------- Rectangle.java ------------
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-----------Renderer.java-------------
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-------------------- AbstractGraphicalObject.java ------------

public abstract class AbstractGraphicalObject implements GraphicalObject{

Point[] hotPoints;

boolean[] hotPointSelected;

boolean selected;

List<GraphicalObjectListener> listeners = new ArrayList<>();

public AbstractGraphicalObject(Point... hotPoints) {

super();

this.hotPoints = hotPoints;

}

@Override

public Point getHotPoint(int index) {

return hotPoints[index];

}

@Override

public void setHotPoint(int index, Point point) {

hotPoints[index] = point;

notifyListeners();

}

@Override

public int getNumberOfHotPoints() {

return hotPoints.length;

}

@Override

public double getHotPointDistance(int index, Point mousePoint) {

return GeometryUtil.distanceFromPoint(hotPoints[index], mousePoint);

}

@Override

public boolean isHotPointSelected(int index) {

return hotPointSelected[index];

}

@Override

public void setHotPointSelected(int index, boolean selected) {

hotPointSelected[index] = selected;

}

@Override

public boolean isSelected() {

return selected;

}

@Override

public void setSelected(boolean selected) {

this.selected = selected;

notifySelectionListeners();

}

@Override

public void translate(Point delta) {

for (Point point : hotPoints) {

point.translate(delta);

}

notifyListeners();

}

@Override

public void addGraphicalObjectListener(GraphicalObjectListener l) {

listeners.add(l);

}

@Override

public void removeGraphicalObjectListener(GraphicalObjectListener l) {

listeners.remove(l);

}

public void notifyListeners() {

for (GraphicalObjectListener l : listeners) {

l.graphicalObjectChanged(this);

}

}

public void notifySelectionListeners() {

for (GraphicalObjectListener l : listeners) {

l.graphicalObjectSelectionChanged(this);

}

}

}

----------------- CompositeShape.java-------------

public class CompositeShape extends AbstractGraphicalObject {

private List<GraphicalObject> shapes;

public CompositeShape(List<GraphicalObject> shapes) {

super();

this.shapes = shapes;

}

@Override

public Rectangle getBoundingBox() {

Rectangle compositeRectangle = null;

for(GraphicalObject obj : shapes) {

if(compositeRectangle == null)

compositeRectangle = obj.getBoundingBox();

else

compositeRectangle = compositeRectangle.union(obj.getBoundingBox());

}

return compositeRectangle;

}

@Override

public double selectionDistance(Point mousePoint) {

Rectangle boundingBox = getBoundingBox();

return GeometryUtil.selectinDistance(mousePoint, boundingBox);

}

@Override

public void render(Renderer r) {

shapes.forEach(g -> g.render(r));

}

@Override

public String getShapeName() {

// TODO Auto-generated method stub

return null;

}

@Override

public GraphicalObject duplicate() {

// TODO Auto-generated method stub

return null;

}

@Override

public String getShapeID() {

return "@COMP";

}

@Override

public void load(Stack<GraphicalObject> stack, String data) {

String[] parts = data.split(" ");

if(parts.length != 1) throw new IllegalArgumentException("Shape: "+getShapeID()+" očekuje 1 argumenta");

try {

int size = Integer.parseInt(parts[0]);

List<GraphicalObject> shapes = IntStream.range(0, size).mapToObj(i -> stack.pop()).collect(Collectors.toList());

stack.push(new CompositeShape(shapes));

} catch (NumberFormatException e) {

throw new IllegalArgumentException(e);

}

}

@Override

public void save(List<String> rows) {

rows.add(getShapeID() + " " + shapes.size());

}

public List<GraphicalObject> getShapes() {

return shapes;

}

}

----------------- DocumentModel.java -------------------

public class DocumentModel {

public final static double SELECTION\_PROXIMITY = 10;

// Kolekcija svih grafičkih objekata:

private List<GraphicalObject> objects = new ArrayList<>();

// Read-Only proxy oko kolekcije grafičkih objekata:

private List<GraphicalObject> roObjects = Collections.unmodifiableList(objects);

// Kolekcija prijavljenih promatrača:

private List<DocumentModelListener> listeners = new ArrayList<>();

// Kolekcija selektiranih objekata:

private List<GraphicalObject> selectedObjects = new ArrayList<>();

// Read-Only proxy oko kolekcije selektiranih objekata:

private List<GraphicalObject> roSelectedObjects = Collections.unmodifiableList(selectedObjects);

// Promatrač koji će biti registriran nad svim objektima crteža...

private final GraphicalObjectListener goListener = new GraphicalObjectListener() {

@Override

public void graphicalObjectChanged(GraphicalObject go) {

notifyListeners();

}

@Override

public void graphicalObjectSelectionChanged(GraphicalObject go) {

if(go.isSelected()) selectedObjects.add(go);

else selectedObjects.remove(go);

notifyListeners();

}

};

// Konstruktor...

public DocumentModel() {}

// Brisanje svih objekata iz modela (pazite da se sve potrebno odregistrira)

// i potom obavijeste svi promatrači modela

public void clear() {

for(GraphicalObject obj: objects) {

removeGraphicalObject(obj);

}

notifyListeners();

}

// Dodavanje objekta u dokument (pazite je li već selektiran; registrirajte model kao promatrača)

public void addGraphicalObject(GraphicalObject obj) {

if(obj.isSelected()) {

selectedObjects.add(obj);

}

objects.add(obj);

obj.addGraphicalObjectListener(goListener);

}

// Uklanjanje objekta iz dokumenta (pazite je li već selektiran; odregistrirajte model kao promatrača)

public void removeGraphicalObject(GraphicalObject obj) {

if(obj.isSelected()) {

selectedObjects.remove(obj);

}

objects.remove(obj);

obj.removeGraphicalObjectListener(goListener);

}

// Vrati nepromjenjivu listu postojećih objekata (izmjene smiju ići samo kroz metode modela)

public List<GraphicalObject> list() {

return roObjects;

}

// Prijava...

public void addDocumentModelListener(DocumentModelListener l) {

listeners.add(l);

}

// Odjava...

public void removeDocumentModelListener(DocumentModelListener l) {

listeners.remove(l);

}

// Obavještavanje...

public void notifyListeners() {

for(DocumentModelListener l : listeners) {

l.documentChange();

}

}

// Vrati nepromjenjivu listu selektiranih objekata

public List<GraphicalObject> getSelectedObjects() {

return roSelectedObjects;

}

// Pomakni predani objekt u listi objekata na jedno mjesto kasnije...

// Time će se on iscrtati kasnije (pa će time možda veći dio biti vidljiv)

public void increaseZ(GraphicalObject go) {

moveZForDelta(go, 1);

notifyListeners();

}

// Pomakni predani objekt u listi objekata na jedno mjesto ranije...

public void decreaseZ(GraphicalObject go) {

moveZForDelta(go, -1);

notifyListeners();

}

private void moveZForDelta(GraphicalObject go, int delta) {

int index = objects.indexOf(go);

if(index == -1) return;

if(index + delta < 0 || index + delta > objects.size() -1 ) return;

objects.remove(index);

objects.add(index + delta ,go);

}

// Pronađi postoji li u modelu neki objekt koji klik na točku koja je

// predana kao argument selektira i vrati ga ili vrati null. Točka selektira

// objekt kojemu je najbliža uz uvjet da ta udaljenost nije veća od

// SELECTION\_PROXIMITY. Status selektiranosti objekta ova metoda NE dira.

public GraphicalObject findSelectedGraphicalObject(Point mousePoint) {

double min = SELECTION\_PROXIMITY;

GraphicalObject goRet = null;

for(GraphicalObject go: objects) {

if(go.selectionDistance(mousePoint) < min) {

min = go.selectionDistance(mousePoint);

goRet = go;

}

}

return goRet;

}

// Pronađi da li u predanom objektu predana točka miša selektira neki hot-point.

// Točka miša selektira onaj hot-point objekta kojemu je najbliža uz uvjet da ta

// udaljenost nije veća od SELECTION\_PROXIMITY. Vraća se indeks hot-pointa

// kojeg bi predana točka selektirala ili -1 ako takve nema. Status selekcije

// se pri tome NE dira.

public int findSelectedHotPoint(GraphicalObject object, Point mousePoint) {

double min = SELECTION\_PROXIMITY;

int index = -1;

for(int i = 0; i< object.getNumberOfHotPoints(); i++) {

double hp = GeometryUtil.distanceFromPoint(object.getHotPoint(i),mousePoint);

if(hp < min) {

index = i;

min = hp;

}

}

return index;

}

}

----------------- DocumnetModelListener.java---------
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--------------GraphicalObject.java -------------
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------------------GraphicalObjectListener.java-------
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-------------------LineSegment.java----------------

public class LineSegment extends AbstractGraphicalObject{

public LineSegment(Point start, Point end) {

super(start,end);

// TODO Auto-generated constructor stub

}

public LineSegment() {

this(new Point(0, 0), new Point(10, 0));

}

@Override

public Rectangle getBoundingBox() {

int minX = Math.min(getHotPoint(0).getX(), getHotPoint(1).getX());

int minY = Math.min(getHotPoint(0).getY(), getHotPoint(1).getY());

int maxX = Math.max(getHotPoint(0).getX(), getHotPoint(1).getX());

int maxY = Math.max(getHotPoint(0).getY(), getHotPoint(1).getY());

return new Rectangle(minX, minY, maxX-minX, maxY-minY);

}

@Override

public double selectionDistance(Point mousePoint) {

return GeometryUtil.distanceFromLineSegment(getHotPoint(0), getHotPoint(1), mousePoint);

}

@Override

public void render(Renderer r) {

r.drawLine(getHotPoint(0), getHotPoint(1));

}

@Override

public String getShapeName() {

return "Linija";

}

@Override

public GraphicalObject duplicate() {

return new LineSegment(getHotPoint(0).duplicate(), getHotPoint(1).duplicate());

}

@Override

public String getShapeID() {

return "@LINE";

}

@Override

public void load(Stack<GraphicalObject> stack, String data) {

String[] parts = data.split(" ");

if(parts.length != 4) throw new IllegalArgumentException("Shape: "+getShapeID()+" očekuje 4 argumenta");

try {

Point s = new Point(Integer.parseInt(parts[0]), Integer.parseInt(parts[1]));

Point e = new Point(Integer.parseInt(parts[2]), Integer.parseInt(parts[3]));

stack.push(new LineSegment(s, e));

} catch (NumberFormatException e) {

throw new IllegalArgumentException(e);

}

}

@Override

public void save(List<String> rows) {

Point s = getHotPoint(0);

Point e = getHotPoint(1);

String line = getShapeID() + " " +s.getX()+ " " +s.getY()+ " " + e.getX() + " " + e.getY();

rows.add(line);}}

-------------- Oval.java-----------------

public class Oval extends AbstractGraphicalObject{

public Oval(Point down, Point right) {

super(down,right);

}

public Oval() {

this(new Point(0, 10), new Point(10, 0));

}

@Override

public Rectangle getBoundingBox() {

int heigth = (getHotPoint(1).getX() - getHotPoint(0).getX()) \* 2;

int weigth = (getHotPoint(0).getY() - getHotPoint(1).getY()) \*2 ;

return new Rectangle(getHotPoint(1).getX() - heigth, getHotPoint(0).getY() - weigth, heigth, weigth);

}

@Override

public double selectionDistance(Point mousePoint) {

Rectangle boundingBox = getBoundingBox();

return GeometryUtil.selectinDistance(mousePoint, boundingBox);

}

@Override

public void render(Renderer r) {

Rectangle boundingBox = getBoundingBox();

int p = getHotPoint(0).getX();

int q = getHotPoint(1).getY();

Point[] points = eclipsePoints(p, q, boundingBox.getWidth() / 2, boundingBox.getHeight() / 2);

r.fillPolygon(points);

}

// srediste S(p,q), a velika poluos, b mala poluos

private Point[] eclipsePoints(int p,int q, int a, int b) {

List<Point> points = new ArrayList<Point>();

int lastX = 0;

for(int y = q + b; y >= q - b; y--) {

double x = a \* 1.0 /b \* Math.sqrt(b\*b - Math.pow((y - q),2));

int xInt = Math.round((float)x);

// if(y != q + b && xInt == lastX) continue;

// lastX = xInt;

points.add(new Point(xInt + p, y));

}

return Stream.concat(

points.stream().skip(1),

IntStream.

range(0, points.size()).

mapToObj(i -> {

int index = points.size() - i - 1;

Point point = points.get(index);

return new Point((point.getX() - p) \* -1 + p, point.getY());

}).skip(1)).toArray(Point[]::new);

}

@Override

public String getShapeName() {

return "Oval";

}

@Override

public GraphicalObject duplicate() {

return new Oval(getHotPoint(0).duplicate(), getHotPoint(1).duplicate());

}

@Override

public String getShapeID() {

return "@OVAL";

}

@Override

public void load(Stack<GraphicalObject> stack, String data) {

String[] parts = data.split(" ");

if(parts.length != 4) throw new IllegalArgumentException("Shape: "+getShapeID()+" očekuje 4 argumenta");

try {

Point right = new Point(Integer.parseInt(parts[0]), Integer.parseInt(parts[1]));

Point down = new Point(Integer.parseInt(parts[2]), Integer.parseInt(parts[3]));

stack.push(new Oval(down,right));

} catch (NumberFormatException e) {

throw new IllegalArgumentException(e);

}

}

@Override

public void save(List<String> rows) {

Point s = getHotPoint(1);

Point e = getHotPoint(0);

String line = getShapeID() + " " +s.getX()+ " " +s.getY()+ " " + e.getX() + " " + e.getY();

rows.add(line);

}

}

------------------ SVGRendererImpl.java ---------------

public class SVGRendererImpl implements Renderer {

private List<String> lines = new ArrayList<>();

private Path filePath;

public SVGRendererImpl(Path filePath) {

this.filePath = filePath;

lines.add(

"""

<svg xmlns="http://www.w3.org/2000/svg"

xmlns:xlink="http://www.w3.org/1999/xlink">

"""

);

}

public void close() throws IOException {

lines.add("</svg>");

if(filePath != null) {

byte[] podatci = lines.stream().collect(Collectors.joining("\n")).getBytes(StandardCharsets.UTF\_8);

Files.write(filePath, podatci);

}

// u lines još dodaj završni tag SVG dokumenta: </svg>

// sve retke u listi lines zapiši na disk u datoteku

// ...

}

@Override

public void drawLine(Point s, Point e) {

lines.add("<line x1=\""+s.getX()+"\" y1=\""+s.getY()+"\" x2=\""+e.getX()+"\" y2=\""+e.getY()+"\" style=\"stroke:#0000FF;\"/>");

}

@Override

public void fillPolygon(Point[] points) {

String start = "<polygon points=\"";

String end = "\" style=\"stroke:#FF0000; fill:#0000FF;\"/>";

lines.add(Stream.of(points).

map(p -> p.getX() + "," + p.getY()).

collect(Collectors.joining(" ",start,end))

);

}

}

------------State.java--------------
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---------------IdleState.java-----------

![](data:image/png;base64,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)

----------------- AddShapeState.java---------------

public class AddShapeState extends IdleState {

private GraphicalObject prototype;

private DocumentModel model;

public AddShapeState(GraphicalObject prototype, DocumentModel model) {

super();

this.prototype = prototype;

this.model = model;

}

@Override

public void mouseDown(Point mousePoint, boolean shiftDown, boolean ctrlDown) {

GraphicalObject og = prototype.duplicate();

model.addGraphicalObject(og);

og.translate(mousePoint);

}

}

-------------------EraserState.java-------------

public class EraserState extends IdleState {

private DocumentModel model;

Set<GraphicalObject> removeObjects = new HashSet<GraphicalObject>();

List<Point> points = new ArrayList<Point>();

public EraserState(DocumentModel model) {

super();

this.model = model;

}

@Override

public void mouseDragged(Point mousePoint) {

points.add(mousePoint);

model.notifyListeners();

GraphicalObject go = model.findSelectedGraphicalObject(mousePoint);

if(go == null) return;

removeObjects.add(go);

}

@Override

public void mouseUp(Point mousePoint, boolean shiftDown, boolean ctrlDown) {

for(GraphicalObject go : removeObjects) {

model.removeGraphicalObject(go);

}

points.clear();

model.notifyListeners();

}

@Override

public void afterDraw(Renderer r) {

for(int i = 1; i<points.size();i++) {

r.drawLine(points.get(i-1), points.get(i));

}

}

@Override

public void onLeaving() {

removeObjects.clear();

points.clear();

}

}

-------------------- SelectShapeState.java---------------

public class SelectShapeState extends IdleState {

private static final Map<Integer, Runnable> KEYS = new HashMap<>();

public void createKeys() {

KEYS.put(KeyEvent.VK\_PLUS,() -> {

if(model.getSelectedObjects().size() != 1) return;

GraphicalObject go = model.getSelectedObjects().get(0);

model.increaseZ(go);

});

KEYS.put(KeyEvent.VK\_MINUS,() -> {

if(model.getSelectedObjects().size() != 1) return;

GraphicalObject go = model.getSelectedObjects().get(0);

model.decreaseZ(go);

});

KEYS.put(KeyEvent.VK\_G, () -> {

List<GraphicalObject> objects = new ArrayList<GraphicalObject>(model.getSelectedObjects());

for(GraphicalObject obj: objects) {

model.removeGraphicalObject(obj);

}

GraphicalObject go = new CompositeShape(objects);

model.addGraphicalObject(go);

go.setSelected(true);

model.notifyListeners();

});

KEYS.put(KeyEvent.VK\_U, () -> {

if(model.getSelectedObjects().size() != 1) return;

GraphicalObject go = model.getSelectedObjects().get(0);

if(!(go instanceof CompositeShape)) return;

CompositeShape cs = (CompositeShape) go;

List<GraphicalObject> objects = cs.getShapes();

model.removeGraphicalObject(go);

for(GraphicalObject object: objects) {

model.addGraphicalObject(object);

object.setSelected(true);

}

model.notifyListeners();

});

}

private DocumentModel model;

private static final int HP\_SIZE = 4;

public SelectShapeState(DocumentModel model) {

super();

this.model = model;

createKeys();

}

@Override

public void mouseDown(Point mousePoint, boolean shiftDown, boolean ctrlDown) {

if(!ctrlDown) {

onLeaving();

}

GraphicalObject newGo= model.findSelectedGraphicalObject(mousePoint);

if(newGo == null) return;

newGo.setSelected(true);

}

@Override

public void mouseDragged(Point mousePoint) {

if(model.getSelectedObjects().size() == 1) {

GraphicalObject go = model.getSelectedObjects().get(0);

int indexSelectedHotPoint = model.findSelectedHotPoint(go, mousePoint);

if(indexSelectedHotPoint == -1) return;

go.setHotPoint(indexSelectedHotPoint, mousePoint);

}

}

@Override

public void keyPressed(int keyCode) {

//System.out.println(keyCode);

Runnable action = KEYS.get(keyCode);

if(action != null) action.run();

}

@Override

public void afterDraw(Renderer r, GraphicalObject go) {

if(go.isSelected()) {

Rectangle boundingBox = go.getBoundingBox();

//Kutevi Oval

Point A = new Point(boundingBox.getX(),boundingBox.getY());

Point B = new Point(A.getX(), A.getY() + boundingBox.getHeight());

Point C = new Point(A.getX() + boundingBox.getWidth(), A.getY() + boundingBox.getHeight());

Point D = new Point(A.getX() + boundingBox.getWidth(), A.getY());

r.drawLine(A, B);

r.drawLine(B, C);

r.drawLine(C, D);

r.drawLine(D, A);

if(model.getSelectedObjects().size() == 1) drawHotPoints(r,go);

}

}

private void drawHotPoints(Renderer r,GraphicalObject go) {

for(int i = 0; i < go.getNumberOfHotPoints(); i++) {

Point hp = go.getHotPoint(i);

Point A = new Point(hp.getX() - HP\_SIZE, hp.getY() - HP\_SIZE);

Point B = new Point(hp.getX() + HP\_SIZE, hp.getY() - HP\_SIZE);

Point C = new Point(hp.getX() + HP\_SIZE, hp.getY() + HP\_SIZE);

Point D = new Point(hp.getX() - HP\_SIZE, hp.getY() + HP\_SIZE);

r.drawLine(A, B);

r.drawLine(B, C);

r.drawLine(C, D);

r.drawLine(D, A);

}

}

@Override

public void onLeaving() {

List<GraphicalObject> objects = new ArrayList<GraphicalObject>(model.getSelectedObjects());

for(GraphicalObject obj: objects) {

obj.setSelected(false);

}

}

}