**Firebase - intro**

Firebase is what’s known as a backend service and provides services like database, authentication, file storage, cloud functions, hosting, etc. We can plug those services directly into our front-end applciations.

Firebase then takes care of all of the server-side logic, so FE developers don’t need to focus much on it. It’s an alternative back-end infrastructure to using tools like mongoDB and node.js server. Firebase handles all of that for us, letting FE to focus more on the FE and the user experience.

**Setting up webpack**

1. Install webpack and webpack-cli using: npm I webpack webpack-cli -D
2. Create a webpack.config.js file with the following code:

const path = require('path')

module.exports = {

  mode: 'development',

  entry: './src/index.js',

  output: {

    path: path.resolve(\_\_dirname, 'dist'),

    filename: 'bundle.js'

  },

  watch: true

}

**Creating a Firebase project**

1. Install firebase using npm install firebase
2. In order to create a firebase project, navigate to the firebase website, go to firebase console and click create a project.
3. Add a front-end application to get started 🡪 web app.
4. Click in continue to console.
5. Open your app and click in settings.
6. In the SDK Configuration tab, select “config” object. This object contains information about our firebase project, and we need to use it on our FE so it can connect to the firebase project and interact with it. Copy this code and paste it in index.js. Then your code in the index.js file would look something like this:

|  |  |
| --- | --- |
|  | import { initializeApp } from 'firebase/app'  const firebaseConfig = {    apiKey: "AIzaSyDmXgb\_58lO7aK\_ujN37pGlNxzWGEU0YpI",    authDomain: "fb9-sandbox.firebaseapp.com",    projectId: "fb9-sandbox",    storageBucket: "fb9-sandbox.appspot.com",    messagingSenderId: "867529587246",    appId: "1:867529587246:web:dc754ab7840c737f47bdbf"  }  // init firebase  initializeApp(firebaseConfig) |

**Creating a Firebase Database**

We are now connected to the Firebase backend. The next thing we want to setup a database and connect to that database from our FE, so that we can grab the data from it.

First thing to do is go to your firebase project 🡪 Creation tab 🡪 Firebase Database 🡪 Create Database 🡪 Start in test mode

Now you have a database which is split into collections and documents. For example, in the application we’re going to build, we are going to have a collection which will contain book names and authors, so we will call this collection “books”.

When we create a collection, we need to create a document inside it, which is basically an object inside your array of objects. It will also you for a document ID but you can click in AutoID and Firebase automatically creates is for you.

For example, for our “books” collection, we can add 3 documents with the properties of “author” and “title”.

![](data:image/png;base64,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)

**Getting data from Firebase to our FE application**

1. Initialize the Firestore Service.

The first step is to initialize our Firebase server on the FE so we can connect to it. Anytime we want to access our database we are going to use this db variable to do it.

import {getFirestore} from 'firebase/firestore'

const db = getFirestore()

1. Get a ref to a specific collection of our database.

Our reference for the books collection is now stored in side colRef variable.

getFirestore, collection} from 'firebase/firestore'

const colRef = collection(db, 'books')

1. Get the collection data.

We use the method getDocs to get all the docs inside that collection.

import {

  getFirestore, collection, getDocs

} from 'firebase/firestore'

getDocs(colRef)

This returns a promise, so we can use a then method, which will run when the task is complete. This method will take a snapshot of that collection in that moment, which is an array that contains our docs (objects).

This snapshot contains a data() property, which is where our data is stored in an elegant way. So we need to loop through this snapshot to have access to the object properties and create a new clean array, and lastly add the ID for each.

getDocs(colRef)

  .then(snapshot => {

    // console.log(snapshot.docs)

    let books = []

    snapshot.docs.forEach(doc => {

      books.push({ ...doc.data(), id: doc.id })

    })

    console.log(books)

  })

  .catch(err => {

    console.log(err.message)

  })

So the full document would look like

import { initializeApp } from 'firebase/app'

import {

  getFirestore, collection, getDocs

} from 'firebase/firestore'

const firebaseConfig = {

  apiKey: "AIzaSyDmXgb\_58lO7aK\_ujN37pGlNxzWGEU0YpI",

  authDomain: "fb9-sandbox.firebaseapp.com",

  projectId: "fb9-sandbox",

  storageBucket: "fb9-sandbox.appspot.com",

  messagingSenderId: "867529587246",

  appId: "1:867529587246:web:dc754ab7840c737f47bdbf"

}

// init firebase

initializeApp(firebaseConfig)

// init services

const db = getFirestore()

// collection ref

const colRef = collection(db, 'books')

// get collection data

getDocs(colRef)

  .then(snapshot => {

    // console.log(snapshot.docs)

    let books = []

    snapshot.docs.forEach(doc => {

      books.push({ ...doc.data(), id: doc.id })

    })

    console.log(books)

  })

  .catch(err => {

    console.log(err.message)

  })

**Adding Documents to the Database**

Consider we have the following form set up:

  <form class="add">

    <label for="title">Title:</label>

    <input type="text" name="title" required>

    <label for="author">Author:</label>

    <input type="text" name="author" required>

    <button>add a new book</button>

  </form>

In order to add a document, we need to target the form in the JS and add an event listener to it. When the user submits a title and an author, we want to target the reference we created (colRef) and add the object to it, with the respective properties and values.

We do this with the addDoc function provided by Firestore. This function is asynchronous and returns a promise. So, we can use then, which will run after the adding process is complete. And what we want to do is reset the form.

import {

  getFirestore, collection, getDocs,

  addDoc

} from 'firebase/firestore'

const addBookForm = document.querySelector('.add')

addBookForm.addEventListener('submit', (e) => {

  e.preventDefault()

  addDoc(colRef, {

    title: addBookForm.title.value,

    author: addBookForm.author.value,

  })

  .then(() => {

    addBookForm.reset()

  })

})

**Deleting Documents from the Database**

To delete a document, we need access to the documents in the database, so we need to import doc. Doc is similar to collection, but instead of giving a reference to collection, gives a reference to a document.

This doc function takes 3 arguments:

* The database
* The collection in which the document belongs
* The ID of the document we are targeting

import {

  getFirestore, collection, getDocs,

  addDoc, deleteDoc, doc

} from 'firebase/firestore'

const deleteBookForm = document.querySelector('.delete')

deleteBookForm.addEventListener('submit', (e) => {

  e.preventDefault()

  const docRef = doc(db, 'books', deleteBookForm.id.value)

  deleteDoc(docRef)

    .then(() => {

      deleteBookForm.reset()

    })

})

**Real Time Collection Data**

At the moment, in order to see the updated data in the browser we have to refresh the page. This is because the getDocs function we have used before just runs once.

We have to set up a real time listener to the Firestore collection, which listens for changes in that collection. To do that, instead of using getDocs, we need to use onSnapshot, which takes two arguments:

* The reference of the collection we want to listen to (colRef)
* Callback function, which is going to fire every time there is a change in the referenced collection, and it’s going to send a new snapshot of that collection after the change occurs.

The function will be very similar do the getDocs, but won’t run just when the page is loaded.

onSnapshot(colRef, (snapshot) => {

  let books = []

  snapshot.docs.forEach(doc => {

    books.push({ ...doc.data(), id: doc.id })

  })

  console.log(books)

})

**Firestore Queries**

At the moment, we are getting every single document inside the collection. However, we might want to filter it and just get some of them. We do that using a Firestore Query.

We need our reference to the collection to be a query reference instead. We need to import query and where functions. This query function takes two arguments:

* The collection reference.
* The where function, which will fetch any documents that follow a defined criteria.

The where function takes 3 arguments:

* The property name
* Comparison operator
* The value of the property we are looking for

For example, the query below asks for any object with the author equal to Patrick Rothfuss inside the colRef collection.

const q = query(colRef, where("author", "==", "patrick rothfuss"))

Then we have to call the onSnapshot function but this time using the query, not the collection.

onSnapshot(q, (snapshot) => {

  let books = []

  snapshot.docs.forEach(doc => {

    books.push({ ...doc.data(), id: doc.id })

  })

  console.log(books)

})

**Ordering Data & Timestamps**

The documents we get back either using getDocs on onSnapshot seem to be in no apparent order. But they actually are in alphabetic order with the ID, which is randomly generated by firebase. We can order it by a specific property (e.g. title).

We need to use orderBy function, which takes 2 arguments:

* The property we want to order by.
* “desc” for descending order or “asc” to ascending order. If we don’t pass anything it defaults to ascending order.

const q = query(colRef, where("author", "==", "patrick rothfuss"), orderBy('createdAt'))

If we do this, we are going to see the error below in the console, which is saying “we can’t create this query without first creating an index for it”. To sort it, we need to click in the link which opens your Firestore console, then click “Create Index”. The building might take a couple of minutes to do and you have to wait until the Status changes to “Enabled”.

Note that if we don’t provide the where function, it basically gets the whole collection.

const q = query(colRef, orderBy('createdAt'))

Another way we can do this is ordering by the time the object (or document) was added. We do this by adding a timestamp property each time we add a document to the collection.

Note that to add the documents with a timestamp property they need to be added through the FE application and not through the Firebase platform.

We create a timestamp by using the function serverTimestamp, and save it in the createdAt property.

  getFirestore, collection, onSnapshot,

  addDoc, deleteDoc, doc,

  query, where,

  orderBy, serverTimestamp

} from 'firebase/firestore'

const addBookForm = document.querySelector('.add')

addBookForm.addEventListener('submit', (e) => {

  e.preventDefault()

  addDoc(colRef, {

    title: addBookForm.title.value,

    author: addBookForm.author.value,

    createdAt: serverTimestamp()

  })

  .then(() => {

    addBookForm.reset()

  })

})

**Fetching a Single Document**

We have seen how to grab an entire collection using onSnapshot and getDoc. But what if we just want 1 document? For that, we need to use the getDoc function and pass a document reference. It takes the same arguments as when it’s used in the delete function:

* The database
* The collection in which the document belongs
* The ID of the document we are targeting

Then we can get the document and to something with it. Here we just log the object and its ID.

const docRef = doc(db, 'books', 'gGu4P9x0ZHK9SspA1d9j')

 getDoc(docRef)

   .then(doc => {

     console.log(doc.data(), doc.id)

   })

Much like before, we can also set up a real time listener (or a subscription) to a document as well. So, if that document ever changes, firestore will send a new version of it, after it has been changed.

onSnapshot(docRef, (doc) => {

  console.log(doc.data(), doc.id)

})

**Updating Documents**

To update properties in individual documents, we created another form in the HTML:

  <form class="update">

    <label for="id">Document id:</label>

    <input type="text" name="id" required>

    <button>update a book</button>

  </form>

For that, we need to create another function from firestore: updateDoc. This function takes 2 arguments:

* The reference to the document we want to update.
* An object, in which we can pass any properties that we want to update, and the updated value for that property.

Note that in this case we have hardcoded the updated value, but the correct way is to dynamically access the value from the form.

const updateForm = document.querySelector('.update')

updateForm.addEventListener('submit', (e) => {

  e.preventDefault()

  let docRef = doc(db, 'books', updateForm.id.value)

  updateDoc(docRef, {

    title: 'updated title'

  })

  .then(() => {

    updateForm.reset()

  })

})