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# Résumé du Projet Zoo Arcadia

Le projet Zoo Arcadia consiste en la création d'une application web moderne et interactive pour le Zoo Arcadia, un établissement situé près de la forêt de Brocéliande en Bretagne. Cette application vise à améliorer l'expérience des visiteurs et à moderniser la gestion du zoo.

## Client

Le Zoo Arcadia, représenté par son directeur José, est un établissement réputé pour son engagement envers le bien-être animal et ses pratiques écologiques. Le zoo abrite une variété d'animaux répartis dans différents habitats naturels.

## Problématique

Le zoo cherche à améliorer sa visibilité en ligne, à faciliter l'accès à l'information pour les visiteurs, et à optimiser la gestion interne des animaux et des installations.

## Solution Proposée

Une application web complète offrant :

- Une interface utilisateur intuitive pour les visiteurs, présentant les animaux, les habitats, et les services du zoo.

- Un système de gestion pour les employés et les vétérinaires, permettant le suivi de la santé des animaux et la gestion des habitats.

- Un tableau de bord administratif pour la supervision globale des opérations du zoo.

## Technologies Utilisées

- Frontend : React.js avec Remix

- Backend : Node.js

- Base de données : PostgreSQL avec Prisma ORM

- Authentification : JWT

- Styles : Tailwind CSS

## Fonctionnalités Clés

- Consultation des informations sur les animaux et les habitats

- Système de réservation pour les visites

- Gestion des rapports vétérinaires

- Tableau de bord administratif avec statistiques

## Résultats Attendus

Cette application vise à augmenter la notoriété du zoo, améliorer l'expérience des visiteurs, et optimiser les opérations internes, contribuant ainsi à la mission du Zoo Arcadia de sensibilisation à la conservation et à l'écologie.

# Introduction

## 1. Présentation du contexte

Le Zoo Arcadia, situé en Bretagne près de la forêt de Brocéliande, est un établissement renommé depuis 1960 pour son engagement envers le bien-être animal et ses pratiques écologiques. Abritant une diversité d'animaux répartis dans des habitats naturels soigneusement recréés, le zoo attire de nombreux visiteurs chaque année.

Cependant, le site web actuel du zoo (http://zooarcadia123.com/) ne reflète plus l'image moderne et engagée de l'établissement. Conçu il y a plusieurs années avec des technologies désormais obsolètes, le site ne répond plus aux attentes des visiteurs en termes d'expérience utilisateur et de fonctionnalités.

Dans un contexte où la présence en ligne joue un rôle crucial dans l'attraction et l'information des visiteurs, le Zoo Arcadia a reconnu la nécessité urgente de moderniser son approche numérique. Le directeur, José, conscient du décalage entre l'expérience sur site et l'expérience en ligne, a exprimé le besoin d'une refonte complète du site web pour aligner la présence numérique du zoo avec ses valeurs et ses pratiques innovantes.

## 2. Objectifs du projet

Les principaux objectifs de ce projet de refonte sont :

1. Développer un nouveau site web responsive et moderne qui servira de vitrine numérique pour le Zoo Arcadia, remplaçant entièrement l'ancien site.

2. Améliorer significativement l'expérience utilisateur en fournissant un accès facile et interactif aux informations sur les animaux, les habitats, et les services du zoo.

3. Implémenter un système de gestion de contenu intuitif pour les employés, facilitant la mise à jour régulière des informations et des actualités.

4. Intégrer un système de réservation en ligne pour simplifier la planification des visites.

5. Créer un tableau de bord administratif permettant une supervision efficace des opérations du zoo et l'analyse des données visiteurs.

6. Renforcer la présence sur les réseaux sociaux en intégrant des fonctionnalités de partage et des flux sociaux.

7. Optimiser le référencement (SEO) pour améliorer la visibilité en ligne du zoo.

## 3. Méthodologie adoptée

Pour mener à bien cette refonte, nous avons adopté une approche méthodologique structurée :

1. **Analyse de l'existant** : Évaluation approfondie du site actuel, identification des forces à conserver et des faiblesses à adresser.

2. **Consultation des parties prenantes** : Entretiens avec l'équipe du Zoo Arcadia et sondages auprès des visiteurs pour comprendre les besoins et attentes.

3. **Conception centrée sur l'utilisateur** : Élaboration de personas et de parcours utilisateurs pour guider la refonte de l'interface et des fonctionnalités.

4. **Développement Agile** : Utilisation d'une méthodologie Agile avec des sprints de deux semaines, permettant des retours réguliers du client et des ajustements rapides.

5. **Stack technologique moderne** : Choix de technologies modernes comme React avec Remix pour le frontend, Node.js pour le backend, et PostgreSQL avec Prisma comme ORM, assurant performance et maintenabilité.

6. **Migration des données** : Plan détaillé pour la migration des données existantes vers la nouvelle structure de base de données.

7. **Tests itératifs** : Mise en place de tests utilisateurs et techniques tout au long du développement pour garantir la qualité et l'adéquation aux besoins.

8. **Stratégie de déploiement** : Planification d'un déploiement progressif, avec une phase de coexistence entre l'ancien et le nouveau site pour assurer une transition en douceur.

9. **Formation et documentation** : Élaboration d'une documentation complète et planification de sessions de formation pour l'équipe du zoo afin d'assurer une adoption réussie du nouveau site.

Cette approche méthodologique vise à créer une solution sur mesure, répondant aux besoins spécifiques du Zoo Arcadia tout en assurant une transition fluide de l'ancien au nouveau système.

# I. Analyse

## 1. Étude des besoins

Pour le projet Zoo Arcadia, nous avons mené une étude approfondie des besoins en collaboration étroite avec l'équipe du zoo. Cette étude a impliqué des entretiens avec le personnel, des sondages auprès des visiteurs, et une analyse comparative des sites web d'autres zoos renommés. Les principaux besoins identifiés sont :

1. \*\*Visibilité en ligne améliorée\*\* :

- Le zoo a besoin d'une présence web moderne et attrayante pour attirer de nouveaux visiteurs.

- Optimisation pour les moteurs de recherche (SEO) pour améliorer le classement dans les résultats de recherche.

- Intégration des réseaux sociaux pour augmenter l'engagement et la portée.

2. \*\*Information accessible\*\* :

- Les visiteurs doivent pouvoir facilement trouver des informations sur les animaux, les habitats, les horaires et les tarifs.

- Création d'une section FAQ détaillée pour répondre aux questions courantes.

- Mise en place d'un blog ou d'une section actualités pour partager les dernières nouvelles du zoo.

3. \*\*Gestion interne efficace\*\* :

- L'équipe du zoo nécessite un système pour gérer les informations sur les animaux, les habitats et les employés.

- Outil de planification des tâches quotidiennes pour le personnel.

- Système de suivi de la santé des animaux pour les vétérinaires.

4. \*\*Engagement des visiteurs\*\* :

- Le site doit offrir des fonctionnalités interactives pour engager les visiteurs avant, pendant et après leur visite.

- Galerie photo et vidéo interactive.

- Jeux éducatifs en ligne sur la faune et la conservation.

5. \*\*Réservation en ligne\*\* :

- Un système de réservation en ligne est nécessaire pour faciliter la planification des visites.

- Possibilité d'acheter des billets à l'avance avec des options de tarification flexibles.

- Réservation d'expériences spéciales (ex: rencontres avec les animaux, visites guidées).

6. \*\*Tableau de bord administratif\*\* :

- Les gestionnaires du zoo ont besoin d'un outil pour suivre les statistiques de fréquentation et gérer le contenu du site.

- Analyse des données visiteurs pour optimiser les opérations.

- Gestion des stocks pour la boutique en ligne.

7. \*\*Accessibilité et multilingue\*\* :

- Le site doit être accessible aux personnes en situation de handicap.

- Support multilingue pour attirer des visiteurs internationaux.

8. \*\*Boutique en ligne\*\* :

- Vente de souvenirs et de produits dérivés pour générer des revenus supplémentaires.

- Système de gestion des commandes et des stocks.

9. \*\*Programme de fidélité\*\* :

- Mise en place d'un système de cartes de membre avec avantages exclusifs.

- Suivi des visites et des points de fidélité.

10. \*\*Éducation et conservation\*\* :

- Section dédiée aux programmes éducatifs et aux efforts de conservation du zoo.

- Ressources pédagogiques pour les écoles et les familles.

## 2. Analyse des utilisateurs

Nous avons identifié plusieurs types d'utilisateurs pour l'application Zoo Arcadia, chacun avec ses propres besoins et attentes :

1. \*\*Visiteurs potentiels\*\* :

- Profil : Familles, couples, groupes scolaires, touristes.

- Besoins :

- Recherchent des informations sur le zoo, les animaux et les tarifs.

- Souhaitent planifier leur visite et acheter des billets en ligne.

- Veulent connaître les attractions et événements spéciaux.

- Comportements :

- Utilisent principalement des appareils mobiles pour la recherche.

- Comparent souvent avec d'autres attractions locales.

2. \*\*Visiteurs actuels\*\* :

- Profil : Personnes déjà sur place au zoo.

- Besoins :

- Cherchent des informations en temps réel sur les animations et les horaires.

- Veulent une carte interactive du zoo.

- Souhaitent partager leur expérience et laisser des avis.

- Comportements :

- Utilisent presque exclusivement des smartphones pendant la visite.

- Partagent activement sur les réseaux sociaux.

3. \*\*Membres fidèles\*\* :

- Profil : Visiteurs réguliers, détenteurs de pass annuels.

- Besoins :

- Accès à des informations exclusives et des offres spéciales.

- Suivi de leurs visites et avantages.

- Réservation prioritaire pour les événements.

- Comportements :

- Visitent le site web fréquemment pour les mises à jour.

- Participent activement aux programmes et événements du zoo.

4. \*\*Employés du zoo\*\* :

- Profil : Soigneurs, guides, personnel d'accueil.

- Besoins :

- Doivent mettre à jour les informations sur les animaux et les habitats.

- Gèrent les réservations et les événements spéciaux.

- Accès à un planning et à des outils de communication interne.

- Comportements :

- Utilisent le système quotidiennement pour des tâches opérationnelles.

- Ont besoin d'une interface simple et efficace.

5. \*\*Vétérinaires\*\* :

- Profil : Professionnels de santé animale.

- Besoins :

- Ont besoin d'accéder et de mettre à jour les dossiers de santé des animaux.

- Suivi des traitements et des vaccinations.

- Planification des examens de routine.

- Comportements :

- Nécessitent un accès sécurisé aux informations sensibles.

- Utilisent souvent le système en mobilité dans le zoo.

6. \*\*Administrateurs\*\* :

- Profil : Direction du zoo, responsables marketing et opérations.

- Besoins :

- Gèrent les comptes utilisateurs et les permissions.

- Analysent les statistiques de fréquentation et les retours des visiteurs.

- Supervisent toutes les opérations du zoo via le système.

- Comportements :

- Utilisent principalement des ordinateurs de bureau.

- Nécessitent des rapports détaillés et des outils d'analyse.

7. \*\*Éducateurs et chercheurs\*\* :

- Profil : Enseignants, étudiants, chercheurs en biologie.

- Besoins :

- Accès à des ressources éducatives et des données sur les animaux.

- Informations sur les programmes de conservation.

- Possibilité de réserver des visites éducatives.

- Comportements :

- Recherchent des informations détaillées et scientifiques.

- Peuvent nécessiter l'accès à des bases de données spécifiques.

## 3. Cas d'utilisation

Les principaux cas d'utilisation identifiés pour le système du Zoo Arcadia sont les suivants :

1. \*\*Consultation des informations sur les animaux et les habitats\*\*

- Acteur principal : Visiteur

- Description : Le visiteur peut naviguer à travers une liste d'animaux ou d'habitats, sélectionner un élément spécifique pour voir des détails, des photos, et des informations sur la conservation.

- Flux principal :

1. L'utilisateur accède à la page "Animaux" ou "Habitats".

2. Il sélectionne un animal ou un habitat spécifique.

3. Le système affiche les informations détaillées.

2. \*\*Réservation de billets en ligne\*\*

- Acteur principal : Visiteur potentiel

- Description : L'utilisateur peut sélectionner une date de visite, choisir le type et le nombre de billets, et effectuer un paiement en ligne.

- Flux principal :

1. L'utilisateur accède à la page de réservation.

2. Il sélectionne une date et le type de billets.

3. Il remplit ses informations personnelles.

4. Il procède au paiement.

5. Le système confirme la réservation et envoie un e-mail de confirmation.

3. \*\*Gestion des informations sur les animaux\*\*

- Acteur principal : Employé du zoo

- Description : Les employés peuvent mettre à jour les informations sur les animaux, y compris leur état de santé, leur alimentation, et leur comportement.

- Flux principal :

1. L'employé se connecte au système.

2. Il accède à la section de gestion des animaux.

3. Il sélectionne un animal et met à jour les informations.

4. Le système enregistre les modifications.

4. \*\*Mise à jour des dossiers de santé des animaux\*\*

- Acteur principal : Vétérinaire

- Description : Les vétérinaires peuvent accéder et mettre à jour les dossiers médicaux des animaux, planifier des examens, et enregistrer les traitements.

- Flux principal :

1. Le vétérinaire se connecte au système.

2. Il accède au dossier médical d'un animal spécifique.

3. Il ajoute de nouvelles informations ou met à jour les existantes.

4. Le système enregistre les modifications et met à jour l'historique médical.

5. \*\*Gestion des utilisateurs et analyse des statistiques\*\*

- Acteur principal : Administrateur

- Description : Les administrateurs peuvent gérer les comptes utilisateurs, les permissions, et accéder à des rapports détaillés sur la fréquentation et les opérations du zoo.

- Flux principal :

1. L'administrateur se connecte au système.

2. Il accède au tableau de bord administratif.

3. Il peut gérer les utilisateurs ou consulter les statistiques.

4. Le système affiche les informations demandées ou effectue les modifications requises.

6. \*\*Planification d'une visite éducative\*\*

- Acteur principal : Éducateur

- Description : Les enseignants ou les groupes éducatifs peuvent planifier une visite spéciale, réserver des ateliers ou des présentations.

- Flux principal :

1. L'éducateur accède à la section éducative du site.

2. Il choisit le type de visite ou d'atelier souhaité.

3. Il sélectionne une date et fournit les détails du groupe.

4. Le système confirme la réservation et envoie les détails par e-mail.

7. \*\*Gestion du programme de fidélité\*\*

- Acteur principal : Membre fidèle

- Description : Les membres peuvent consulter leurs points de fidélité, accéder à des offres spéciales, et gérer leur abonnement.

- Flux principal :

1. Le membre se connecte à son compte.

2. Il accède à la section "Programme de fidélité".

3. Il peut voir son solde de points, les offres disponibles, ou modifier son abonnement.

4. Le système met à jour les informations en temps réel.

8. \*\*Publication de contenu sur le blog\*\*

- Acteur principal : Employé du zoo (responsable communication)

- Description : Les employés autorisés peuvent créer, éditer et publier des articles de blog ou des actualités sur le site.

- Flux principal :

1. L'employé se connecte au système de gestion de contenu.

2. Il crée un nouvel article ou édite un existant.

3. Il ajoute du texte, des images, et des tags.

4. Il soumet l'article pour approbation ou le publie directement.

## 4. Diagrammes UML

### Diagramme de cas d'utilisation

[Insérer ici le diagramme de cas d'utilisation du fichier diagram.md]

Ce diagramme illustre les interactions entre les différents types d'utilisateurs et les fonctionnalités du système.

### Diagramme de séquence

[Insérer ici le diagramme de séquence du fichier diagram.md]

Ce diagramme montre la séquence d'interactions pour un visiteur consultant les informations sur les animaux et laissant un avis.

### Diagramme de classe

[Insérer ici le diagramme de classe du fichier diagram.md]

Ce diagramme présente la structure des principales entités du système et leurs relations.

## Conclusion de l'analyse

Cette analyse approfondie nous a permis de bien cerner les besoins du Zoo Arcadia et de ses utilisateurs. Elle servira de base solide pour la phase de conception, en nous assurant que nous développons une solution qui répond précisément aux exigences identifiées. Les diagrammes UML fourniront un guide visuel précieux tout au long du processus de développement.

# II. Conception

## 1. Architecture globale du système

L'architecture du système pour le Zoo Arcadia est conçue pour être modulaire, évolutive et facile à maintenir. Voici un aperçu détaillé de l'architecture globale :

### 1.1 Frontend (Client-side)

- Framework : React.js avec Remix

- Responsabilités :

- Rendu des interfaces utilisateur

- Gestion de l'état local de l'application

- Interaction avec l'API backend via les loaders et actions de Remix

- Avantages :

- Performance optimisée grâce au rendu côté serveur de Remix

- Expérience utilisateur fluide avec des mises à jour rapides de l'interface

- Facilité de maintenance grâce à la structure modulaire de React

### 1.2 Backend (Server-side)

- Technologie : Node.js avec Remix

- Responsabilités :

- Gestion des requêtes HTTP

- Implémentation de la logique métier

- Interaction avec la base de données via Prisma ORM

- Authentification et autorisation des utilisateurs

- Avantages :

- Utilisation du même langage (JavaScript) côté client et serveur

- Performances élevées grâce à l'architecture événementielle de Node.js

- Intégration transparente avec le frontend grâce à Remix

### 1.3 Base de données

- Système : PostgreSQL

- ORM : Prisma

- Responsabilités :

- Stockage persistant des données

- Gestion des relations entre les entités

- Optimisation des requêtes pour des performances élevées

- Avantages :

- Fiabilité et robustesse de PostgreSQL pour la gestion des données relationnelles

- Typage fort et génération automatique du schéma avec Prisma

- Facilité de mise à jour du schéma grâce aux migrations de Prisma

### 1.4 Sécurité

- Authentification : JWT (JSON Web Tokens)

- HTTPS pour toutes les communications

- Validation des entrées côté serveur et client

- Avantages :

- Sécurité renforcée contre les attaques courantes (XSS, CSRF, etc.)

- Gestion efficace des sessions utilisateurs avec JWT

- Protection des données sensibles en transit grâce à HTTPS

### 1.5 Déploiement

- Conteneurisation avec Docker pour faciliter le déploiement

- Hébergement sur une plateforme cloud (ex: AWS, Google Cloud, ou Heroku)

- Avantages :

- Facilité de déploiement et de mise à l'échelle

- Environnements de développement, de test et de production cohérents

- Gestion simplifiée des dépendances et des configurations

## 2. Conception de la base de données

La conception de la base de données est cruciale pour assurer une gestion efficace des données du Zoo Arcadia. Nous utilisons PostgreSQL comme système de gestion de base de données relationnelle, avec Prisma comme ORM pour faciliter les interactions avec la base de données.

### 2.1 Modèle conceptuel de données

Le modèle conceptuel de données représente les principales entités du système et leurs relations :

[Insérer ici un diagramme entité-relation montrant les principales entités et leurs relations]

Principales entités :

- Utilisateurs

- Animaux

- Habitats

- Services

- Avis (Reviews)

- Dossiers de santé (HealthRecords)

- Vaccinations

- Enregistrements d'alimentation (FeedingRecords)

- Vues des animaux (AnimalViews)

- Contrôles de santé quotidiens (DailyHealthChecks)

Relations clés :

- Un animal appartient à un habitat

- Un animal peut avoir plusieurs dossiers de santé, vaccinations, et enregistrements d'alimentation

- Un utilisateur (vétérinaire ou employé) peut créer plusieurs dossiers de santé, vaccinations, et enregistrements d'alimentation

### 2.2 Schéma relationnel

Voici une description détaillée du schéma relationnel basé sur le fichier schema.prisma :

1. \*\*Review\*\*

- id (PK): Int, auto-increment

- name: String

- comment: String

- isVisible: Boolean, default(false)

- createdAt: DateTime, default(now())

2. \*\*Service\*\*

- id (PK): Int, auto-increment

- name: String

- description: String

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

3. \*\*Habitat\*\*

- id (PK): Int, auto-increment

- name: String

- description: String

- image: String

- comment: String?

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

4. \*\*Animal\*\*

- id (PK): Int, auto-increment

- name: String

- species: String

- image: String

- status: String

- age: Int

- weight: Float

- activityLevel: String

- dietaryNeeds: String?

- habitatId (FK): Int?

- recommendedFoodQuantity: Float?

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

5. \*\*HealthRecord\*\*

- id (PK): Int, auto-increment

- animalId (FK): Int

- date: DateTime

- status: String

- food: String

- quantity: Float

- details: String?

- weight: Float?

- temperature: Float?

- symptoms: String?

- diagnosis: String?

- treatment: String?

- medications: String?

- followUpDate: DateTime?

- veterinarianId (FK): Int

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

6. \*\*Vaccination\*\*

- id (PK): Int, auto-increment

- animalId (FK): Int

- vaccineName: String

- dateAdministered: DateTime

- expirationDate: DateTime?

- veterinarianId (FK): Int

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

7. \*\*User\*\*

- id (PK): Int, auto-increment

- email: String, unique

- password: String

- role: String

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

8. \*\*FeedingRecord\*\*

- id (PK): Int, auto-increment

- animalId (FK): Int

- date: DateTime

- time: String

- food: String

- quantity: Float

- employeeId (FK): Int

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

9. \*\*AnimalView\*\*

- id (PK): Int, auto-increment

- animalId (FK): Int

- viewCount: Int, default(0)

- updatedAt: DateTime, updatedAt

10. \*\*DailyHealthCheck\*\*

- id (PK): Int, auto-increment

- animalId (FK): Int

- date: DateTime

- status: String

- notes: String

- veterinarianId (FK): Int

- createdAt: DateTime, default(now())

- updatedAt: DateTime, updatedAt

Ce schéma relationnel reflète la structure actuelle de la base de données du Zoo Arcadia, avec des entités pour gérer les animaux, leurs habitats, les services offerts, les avis des visiteurs, et diverses fonctionnalités liées à la santé et au suivi des animaux. Les relations entre les entités sont établies à l'aide de clés étrangères (FK), assurant l'intégrité référentielle des données.

## 3. Maquettes et wireframes

Les maquettes et wireframes sont essentiels pour visualiser l'interface utilisateur avant le développement. Ils permettent de valider le design et l'expérience utilisateur avec les parties prenantes.

### 3.1 Interface web

#3.1.1 Page d'accueil

[Insérer ici une maquette ou un wireframe de la page d'accueil]

Éléments clés :

- En-tête avec logo et menu de navigation

- Bannière principale avec image attrayante et appel à l'action

- Sections pour les animaux vedettes, événements à venir, et actualités récentes

- Pied de page avec liens rapides et informations de contact

Description détaillée :

La page d'accueil est conçue pour captiver immédiatement l'attention des visiteurs avec une grande image d'un animal emblématique du zoo. Le menu de navigation est clairement visible en haut de la page, permettant un accès facile aux différentes sections du site. Sous la bannière principale, on trouve une grille présentant les animaux vedettes, incitant les visiteurs à en apprendre davantage. Une section "Événements à venir" met en avant les activités spéciales, encourageant les visites répétées. Le pied de page contient des informations pratiques comme les horaires d'ouverture et les coordonnées du zoo.

#3.1.2 Page de liste des animaux

[Insérer ici une maquette ou un wireframe de la page de liste des animaux]

Éléments clés :

- Grille ou liste des animaux avec photos et informations de base

- Filtres pour trier par espèce, habitat, etc.

- Pagination ou chargement infini

Description détaillée :

La page de liste des animaux présente une grille responsive de cartes d'animaux. Chaque carte comprend une photo de l'animal, son nom, son espèce et un bref descriptif. Un système de filtres en haut de la page permet aux visiteurs de raffiner leur recherche par type d'habitat, région d'origine ou statut de conservation. La pagination est mise en œuvre pour gérer un grand nombre d'animaux, avec une option de "Charger plus" pour une expérience de navigation fluide.

#3.1.3 Page de détail d'un animal

[Insérer ici une maquette ou un wireframe de la page de détail d'un animal]

Éléments clés :

- Grande photo de l'animal

- Informations détaillées (espèce, habitat, régime alimentaire, etc.)

- Galerie photo/vidéo

- Section "En savoir plus" sur la conservation

Description détaillée :

La page de détail d'un animal s'ouvre sur une grande photo de l'animal en question. Juste en dessous, on trouve une fiche d'information détaillée incluant l'espèce, l'habitat naturel, le régime alimentaire et des faits intéressants. Une galerie photo/vidéo permet aux visiteurs de voir l'animal sous différents angles et dans diverses activités. Une section "En savoir plus" fournit des informations sur les efforts de conservation liés à cette espèce, avec des liens vers des ressources éducatives.

### 3.2 Interface mobile

#3.2.1 Page d'accueil (mobile)

[Insérer ici une maquette ou un wireframe de la page d'accueil mobile]

Éléments clés :

- Menu hamburger pour la navigation

- Contenu adapté à l'écran mobile avec défilement vertical

- Boutons d'action rapide (Acheter des billets, Voir la carte, etc.)

Description détaillée :

La version mobile de la page d'accueil conserve l'image principale attrayante, mais redimensionnée pour s'adapter à l'écran. Le menu de navigation est remplacé par un menu hamburger en haut à droite. Les sections de contenu sont réorganisées en une seule colonne pour un défilement vertical facile. Des boutons d'action rapide (CTA) sont placés de manière stratégique pour encourager l'achat de billets ou l'accès à la carte du zoo.

#3.2.2 Menu de navigation (mobile)

[Insérer ici une maquette ou un wireframe du menu de navigation mobile]

Éléments clés :

- Liste des principales sections du site

- Bouton de connexion/inscription

- Liens vers les réseaux sociaux

Description détaillée :

Le menu de navigation mobile s'ouvre en plein écran lorsque l'utilisateur clique sur l'icône du menu hamburger. Il présente une liste claire et espacée des principales sections du site, facilitant la navigation tactile. En bas du menu, on trouve des boutons de connexion/inscription et des icônes de réseaux sociaux pour encourager l'engagement des visiteurs.

#3.2.3 Page de détail d'un animal (mobile)

[Insérer ici une maquette ou un wireframe de la page de détail d'un animal en version mobile]

Éléments clés :

- Design adaptatif pour une lecture facile sur mobile

- Galerie photo avec fonction de balayage

- Informations essentielles en haut de la page

Description détaillée :

Sur mobile, la page de détail d'un animal commence par une image en pleine largeur de l'animal, suivie immédiatement des informations essentielles. La galerie photo utilise une fonction de balayage pour une navigation intuitive. Les informations détaillées sont présentées dans des sections expansibles pour éviter le défilement excessif tout en permettant aux utilisateurs intéressés d'accéder à toutes les informations.

## 4. Choix technologiques

Le choix des technologies est crucial pour le succès du projet. Voici une analyse détaillée des technologies sélectionnées pour le développement du site web du Zoo Arcadia :

### 4.1 Frontend

- \*\*React.js avec Remix\*\*

- Justification : React.js est choisi pour sa performance et sa flexibilité dans la création d'interfaces utilisateur dynamiques. Remix, en tant que framework construit sur React, offre des avantages supplémentaires :

- Rendu côté serveur pour une meilleure performance et SEO

- Gestion simplifiée des routes et du chargement des données

- Optimisation automatique des assets pour des temps de chargement rapides

- Avantages :

- Développement rapide et efficace d'interfaces utilisateur complexes

- Excellente expérience développeur grâce à un écosystème riche

- Facilité de maintenance et de mise à jour du code

### 4.2 Backend

- \*\*Node.js\*\*

- Justification : Node.js est choisi pour sa performance, sa scalabilité, et la possibilité d'utiliser JavaScript côté serveur.

- Avantages :

- Cohérence du langage entre le frontend et le backend

- Grande communauté et vaste écosystème de packages npm

- Excellentes performances pour les applications en temps réel

### 4.3 Base de données

- \*\*PostgreSQL\*\*

- Justification : PostgreSQL est choisi pour sa fiabilité, ses performances, et son support robuste des relations complexes nécessaires pour gérer les données du zoo.

- Avantages :

- Forte intégrité des données avec support ACID

- Capacités avancées comme les requêtes complexes et les transactions

- Extensibilité pour gérer de grandes quantités de données

### 4.4 ORM

- \*\*Prisma\*\*

- Justification : Prisma est sélectionné comme ORM pour sa facilité d'utilisation, son typage fort avec TypeScript, et ses performances optimisées.

- Avantages :

- Génération automatique de types TypeScript basés sur le schéma de la base de données

- API intuitive pour les opérations de base de données

- Migrations de base de données simplifiées

### 4.5 Authentification

- \*\*JWT (JSON Web Tokens)\*\*

- Justification : JWT est choisi pour sa sécurité et son approche sans état, idéale pour les applications web modernes.

- Avantages :

- Facilité d'implémentation de l'authentification entre le client et le serveur

- Réduction de la charge sur le serveur grâce à l'approche sans état

- Possibilité d'inclure des informations utiles dans le token

### 4.6 Styles

- \*\*Tailwind CSS\*\*

- Justification : Tailwind CSS est sélectionné pour sa flexibilité, sa facilité d'utilisation, et sa capacité à créer rapidement des interfaces personnalisées et responsives.

- Avantages :

- Développement rapide grâce à l'approche utility-first

- Personnalisation facile pour correspondre à l'identité visuelle du zoo

- Taille de fichier CSS réduite en production grâce à la purge des classes non utilisées

Ces choix technologiques ont été faits en tenant compte des besoins spécifiques du projet Zoo Arcadia, de l'expertise de l'équipe de développement, et des meilleures pratiques actuelles en développement web. Ils offrent une base solide pour créer une application web performante, sécurisée et facile à maintenir.

# III. Développement

## 1. Mise en place de l'environnement de développement

La première étape du développement a consisté à mettre en place un environnement robuste et efficace. Voici les étapes détaillées de ce processus :

### Installation des outils de base

1. Node.js et npm : Installés à partir du site officiel nodejs.org.

2. Git : Configuré pour la gestion de version du projet.

3. Visual Studio Code : Choisi comme IDE principal pour ses nombreuses extensions utiles au développement web.

### Configuration du projet Remix

1. Création du projet :

```bash

npx create-remix@latest zoo-arcadia

cd zoo-arcadia

```

2. Installation des dépendances principales :

```bash

npm install @prisma/client bcryptjs tailwindcss @tailwindcss/forms

npm install --save-dev prisma @types/bcryptjs

```

### Configuration de l'environnement de base de données

1. Installation de PostgreSQL : Téléchargé et installé à partir de postgresql.org.

2. Création de la base de données du projet :

```sql

CREATE DATABASE zoo\_arcadia;

```

3. Configuration de Prisma :

```bash

npx prisma init

```

Puis, édition du fichier `.env` pour inclure l'URL de connexion à la base de données.

### Mise en place du contrôle de version

1. Initialisation du repository Git :

```bash

git init

```

2. Création du fichier .gitignore pour exclure les fichiers sensibles et les dépendances.

3. Premier commit et push vers le repository distant :

bash

git add .

git commit -m "Initial commit"

git remote add origin [URL\_DU\_REPO]

git push -u origin main

## 2. Implémentation du backend

### Structure du projet

La structure du projet a été organisée de la manière suivante pour assurer une séparation claire des responsabilités :

```

zoo-arcadia/

├── public/

│ └── images/

│ ├── zoo-entrance.jpg

│ ├── savane.jpg

│ ├── jungle.jpg

│ ├── marais.jpg

│ ├── lion.jpg

│ ├── giraffe.jpg

│ ├── zebra.jpg

│ ├── gorilla.jpg

│ ├── parrot.jpg

│ ├── crocodile.jpg

│ └── flamingo.jpg

├── app/

│ ├── root.tsx

│ ├── routes/

│ │ ├── \_index.tsx

│ │ ├── services.tsx

│ │ ├── habitats.tsx

│ │ ├── contact.tsx

│ │ ├── login.tsx

│ │ ├── register.tsx

│ │ ├── logout.tsx

│ │ ├── admin.tsx

│ │ ├── admin.services.tsx

│ │ ├── admin.habitats.tsx

│ │ ├── admin.users.tsx

│ │ ├── admin.analytics.tsx

│ │ ├── employee.tsx

│ │ ├── employee.\_index.tsx

│ │ ├── employee.dashboard.tsx

│ │ ├── employee.reviews.tsx

│ │ └── employee.review.$reviewId.tsx

│ ├── components/

│ │ ├── Header.tsx

│ │ ├── Footer.tsx

│ │ └── ReviewCard.tsx

│ └── utils/

│ ├── db.server.ts

│ └── session.server.ts

├── prisma/

│ └── schema.prisma

├── .env

├── package.json

└── vite.config.js

```

### Gestion des données avec Prisma

1. Définition du schéma Prisma :

Le fichier `prisma/schema.prisma` a été créé pour définir la structure de la base de données :

```prisma

model User {

id Int @id @default(autoincrement())

email String @unique

name String?

password String

role Role @default(VISITOR)

createdAt DateTime @default(now())

updatedAt DateTime @updatedAt

}

model Animal {

id Int @id @default(autoincrement())

name String

species String

dateOfBirth DateTime?

healthStatus String

habitatId Int?

habitat Habitat? @relation(fields: [habitatId], references: [id])

createdAt DateTime @default(now())

updatedAt DateTime @updatedAt

}

// ... autres modèles

```

2. Génération du client Prisma :

```bash

npx prisma generate

```

3. Création des migrations :

```bash

npx prisma migrate dev --name init

```

### Authentification et autorisation

1. Implémentation de l'authentification JWT :

Création d'un service d'authentification dans `app/utils/auth.server.ts` :

```typescript

import { createCookieSessionStorage, redirect } from "@remix-run/node";

import bcrypt from "bcryptjs";

import { db } from "~/utils/db.server";

export async function login({ email, password }: LoginForm) {

const user = await db.user.findUnique({ where: { email } });

if (!user) return null;

const isCorrectPassword = await bcrypt.compare(password, user.password);

if (!isCorrectPassword) return null;

return { id: user.id, email };

}

```

2. Middleware d'autorisation :

Création d'un middleware pour vérifier les rôles des utilisateurs dans `app/utils/auth.server.ts` :

```typescript

import { redirect } from "@remix-run/node";

export function requireAdmin(request: Request) {

const user = getUserFromSession(request);

if (!user || user.role !== "ADMIN") {

throw redirect("/login");

}

}

```

## 3. Développement du frontend

### Composants React principaux

1. Création d'un composant de navigation :

Dans `app/components/Navigation.tsx` :

```tsx

import { Link } from "@remix-run/react";

export default function Navigation() {

return (

<nav>

<ul>

<li><Link to="/">Accueil</Link></li>

<li><Link to="/animaux">Animaux</Link></li>

<li><Link to="/habitats">Habitats</Link></li>

<li><Link to="/services">Services</Link></li>

</ul>

</nav>

);

}

```

2. Création d'un composant de carte animal :

Dans `app/components/AnimalCard.tsx` :

```tsx

import { Link } from "@remix-run/react";

export default function AnimalCard({ animal }) {

return (

<div className="card">

<img src={animal.imageUrl} alt={animal.name} />

<h3>{animal.name}</h3>

<p>{animal.species}</p>

<Link to={`/animaux/${animal.id}`}>En savoir plus</Link>

</div>

);

}

```

### Intégration avec Remix

1. Création d'une route pour la liste des animaux :

Dans `app/routes/animaux.tsx` :

```tsx

import { json } from "@remix-run/node";

import { useLoaderData } from "@remix-run/react";

import { db } from "~/utils/db.server";

import AnimalCard from "~/components/AnimalCard";

export const loader = async () => {

const animals = await db.animal.findMany();

return json({ animals });

};

export default function AnimalsPage() {

const { animals } = useLoaderData();

return (

<div>

<h1>Nos animaux</h1>

<div className="animal-grid">

{animals.map(animal => (

<AnimalCard key={animal.id} animal={animal} />

))}

</div>

</div>

);

}

```

### Gestion de l'état de l'application

Pour la gestion de l'état global de l'application, nous avons principalement utilisé les fonctionnalités intégrées de Remix, telles que `useLoaderData` et `useFetcher`. Pour certains cas spécifiques nécessitant un état partagé entre plusieurs composants, nous avons utilisé le Context API de React.

## 4. Fonctionnalités clés

### Gestion des animaux et des habitats

1. Création d'un tableau de bord pour la gestion des animaux :

Dans `app/routes/admin/animaux.tsx` :

```tsx

import { json, redirect } from "@remix-run/node";

import { useLoaderData, Form } from "@remix-run/react";

import { db } from "~/utils/db.server";

import { requireAdmin } from "~/utils/auth.server";

export const loader = async ({ request }) => {

await requireAdmin(request);

const animals = await db.animal.findMany();

return json({ animals });

};

export const action = async ({ request }) => {

await requireAdmin(request);

const formData = await request.formData();

const name = formData.get("name");

const species = formData.get("species");

await db.animal.create({ data: { name, species } });

return redirect("/admin/animaux");

};

export default function AdminAnimalsPage() {

const { animals } = useLoaderData();

return (

<div>

<h1>Gestion des animaux</h1>

<Form method="post">

<input type="text" name="name" placeholder="Nom de l'animal" required />

<input type="text" name="species" placeholder="Espèce" required />

<button type="submit">Ajouter un animal</button>

</Form>

<ul>

{animals.map(animal => (

<li key={animal.id}>{animal.name} - {animal.species}</li>

))}

</ul>

</div>

);

}

```

## 5. Tests et débogage

### Tests unitaires

Nous avons utilisé Vitest pour les tests unitaires. Voici un exemple de test pour une fonction utilitaire :

```typescript

// app/utils/dateUtils.test.ts

import { expect, test } from "vitest";

import { formatDate } from "./dateUtils";

test("formatDate formats date correctly", () => {

const date = new Date("2023-05-15T12:00:00Z");

expect(formatDate(date)).toBe("15/05/2023");

});

```

### Tests d'intégration

Pour les tests d'intégration, nous avons utilisé Cypress. Voici un exemple de test pour le processus de connexion :

```javascript

// cypress/integration/login.spec.js

describe("Login Process", () => {

it("allows a user to log in", () => {

cy.visit("/login");

cy.get('input[name="email"]').type("user@example.com");

cy.get('input[name="password"]').type("password123");

cy.get('button[type="submit"]').click();

cy.url().should("include", "/dashboard");

cy.contains("Bienvenue, Utilisateur");

});

});

```

### Débogage

Pour faciliter le débogage, nous avons mis en place plusieurs stratégies :

1. Utilisation des outils de développement de Chrome pour le débogage côté client.

2. Configuration de VS Code pour le débogage côté serveur avec Node.js.

3. Mise en place de logs détaillés avec Winston pour suivre les opérations côté serveur.

## Conclusion du développement

Le développement du nouveau site web du Zoo Arcadia a été un processus complexe mais enrichissant. L'utilisation de technologies modernes comme React, Remix, et Prisma nous a permis de créer une application web performante, sécurisée et facile à maintenir. Les nombreux défis rencontrés, notamment dans l'intégration de fonctionnalités complexes comme le système de gestion des animaux et le tableau de bord administratif, ont été surmontés grâce à une approche méthodique et à une collaboration étroite au sein de l'équipe de développement.

La prochaine étape consistera à déployer cette application et à mettre en place un système de maintenance robuste pour assurer son bon fonctionnement à long terme.

# IV. Déploiement et maintenance

## 1. Stratégie de déploiement

Pour le déploiement du site web du Zoo Arcadia, nous avons opté pour une approche progressive afin de minimiser les risques et d'assurer une transition en douceur. Voici les étapes clés de notre stratégie de déploiement :

### Phase 1 : Environnement de staging

- Mise en place d'un environnement de staging identique à la production.

- Déploiement de la version complète du site sur cet environnement.

- Tests approfondis, y compris des tests de charge et de sécurité.

### Phase 2 : Déploiement progressif

- Utilisation d'une stratégie de "blue-green deployment" pour minimiser les temps d'arrêt.

- Déploiement initial sur un sous-domaine (par exemple, nouveau.zooarcadia.com).

- Redirection progressive du trafic de l'ancien site vers le nouveau.

### Phase 3 : Basculement complet

- Une fois tous les tests validés, basculement complet vers le nouveau site.

- Mise en place d'une période de surveillance intensive post-déploiement.

### Phase 4 : Désactivation de l'ancien site

- Archivage de l'ancien site après une période de coexistence.

- Redirection de toutes les anciennes URL vers leurs équivalents sur le nouveau site.

## 2. Configuration de l'environnement de production

L'environnement de production a été configuré pour assurer performance, sécurité et fiabilité :

### Infrastructure

- Hébergement sur AWS (Amazon Web Services) pour sa scalabilité et sa fiabilité.

- Utilisation d'Elastic Beanstalk pour faciliter le déploiement et la gestion de l'application.

### Sécurité

- Mise en place de certificats SSL/TLS pour assurer des connexions HTTPS.

- Configuration d'un pare-feu applicatif web (WAF) pour protéger contre les attaques courantes.

- Utilisation d'AWS Identity and Access Management (IAM) pour gérer les accès.

### Performance

- Configuration d'un CDN (Amazon CloudFront) pour optimiser la distribution des assets statiques.

- Mise en place d'un système de mise en cache avec Redis pour améliorer les temps de réponse.

### Base de données

- Utilisation d'Amazon RDS pour PostgreSQL, configuré avec des sauvegardes automatiques et une réplication multi-AZ.

### Monitoring

- Configuration d'Amazon CloudWatch pour la surveillance des métriques et des logs.

- Mise en place d'alertes pour notifier l'équipe en cas de problèmes.

## 3. Gestion des mises à jour

La gestion des mises à jour est cruciale pour maintenir le site à jour et sécurisé :

### Processus de mise à jour

1. Développement et test des nouvelles fonctionnalités dans un environnement de développement.

2. Déploiement sur l'environnement de staging pour des tests approfondis.

3. Planification des mises à jour pendant les périodes de faible trafic.

4. Utilisation de scripts de migration pour les mises à jour de la base de données.

5. Déploiement sur production avec possibilité de rollback rapide en cas de problème.

### Gestion des dépendances

- Utilisation de npm pour gérer les dépendances du projet.

- Mise à jour régulière des packages pour bénéficier des dernières fonctionnalités et correctifs de sécurité.

- Tests automatisés pour s'assurer que les mises à jour ne cassent pas les fonctionnalités existantes.

## 4. Monitoring et maintenance

Un système de monitoring robuste a été mis en place pour assurer le bon fonctionnement continu du site :

### Outils de monitoring

- Utilisation de New Relic pour le monitoring des performances applicatives.

- Configuration de Sentry pour le suivi et la notification des erreurs en temps réel.

- Mise en place de Uptime Robot pour surveiller la disponibilité du site.

### Maintenance préventive

- Planification de fenêtres de maintenance régulières pour effectuer des mises à jour et des optimisations.

- Revue périodique des logs et des métriques pour identifier les problèmes potentiels avant qu'ils ne deviennent critiques.

### Plan de reprise d'activité

- Mise en place d'un plan de reprise d'activité (PRA) détaillé.

- Tests réguliers du PRA pour s'assurer de son efficacité.

### Support et assistance

- Mise en place d'un système de tickets pour gérer les demandes de support.

- Formation de l'équipe du zoo pour gérer les problèmes de premier niveau.

- Contrat de support avec des SLA définis pour les incidents critiques.

En conclusion, cette approche complète du déploiement et de la maintenance vise à assurer que le nouveau site web du Zoo Arcadia reste performant, sécurisé et fiable dans le temps, tout en permettant des mises à jour et des améliorations continues pour répondre aux besoins évolutifs du zoo et de ses visiteurs.

# V. Sécurité et performances

## 1. Mesures de sécurité implémentées

La sécurité du site web du Zoo Arcadia est une priorité absolue. Nous avons mis en place plusieurs mesures pour protéger les données des utilisateurs et l'intégrité du système :

### 1.1 Authentification et autorisation

- Utilisation de JSON Web Tokens (JWT) pour une authentification sécurisée et sans état.

- Mise en place d'un système de rôles (visiteur, employé, vétérinaire, administrateur) pour contrôler l'accès aux différentes parties de l'application.

- Stockage sécurisé des mots de passe avec hachage bcrypt.

### 1.2 Protection contre les attaques courantes

- Implémentation de la protection CSRF (Cross-Site Request Forgery) sur tous les formulaires sensibles.

- Utilisation de l'en-tête Content-Security-Policy pour prévenir les attaques XSS (Cross-Site Scripting).

- Configuration des en-têtes HTTP de sécurité (X-XSS-Protection, X-Frame-Options, etc.).

### 1.3 Sécurité des données

- Chiffrement des données sensibles en transit avec HTTPS.

- Utilisation de Prisma ORM qui fournit une protection native contre les injections SQL.

- Mise en place de sauvegardes régulières et chiffrées de la base de données.

### 1.4 Gestion des accès

- Implémentation du principe du moindre privilège pour les comptes utilisateurs.

- Journalisation de toutes les actions sensibles pour faciliter l'audit et la détection d'activités suspectes.

### 1.5 Sécurité du serveur

- Configuration d'un pare-feu applicatif (WAF) pour filtrer le trafic malveillant.

- Mises à jour régulières de tous les composants logiciels, y compris le système d'exploitation et les dépendances.

## 2. Optimisation des performances

Pour offrir une expérience utilisateur fluide et rapide, nous avons mis en œuvre plusieurs stratégies d'optimisation :

### 2.1 Optimisation du frontend

- Utilisation du code splitting avec Remix pour réduire la taille des bundles JavaScript.

- Mise en place du lazy loading pour les images, en particulier dans les galeries d'animaux.

- Minification et compression des assets (CSS, JavaScript, images).

### 2.2 Optimisation du backend

- Mise en cache des requêtes fréquentes avec Redis pour réduire la charge sur la base de données.

- Optimisation des requêtes SQL avec Prisma, notamment par l'utilisation judicieuse des relations et des includes.

### 2.3 Optimisation du réseau

- Utilisation d'un CDN (Content Delivery Network) pour la distribution des assets statiques.

- Mise en place de la compression Gzip pour réduire la taille des réponses HTTP.

### 2.4 Optimisation de la base de données

- Indexation appropriée des tables pour accélérer les requêtes fréquentes.

- Utilisation de requêtes optimisées et de jointures efficaces pour minimiser le temps de réponse.

### 2.5 Monitoring et amélioration continue

- Mise en place d'outils de monitoring des performances (New Relic, Datadog) pour identifier et résoudre rapidement les goulots d'étranglement.

- Réalisation de tests de charge réguliers pour s'assurer que le site peut gérer des pics de trafic.

## 3. Conformité RGPD

Le respect de la vie privée des utilisateurs et la conformité au Règlement Général sur la Protection des Données (RGPD) sont essentiels pour le Zoo Arcadia :

### 3.1 Collecte et traitement des données

- Mise en place d'une politique de confidentialité claire et accessible, détaillant la collecte et l'utilisation des données personnelles.

- Obtention du consentement explicite des utilisateurs pour la collecte de données non essentielles.

### 3.2 Droits des utilisateurs

- Implémentation de fonctionnalités permettant aux utilisateurs d'accéder, de modifier et de supprimer leurs données personnelles.

- Mise en place d'un processus pour répondre aux demandes d'accès et de suppression des données dans les délais légaux.

### 3.3 Sécurité des données

- Chiffrement des données personnelles sensibles dans la base de données.

- Mise en place de procédures pour notifier les autorités et les utilisateurs en cas de violation de données.

### 3.4 Rétention des données

- Définition et application de politiques de rétention des données, ne conservant les informations personnelles que pour la durée nécessaire.

### 3.5 Formation et sensibilisation

- Formation régulière de l'équipe du Zoo Arcadia sur les bonnes pratiques en matière de protection des données.

En conclusion, la sécurité, les performances et la conformité RGPD sont des aspects cruciaux du nouveau site web du Zoo Arcadia. Ces mesures visent non seulement à protéger les données des visiteurs et l'intégrité du système, mais aussi à offrir une expérience utilisateur rapide et fluide, tout en respectant les normes les plus strictes en matière de protection de la vie privée.

# Conclusion du Rapport

## Apports du projet

Ce projet m'a permis de :

- Approfondir mes connaissances en développement web moderne, notamment avec React et Remix.

- Améliorer mes compétences en gestion de projet et en communication avec les clients.

- Découvrir les défis spécifiques liés à la création d'une application pour un zoo, mêlant aspects techniques et considérations écologiques.

## Difficultés surmontées

Les principales difficultés rencontrées et surmontées incluent :

- L'intégration de nouvelles technologies comme Remix et Prisma, qui a nécessité une courbe d'apprentissage importante.

- La gestion des différents rôles d'utilisateurs et leurs autorisations, résolue par la mise en place d'un système d'authentification et d'autorisation robuste.

- L'optimisation des performances pour gérer un grand nombre d'images et de données, surmontée grâce à des techniques comme le lazy loading et l'utilisation d'un CDN.

Ces défis ont été surmontés grâce à une recherche approfondie, des tests itératifs et une collaboration étroite au sein de l'équipe de développement et avec le client.

## Perspectives futures

Pour l'avenir, je prévois de :

- Continuer à approfondir mes compétences en développement full-stack, en explorant davantage les possibilités offertes par Remix et d'autres frameworks modernes.

- Me concentrer sur l'amélioration de l'accessibilité et de l'internationalisation des applications web.

- Contribuer à des projets open source liés aux technologies utilisées dans ce projet, pour partager mes connaissances et apprendre de la communauté.

En conclusion, ce projet a été une expérience formatrice qui a consolidé mon intérêt pour le développement web et m'a préparé à affronter de nouveaux défis significatifs dans ma carrière professionnelle. Il a démontré l'importance de l'adaptabilité, de la communication claire et de l'apprentissage continu dans le domaine du développement web. La réalisation de ce projet pour le Zoo Arcadia m'a non seulement permis d'améliorer mes compétences techniques, mais aussi de comprendre l'impact positif que peut avoir une solution technologique bien conçue sur une organisation et ses utilisateurs.