Projet TATIA : Rapport :

Conception et implémentation d’un système de questions réponses en langue naturelle sur des données structurées avec système de reconnaissance vocale intégré

Les systèmes question/réponse sont des systèmes qui répondent à une question posée en langage naturel, par l’extraction d’une réponse précise à partir d’un corpus de documents. Le projet que nous avons réalisé ici s’appuie sur base *DBpedia* qui propose une version structurée et normalisée au format du web sémantique des contenus de *Wikipedia*. Le système que nous avons conçu requiert l’utilisation d’un **interpréteur Python** afin de permettre son exécution ainsi que d’une **connexion internet active** afin d’extraire les réponses de la base *DBpedia*. Le programme a en particulier été testé avec Python en **version 3.9 et 3.9.1**, le programme devrait cependant fonctionner sous des versions plus anciennes ou plus récentes de **Python 3**. De plus un certain nombre de packages Python supplémentaires doivent être installés sur la machine afin de permettre l’exécution du programme. Le nom des packages et les différentes commandes d’installation sont détaillés dans la section ci-après.

**Prérequis au lancement du programme**

En plus **d’un interpréteur Python et d’une connexion internet active,** des packages Python supplémentaires sont nécessaires au fonctionnement du code de ce projet. La liste ci-après contient le nom des packages à installer ainsi que la commande permettant son installation avec le gestionnaire de paquet ***PIP*** accompagné d’une brève description (nous reviendrons en détail sur le rôle concret des éléments apportés par ces packages dans notre projet plus tard dans ce rapport).

Les packages peuvent être installés séparément ou d’un seul coup avec les 2 lignes suivantes :

pip install spacy bs4 lxml deep-translator SpeechRecognition gtts pyglet PyAudio

+ python -m spacy download fr\_core\_news\_lg

**Packages indispensables pour le fonctionnement du projet :**

* [**Spacy** :](https://spacy.io/usage) pip install spacy

*SpaCy est une bibliothèque logicielle Python libre de traitement automatique des langues. Cette bibliothèque inclut par exemple des outils tels qu’un tokenizer ou un PoS tagger, mais a aussi pour grand avantage d’inclure un NER prenant en charge la langue française.*

* [***Modèles statistiques pré-entraînés en français pour Spacy :***](https://spacy.io/models/fr)

python -m spacy download fr\_core\_news\_lg ***(après installation de spacy!)***

*Installation d’un modèle français pré-entraînés pour Spacy permettant la prédiction des entités nommée et la détermination des dépendances syntaxiques. Il s’agit ici d’un réseau neuronal convolutif formé sur UD French Sequoia et WikiNER en français.*

***Note : un bug interne à numpy version 1.19.4 peut faire planter, dans ce cas revenir à la version 1.19.3 :*** pip uninstall numpy ***et*** pip install numpy==1.19.3

* [***Beautiful Soup 4:***](https://www.crummy.com/software/BeautifulSoup/bs4/doc/)pip install bs4

*Bibliothèque Python permettant d'extraire des données de fichiers HTML et XML.*

* [***Lxml:***](https://lxml.de/installation.html)pip install lxml

*Bibliothèque permettant le traitement de XML et HTML dans le langage Python.*

* [***Deep Translator:***](https://pypi.org/project/deep-translator/)pip install deep-translator

*Bibliothèque permettant la traduction entre différentes langues de manière simple en utilisant plusieurs traducteurs.*

**L’installation de tkinter est nécessaire à l’affichage de l’interface graphique (gui) :** le package est normalement inclus nativement avec Python mais si ce n’est pas le cas, exécuter sudo apt-get install python3-tk sous Linux / Ubuntu si besoin

**Packages nécessaires aux fonctionnalités vocales :**

* [***Speech Recognition:***](https://www.crummy.com/software/BeautifulSoup/bs4/doc/)pip install SpeechRecognition

*Permet la transformation de phrases orales en texte écrit*

* [***gTTS:***](https://lxml.de/installation.html)pip install gtts

*Permet la transformation de texte écrit en fichier mp3*

* [***Pyglet:***](https://pypi.org/project/deep-translator/)pip install pyglet

*Permet la lecture de fichier mp3*

* [***PyAudio:***](https://www.crummy.com/software/BeautifulSoup/bs4/doc/)pip install PyAudio sudo apt-get install python-tk

Outils assurant divers traitements audios nécessaires au fonctionnement de certaines fonctionnalités de reconnaissance vocale du projet

**Note concernant l’installation de PyAudio :**

Dans certains cas l’installation de PyAudio avec la commande *« pip »* peut s’avérer capricieuse, en particulier avec des versions récentes de Python et/ou de la commande *pip*. On notera ici deux solutions qui devraient permettre la résolution de ce problème selon le système d’exploitation utilisé.

Avec **Windows** les deux commandes suivantes devraient permettre la bonne installation de PyAudio : pip install pipwin suivi de pipwin install pyaudio

Sous Linux (**Ubuntu)** les deux commandes suivantes devraient permettre la bonne installation de PyAudio : sudo apt-get install -y portaudio19-dev suivi de pip install PyAudio.

Si une erreur persite executer sudo apt-get install python3.9-dev et réessayer d’installer PyAudio.

*Note : Il est possible d’exécuter le programme sans bénéficier des fonctionnalités liées à la reconnaissance ou la lecture vocale. L’installation des packages cités dans cette dernière partie ne sont alors pas nécessaires. Se reporter à la section «****configuration du projet****» plus loin dans ce rapport.*

**Choix de Spacy**

Le système de question/réponse que nous avons conçu s’appuie principalement sur les outils apportés par la bibliothèque **Spacy**. Nous avons effectué le choix de Spacy pour plusieurs raisons. Tout d’abord nous souhaitions concevoir notre système en français et Spacy possède des modèles statistiques dans cette langue ainsi qu’un support natif du *Named-Entities Recognition (****NER****)* pour le français ce qui n’est pas le cas de ces principaux concurrents comme NLTK. De plus les algorithmes de tokenization utilisées dans la bibliothèque Spacy sont efficaces et rapides et la bibliothèque utilise une approche orientée objet facilement lisible. De plus certaines fonctionnalités tels qu’un support de la méthode d’apprentissage « word embedding » sont présentes avec Spacy alors qu’elles ne sont par exemple pas supportées par NLTK.

**Fonctionnement global du traitement question / réponse :**

**Cette introduction a pour but d’expliciter de manière générale le fonctionnement du programme que nous avons conçu avant d’entrer plus en détail dans le rôle de chaque fonction. Le rôle général du système de question / réponse que nous avons conçue consiste à prendre une question saisie par l’utilisateur en entrée et à afficher une réponse à cette question en sortie.**

**La 1ère étape consiste donc à extraire de la question posée les éléments qui peuvent nous permettre d’effectuer une requête capable d’afficher la réponse.** Pour cela nous nous sommes principalement appuyés sur des méthodes découlant d’une analyse lexicale (**tokenization**), d’un étiquetage morpho-syntaxique (**POS tagging** [part-of-speech tagging]) et sur une reconnaissance d'entités nommées (**NER** [named-entity recognition]). Ces différentes étapes nous permettent, par exemple, d’extraire les mots-clés les plus importants dans la question (fonction **get\_hotwords**). Afin d’identifier le type de questions posées et de récupérer les éléments nécessaires pour effectuer notre requête nous nous sommes également appuyés sur l’utilisation **d’expressions régulières associés à l’analyse NER** de la question (**fonction exp\_reg**). Cette étape nous permet d’identifier le type de recherche induite par la question (personne, lieu, date, etc) et de conserver les seuls mots nécessaires à l’exécution de la requête.

**La 2ème étape consiste à identifier la page dbpedia sur laquelle se trouve la réponse que l’on recherche.** Afin de pouvoir identifier précisément le nom de la page recherchée on se base sur le mot-clé principal identifié lors de l’étape précédente dans la question et on utilise l’API **DBpedia Lookup** qui nous renvoie le label précis de la page dbpedia correspondant à ce mot-clé (fonction **lookup\_keyword**). L’API nous permet ainsi d’effectuer une requête http renvoyant une page xml associé au mot-clé recherché et grâce à la bibliothèque *BeautifulSoup4* et au parser inclus dans la bibliothèque *Lxml*, on récupère le label exact nous permettant d’accéder à la page dbpedia contenant l’information recherchée. L’API fonctionnant en anglais, on utilise une étape de traduction intermédiaire sur le mot-clé de la question (français vers anglais).

**Note importante : *Nous avons malheureusement fait face à un problème inattendu à cette étape ayant fortement impacté le projet sur lequel nous travaillons. En effet nous utilisions depuis le début l’API suivante :*** [***https://lookup.dbpedia.org/api/search/KeywordSearch***](https://lookup.dbpedia.org/api/search/KeywordSearch) ***(***[***https://github.com/dbpedia/lookup***](https://github.com/dbpedia/lookup)***) qui semble avoir rencontré de forts dysfonctionnements à partir de fin décembre la rendant inutilisable.***

![](data:image/png;base64,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)

***En conséquence nous avons décidé de changer l’API utilisée :***

[***http://akswnc7.informatik.uni-leipzig.de/lookup/api/search***](http://akswnc7.informatik.uni-leipzig.de/lookup/api/search) ***(***[***https://github.com/dbpedia/dbpedia-lookup***](https://github.com/dbpedia/dbpedia-lookup)***)***

***Le programme continue avec cette nouvelle API de fonctionner globalement de la façon dont nous l’avions conçu mais cela a impacté la dernière ligne droite du projet ainsi que quelques recherches par mot-clé lors de cette étape qui s’effectuaient correctement avec l’API initialement utilisée mais pas avec celle-ci (par exemple le mot-clé « Marseille » de type ville renvoyé bien le label correspondant à la page dbpedia de la ville sur la première API mais pas sur la nouvelle, nous avons cependant implémenté de nouvelles solutions pour régler ou contourner ces problèmes lorsque cela été possible).***

**La 3ème étape consiste à exécuter une requête SPARQL sur la page dbpedia identifiée afin de récupérer la donnée correspondant à la réponse à la question.** Pour effectuer cette requête on s’appuie sur la page dbpedia identifié à l’étape précédente ainsi qu’aux autres mots-clés que l’on avait extrait de la question et qui nous permettent de savoir quelles données extraire de la page dbpedia. La requête elle-même est effectuée en se servant la fonction **« query »** directement via [l’interface dbpedia](https://dbpedia.org/sparql) et la formulation de la requête en se servant des mots-clés et de la page précédemment identifiée est effectuée par les fonctions « **requete\_dbpedia** » ou « **requete\_dbpedia\_multiple** » selon le type de réponse attendue (une seule réponse ou plusieurs réponses [par exemple si on cherche des créateurs pour un site web il peut y en avoir plusieurs mais si on cherche le roi d’un pays il n’y en a qu’un, cela dépend donc du type de la question]).

**Enfin la dernière étape consiste simplement à renvoyer le résultat de la requête qui devrait répondre à la question posée initialement par l’utilisateur.**

**Configuration du projet :**

Il est laissé à l’utilisateur du code de ce projet la possibilité d’effectuer quelques paramétrages afin d’activer ou de désactiver certaines fonctionnalités. Pour cela l’utilisateur doit se reporter à la fonction « **main** » du code contenu dans le fichier Python (à la fin) et configurer les différents booléens pré-configurés soit sur « **True** » soit sur « **False** » selon la configuration désirée. La liste des différents booléens configurables et des conséquences associées est la suivante :

**gui : *True*** pour activer **l’interface graphique*, False*** pour afficher les entrées et sorties dans **la** ***console*** de façon purement **textuelle** sans mise en forme

**vocal : *True*** pour activer **les fonctionnalités de reconnaissance et de lecture vocale*, False*** pour désactiver toutes fonctionnalités vocales (*Note : Il n’est pas possible d’activer les fonctionnalités vocales dans le cas où l’interface graphique est désactivée).*

**exemple\_questionsxml: *True*** pour afficher et répondre par défaut aux exemples de questions contenues dans le jeu de donnée « *questions.xml* » dès le début du programme sans action de l’utilisateur (lorsque les questions sont toutes traitées la main est donné à l’utilisateur afin qu’il puisse entrer ses propres questions)***,*** configurez ***False*** pour ne pas traiter ce jeu de donnée par défaut.

**exemple\_autres:** Même principe que ci-dessus mais pour des exemples autres que ceux du jeu de donnée « *question.xml* »

**Type de questions prises en compte dans notre programme :**

Question de type « qui est… (nom de personne » -> renvoi une description générale de la personne, « qui est le président / maire de … (nom de pays / ville) » -> renvoi nom du président, etc.

*Note : les réponses renvoyées correspondent aux données présentes dans la base dbpedia et ne sont pas forcément à jour.*

**Détail du programme par fonctions :**

**affichage\_reponse**

**reponse(*question*)**

**exp\_reg(*question*)**

**query(*q, epr*)**

**lookup\_keyword(*requete, type, translate=True*)**

**json\_load(*requete, predicate, entity\_of\_type*)**

**requete\_dbpedia[\_multiple](*requete, predicate, entity\_of\_type="dbo"*)/get\_abstract(*requete*)**

* Token : permet de tokenizer la phrase
* etc (pour chaque fonction).

**Difficultés rencontrées :**

Créer des expressions régulières ou autre qui sont assez générales pour prendre en compte un large spectre de questions.

**Evaluation de notre système :**

Recall, précision, F-measure (voir dernier TP)