**Java Servlet Technology**

Java Servlet技术使用请求 - 响应编程模型在Web应用程序中提供动态的面向用户的内容。

# 什么是Servlet?

servlet是一种Java编程语言类，用于扩展托管应用程序的服务器的功能，这些应用程序使用请求 - 响应编程模型来访问。虽然servlet可以响应任何类型的请求，但它们通常用于扩展由Web服务器托管的应用程序。对于这样的应用程序，Java Servlet技术定义了HTTP特定的servlet类。

javax.servlet和javax.servlet.http包提供用于编写​​servlet的接口和类。所有servlet都必须实现Servlet接口，它定义了生命周期方法。实现通用服务时，可以使用或扩展Java Servlet API提供的GenericServlet类。HttpServlet类提供了诸如doGet和doPost等方法来处理特定于HTTP的服务。

# Servlet生命周期

servlet的生命周期由其部署在的容器来控制。当请求映射到servlet时，容器将执行以下步骤。

1. 如果servlet的实例不存在，则Web容器：
   1. 加载servlet类
   2. 创建servlet类实例
   3. 通过调用init方法来初始化servlet实例（初始化包含在Creating and Initializing a Servlet中）
2. 容器调用service方法，传递request和response对象。service方法在Writing Service Methods中讨论。

如果需要删除servlet，容器通过调用servlet的destroy方法来最终回收servlet。有关更多信息，请参阅Finalizing a Servlet。

## 处理Servlet生命周期事件

你可以通过定义监听器对象来监听和响应servlet的生命周期事件，该监听器对象的方法会在servlet生命周期事件发生时被调用。要使用这些监听器对象，必须定义并指定监听器类。

### 定义监听器类

你定义了一个监听器类作为listener接口的实现。下表列举了可以被监听的事件，以及必须实现的对应接口。当调用一个监听器方法时，它传递会一个包含与事件相关的信息的事件。例如，一个HttpSessionEvent会被传递给在HttpSessionListener接口中的方法，HttpSessionEvent包含了一个HttpSession

Servlet生命周期事件

| **Object** | **Event** | **Listener Interface and Event Class** |
| --- | --- | --- |
| Web context | Initialization and destruction | javax.servlet.ServletContextListener and ServletContextEvent |
| Web context | Attribute added, removed, or replaced | javax.servlet.ServletContextAttributeListener and ServletContextAttributeEvent |
| Session | Creation, invalidation, activation, passivation, and timeout | javax.servlet.http.HttpSessionListener, javax.servlet.http.HttpSessionActivationListener, and HttpSessionEvent |
| Session | Attribute added, removed, or replaced | javax.servlet.http.HttpSessionAttributeListenerand HttpSessionBindingEvent |
| Request | A servlet request has started being processed by web components | javax.servlet.ServletRequestListener and ServletRequestEvent |
| Request | Attribute added, removed, or replaced | javax.servlet.ServletRequestAttributeListener and ServletRequestAttributeEvent |

使用@WebListener注解来定义一个监听器，来获取特定Web应用程序中context。用@WebListener注解的类必须实现以下接口之一：

javax.servlet.ServletContextListener

javax.servlet.ServletContextAttributeListener

javax.servlet.ServletRequestListener

javax.servlet.ServletRequestAttributeListener

javax.servlet..http.HttpSessionListener

javax.servlet..http.HttpSessionAttributeListener

例如，以下代码片段定义了一个实现其中两个接口的监听器：

import javax.servlet.ServletContextAttributeListener;

import javax.servlet.ServletContextListener;

import javax.servlet.annotation.WebListener;

@WebListener()

public class SimpleServletListener implements ServletContextListener,

ServletContextAttributeListener {

...

## 处理Servlet错误

当servlet执行时，可能会发生任何一个异常。发生异常时，Web容器生成一个包含以下消息的默认页面：

A Servlet Exception Has Occurred

但是您也可以指定容器应该返回给定异常的特定错误页面。

# 共享信息

Web组件与大多数对象一样，通常可以与其他对象一起工作来完成任务。 Web组件可以通过执行以下操作来实现。

* 使用私有帮助对象（例如，JavaBeans组件）。
* 共享作为公共域属性的对象。
* 使用数据库
* 调用其他web资源。Java Servlet 技术机制允许一个web组件调用其他的web资源。（在Invoking Other Web Resources有讲述）

## 使用域对象

协作的web组件通过作为四个作用域对象属性的对象来共享信息。你可以使用表示域的类的getAttribute和setAttribute方法来访问这些属性。下表列举了这些域对象。

| **Scope Object** | **Class** | **Accessible From** |
| --- | --- | --- |
| Web context | javax.servlet.ServletContext | Web components within a web context. See [Accessing the Web Context](https://docs.oracle.com/javaee/7/tutorial/servlets008.htm#BNAGL). |
| Session | javax.servlet.http.HttpSession | Web components handling a request that belongs to the session. See [Maintaining Client State](https://docs.oracle.com/javaee/7/tutorial/servlets009.htm#BNAGM). |
| Request | Subtype of javax.servlet.ServletRequest | Web components handling the request. |
| Page | javax.servlet.jsp.JspContext | The JSP page that creates the object. |

## 控制共享资源并发访问

在多线程服务器中，可以并发访问共享资源。除了范围对象属性之外，共享资源还包括内存中的数据，例如实例或类变量，以及外部对象，如文件，数据库连接和网络连接。

并发访问可能会在几种情况下出现。

* 多个Web组件访问存储在Web上下文中的对象。
* 多个Web组件访问存储在会话中的对象。
* Web组件中的多个线程访问变量实例。Web容器通常会为每一个请求创建一个线程来处理。为了确保servlet实例一次只处理一个请求，servlet可以实现SingleThreadModel接口。如果一个servlet实现了这个接口，那么在servlet的service方法中并不会同时执行两个线程。Web容器可以通过同步对servlet的单个实例的访问或通过维护Web组件实例池并将每个新请求分派到空闲实例来实现此保证。此接口不会阻止Web组件访问共享资源（如静态类变量或外部对象）导致的同步问题。

当资源可以同时访问时，它们可以以不一致的方式使用。您可以通过使用http://docs.oracle.com/javase/tutorial/essential/concurrency/中的线程课程中描述的同步技术来控制访问来防止这种情况。

# 创建并初始化一个Servlet

在Web应用程序使用@WebServlet注解来定义一个servlet组件。此注解在一个类上指定，并包含有关正在声明的servlet的元数据。注解的servlet必须至少指定一个URL模式。这可以通过在注解上使用urlPatterns或value属性来完成。所有其他属性都是可选的，都有默认设置。当注解唯一的属性是URL时，使用value属性。否则，当使用其他属性时，使用urlPatterns属性。

使用@WebServlet注解的类必须继承javax.servlet.http.HttpServlet类。例如，以下代码片段使用URL模式/report定义了一个servlet：

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

@WebServlet("/report")

public class MoodServlet extends HttpServlet {

...

Web容器在加载和实例化servlet类之后以及从客户端递送请求之前初始化一个servlet。要自定义此进程以允许servlet读取持久配置数据，初始化资源并执行任何其他一次性活动，您可以覆盖Servlet接口的init方法，也可以指定@WebServlet注解的initParams属性。initParams属性包含@WebInitParam注解。如果无法完成初始化过程，则servlet会抛出一个UnavailableException。

使用初始化参数提供特定servlet所需的数据。相比之下，上下文参数提供了可用于Web应用程序的所有组件的数据。

# 编写Service方法

Servlet提供的服务是在GenericServlet中的service方法，在一个HttpServlet对象的doMethod方法（Method可以是Get，Delete，Options，Post，Put或Trace中的一个），或者由实现Servlet接口的类定义的任何其他协议特定方法中来实现。Service方法是servlet中用来为任何方法来给一个客户端提供服务。service方法的一般模式是从请求中提取信息，访问外部资源，然后根据该信息填充响应。对于HTTP servlet，填写响应的正确过程是执行以下操作：

1. 从response中获取一个输出流
2. 填写响应头
3. 在输出流中写入主体内容

在提交响应之前，必须始终设置响应头。Web容器将在响应提交后忽略任何设置或添加头信息的尝试。接下来的两节介绍如何从请求中获取信息并生成响应。

## 从请求中获取信息

一个request包含在客户端和servlet之间传递的数据。所有的request都实现ServletRequest接口。该接口定义了访问以下信息的方法：

* 参数，通常用于在客户端和servlet之间传递信息
* 对象值属性，通常用于在Web容器和servlet之间或协作servlet之间传递信息
* 关于用于通信请求的协议以及涉及到客户端和服务器的请求的信息
* 与本地化有关的信息

您还可以从request中检索输入流，并手动解析数据。要想读取字符数据，使用由request的getReader方法返回的BufferedReader对象。要想读取二进制数据，使用getInputStream方法返回的ServletInputStream对象。

HTTP servlet被传递一个HTTP request对象，HttpServletRequest，它包含了请求的URL，HTTP头，查询字符串，等等。一个HTTP 请求URL包好一下部分。

http://[*host*]:[*port*][*request-path*]?[*query-string*]

请求路径（request-path）进一步由以下元素组成。

* **Context Path**：由一个正斜杠（/）与servlet的web程序的根contenxt连接
* **Servlet path**：这个路径部分与这次请求激活的组件别名相对应。此路径以正斜杠（/）开头。
* **Path Info：这个**请求路径的一部分不是context路径或servlet路径的一部分。

您可以使用HttpServletRequest接口的getContextPath，getServletPath和getPathInfo方法来访问此信息。除了request URI和路径部分之间的URL编码差异外，request URI始终由context路径加上servlet路径加上路径信息组成。

查询字符串由一组参数和值组成。通过使用getParameter方法从请求中检索各个参数。这有两种生成查询字符串的方式。

* 查询字符串可以显式地显示在网页中。
* 当提交具有GET HTTP方法的表单时，将查询字符串附加到URL。

## 构建响应

一个response包含在服务器和客户端之间传递的数据。所有response都实现了ServletResponse接口。此接口定义了允许您执行以下操作的方法。

* 检索用于向客户端发送数据的输出流。要发送字符数据，使用response的getWriter方法返回的PrinteWriter对象。要在多用途因特网邮件扩充（MIME）响应中发送二进制数据，使用getOutputStream方法返回的ServletOutputStream对象。要混合二进制和文本数据，如在多部分响应中，使用ServletOutputStream并手动管理字符部分。
* 使用setContentType(String)方法指定response返回的内容类型（如，text/html）。这个方法必须在响应提交前调用。内容类型名称的注册表由互联网号码分配机构（IANA）保存，网址为<http://www.iana.org/assignments/media-types/>。
* 指示是否使用setBufferSize（int）方法缓冲输出。默认情况下，写入输出流的任何内容都将立即发送到客户端。缓冲允许在将任何内容发回客户端之前写入内容，从而为servlet提供更多的时间来设置适当的状态代码和响应头，或转发到另一个Web资源。这个方法必须在任何内容被写入或者在响应提交前。
* 设置本地化信息，如区域设置和字符编码。有关详细信息，请参见第20章“国际化和本地化Web应用程序”。

HTTP response对象javax.servlet.http.HttpServletResponse具有表示HTTP标头的字段，如下所示。

* 状态码，用于指示请求不满足或请求被重定向的原因。
* Cookies，用于在客户端存储应用程序特定的信息。有时，cookies用于维护用于跟踪用户会话的标识符（请参阅“会话跟踪”）。

# 过滤请求和响应

一个过滤器是一个可以转换请求或响应头和内容（或两者）的对象。过滤器不同于Web组件，因为过滤器通常不会创建响应。相反，过滤器提供可以“附加”到任何类型的Web资源的功能。因此，过滤器不应具有与作为过滤器作用的Web资源的任何依赖关系; 这样，它可以由多种类型的网络资源组成。

过滤器可以执行的主要任务如下。

* 查询请求并相应地执行。
* 阻止请求/响应对进一步传递。
* 修改请求头和数据。您可以通过提供自定义版本的请求来执行此操作。
* 修改响应头和数据。您可以通过提供自定义版本的响应来实现。
* 与外部资源交互。

过滤器的应用包括验证，日志，图像转换，数据压缩，加密，分解字符串，XML转换等。

你可以配置一个web资源，由特定顺序的零个，一个或者多个过滤器组成的过滤链来过滤。当包含组件的Web应用程序被部署时，该过滤链被指定，并且低昂web容器加载组件时，它被实例化。

## 过滤器编程

过滤API由javax.servlet包中的Filter，FilterChain和FilterConfig接口定义。您可以通过实现Filter接口定义一个过滤器。

使用@WebFilter注解来定义Web应用程序中的过滤器。此注解在类上指定，并包含有关正在声明的过滤器的元数据。注解的过滤器必须至少指定一个URL模式。这可以通过在注解上使用urlPatterns或value属性来完成。所有其他属性都是可选的，都有一个默认设置。当注解上唯一的属性是URL模式时，使用value属性;当其他属性也被使用时，使用urlPatterns属性。

使用@WebFilter注解注解的类必须实现javax.servlet.Filter接口。

要向过滤器添加配置数据，请指定使用@WebFilter注解的initParams属性。该initParams在属性包含一个@WebInitParam注解。以下代码片段定义了一个过滤器，指定了一个初始化参数：

import javax.servlet.Filter;

import javax.servlet.annotation.WebFilter;

import javax.servlet.annotation.WebInitParam;

@WebFilter(filterName = "TimeOfDayFilter",

urlPatterns = {"/\*"},

initParams = {

@WebInitParam(name = "mood", value = "awake")})

public class TimeOfDayFilter implements Filter {

...

Filter接口中最重要的方法是doFilter，它有三个参数，分别是request，response和filter chain对象。此方法可以执行以下操作。

* 检查请求头
* 自定义请求对象，如果过滤器希望修改请求头或数据。
* 自定义响应对象，如果过滤器希望修改响应头或数据。
* 调用过滤器链中的下一个实体。如果当前的过滤器是以目标为Web组件或静态资源结束的链中的最后一个过滤器，那么下一个实体是链末尾的资源; 否则，它是在WAR中配置的下一个过滤器。过滤器通过调用链对象上的doFilter方法来调用下一个实体，并传入被调用的请求和响应或它可能创建的包装版本为参数。或者过滤器可以通过不调用下一个实体来阻止请求。在后一种情况下，过滤器负责填写响应。
* 在链中调用下一个过滤器后，检查响应头。
* 抛出异常以指示处理中的错误。

除了doFilter，你还必须实现init和destroy方法。当过滤器被实例化时，容器调用init方法。如果你想将初始化参数传递给过滤器，则可以从传递给init的FilterConfig对象中检索它们。

## 自定义请求和响应编程

过滤器有许多方法来修改请求或响应。例如，过滤器可以向请求添加属性，或者可以在响应中插入数据。

过滤器要修改一个响应，那么它通常必须在响应返回客户端前前捕获它。为此，您将一个备用流传递给生成响应的servlet。备用流阻止servlet在完成时关闭原始响应流，并允许过滤器修改servlet的响应。

要将这个备用流传递给servlet，过滤器将创建一个响应包装器，它重写getWriter或getOutputStream方法以返回此备用流。包装器被传递给过滤器链的doFilter方法。包装方法默认调用到包装的请求或响应对象。

要重写请求方法，将请求包装在一个继承ServletRequestWrapper或HttpServletRequestWrapper的对象中。要重写响应方法，将响应包装在一个继承了ServletResponseWrapper 或者HttpServletResponseWrapper的对象中.

## 指定过滤器映射

Web容器使用过滤器映射（filter mappings）来决定如何将过滤器应用于Web资源。一个过滤器映射通过名称匹配一个过滤器到一个web组件，或者通过URL模式到一个web资源。过滤器按照过滤器映射在WAR的过滤器映射列表中显示的顺序来调用。你可以在部署描述文件中为一个WAR指定一个过滤器映射列表，通过使用NetBeans IDE或使用XML编写该列表。

如果要将每个请求记录到Web应用程序，请将命中计数器过滤器映射到URL模式/ \*。

您可以将过滤器映射到一个或多个Web资源，并且可以将多个过滤器映射到一个Web资源。这在图17-1中示出，其中过滤器F1被映射到servlets S1，S2和S3;过滤器F2映射到servlet S2;并且滤波器F3被映射到servlets S1和S2。

![](data:image/png;base64,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)

回想一下，filter chain是传递给过滤器的doFilter方法的对象之一。该链通过过滤器映射间接形成。链中过滤器的顺序与过滤器映射在Web应用程序部署描述符中显示的顺序相同。

当过滤器映射到servlet S1时，Web容器调用F1的doFilter方法。S1的过滤器链中每个过滤器的doFilter方法通过前一个过滤器的chain.doFilter方法来调用。因为S1的过滤器链包含过滤器F1和F3，所以F1调用chain.doFilter调用过滤器F3的doFilter方法。当F3的doFilter方法完成时，控制返回到F1的doFilter方法。

### 使用NetBeans IDE来指定过滤器映射

1. 在Project选项卡中展开应用程序的项目节点。
2. 展开project下的Web Pages 和 WEB-INF节点。
3. 双击web.xml。
4. 点击编辑器窗口上的Filters。
5. 展开编辑器窗口中的Servelt Filters节点。
6. 点击Add Filter Element通过名称或者URL去映射一个过滤器到一个web资源上
7. 在Add Servlet Filter 对话窗口，在Filter Name字段输入过滤器的名称
8. 点击Browse找到过滤器应用到的servlet类。

您可以包含通配符，以便您可以将过滤器应用于多个servlet。

1. 点击OK
2. 要限制过滤器如何应用于请求，请按照下列步骤操作。
   1. 展开Filter Mappings节点
   2. 从过滤器列表中选择过滤器
   3. 点击Add
   4. 在Add Filter Mapping对话窗口，选择以下dispatcher类型之一：

* REQUEST: 只有当请求直接来自客户端时
* ASYNC：只有异步请求来自客户端
* FORWARD: 只有当请求被转发到组件时（请参阅Transferring Control to Another Web Component）
* INCLUDE：只有当请求被包含的组件处理时（请参阅Including Other Resources in the Response）
* ERROR：只有当使用错误页面机制处理请求时（请参阅Handling Servlet Errors）

您可以通过选择多个dispatcher类型来指示过滤器应用于上述情况的任何组合。如果没有指定类型，默认选项为REQUEST。

# 调用其他Web资源

Web组件可以间接和直接地调用其他Web资源。一个 Web组件间接调用其他的web资源，通过在返回给客户端的内容中嵌入一个指向其他web组件的URL。当它正在执行时，Web组件直接调用另一个资源，通过包含另一个web组件的内容或者转发请求到另一个资源中。

要调用运行Web组件的服务器上可用的资源，必须首先使用getRequestDispatcher（“URL”）方法获取一个RequestDispatcher对象。您可以从一个request或Web context中获取RequestDispatcher对象; 然而，两种方法的行为略有不同。该方法将所请求资源的路径作为参数。Request可以机诶搜一个相对路径（也就是，一个不以/开头的路径），但是web context需要一个绝对路径。如果资源不可用或服务器尚未为该类型的资源实现RequestDispatcher对象，则getRequestDispatcher将返回null。您的servlet应该准备好处理这种情况。

## 在response中包含其他资源

在Web组件返回的响应中，包含其他Web资源（例如横幅内容或版权信息）通常是有用的。要包含另一个资源，调用RequestDispatcher对象的include方法：

include(request, response);

如果资源是静态的，这个include方法启用程序化服务端include。如果资源是一个web组件，这个方法的作用是发送请求到这个包含的web组件中，执行Web组件，然后将在所包含的servlet中的响应的执行结果包含在内。一个包含的Web组件可以访问该请求对象，但是它对该响应对象可以做什么有限。

* 它可以写入响应的正文并提交响应。
* 它不能设置头或调用任何影响响应标头的方法，如setCookie。

## 转交控制权给另一个web组件

在某些应用程序中，您可能希望有一个Web组件对请求进行初步处理，并使另一个组件生成响应。例如，您可能希望部分地处理请求，然后根据请求的性质转移到另一个组件。

要将控制权转发到另一个Web组件，可以调用RequestDispatcher的forward方法。当转发请求时，请求的URL被设置为转发页面的路径。原始URI及其组成部分保存为以下请求属性：

javax.servlet.forward.request\_uri

javax.servlet.forward.context\_path

javax.servlet.forward.servlet\_path

javax.servlet.forward.path\_info

javax.servlet.forward.query\_string

forward方法将回复用户的责任给了另一个资源。如果您已经在servlet中访问了ServletOutputStream或PrintWriter对象，则不能使用此方法;这样做会引发IllegalStateException。

# 访问Web Context

Web组件执行的上下文是一个实现ServletContext接口的对象。您可以使用getServletContext方法检索Web context。 Web context提供了以下访问的方法

* 初始化参数
* 与Web context相关联的资源
* 对象值属性
* 日志功能

计数器的访问方法是同步的，以防止并发运行的servlet执行不兼容的操作。过滤器使用context的getAttribute方法检索计数器对象。计数器的递增值记录在日志中。

# 维持客户端状态

许多应用程序要求来自客户端的一系列的相互联系的请求。例如，Web应用程序可以跨请求保存用户购物车的状态。基于Web的应用程序负责维护这种状态，这被称为会话（session），因为HTTP是无状态的。为了支持一个需要维持状态的应用程序，Java Servlet技术提供了一个用于管理会话的API，并实现了允许会话的几种机制。

## 访问一个会话

会话由HttpSession对象表示。通过调用request对象的getSession方法来访问会话。此方法返回与此request相关联的当前会话;或者，如果request没有会话，则此方法创建一个会话。

## 将对象与会话相关联

您可以按名称将对象值属性与会话相关联。这些属性可以由属于相同Web context的任何Web组件访问，并且可以由相同会话的任一个request来处理。

回想一下，您的应用程序可以通知Web context和session的监听器对象servlet生命周期事件（请看处理Servlet生命周期事件）。您还可以通知对象与某个会话关联的某些事件，例如以下情况。

* 对象在一个session中被添加或者删除时。要接收此通知，您的对象必须实现javax.servlet.http.HttpSessionBindingListener接口。
* 当连接对象的session将被钝化或激活时。一个session会被钝化或激活，当它在虚拟机中被移动或者被保存并且从持久化存储中被恢复时。要接收此通知，您的对象必须实现javax.servlet.http.HttpSessionActivationListener接口。

## 会话管理

因为HTTP客户端无法表明它不再需要会话，所以每个会话都有一个关联的超时时间，以便它的资源可以被回收。可以通过使用会话的getMaxInactiveInterval和setMaxInactiveInterval方法来访问超时时间。

* 为了确保活动会话没有超时，您应该通过使用service方法定期访问会话，因为这会重置会话的生存时间计数器。
* 特定客户端交互完成后，您可以使用会话的invalidate方法来使服务器端的会话无效，并删除任何会话数据。

### 使用NetBeans IDE设置会话超时时间

要使用NetBeans IDE在部署描述符中设置超时时间，请按照下列步骤操作。

1. 打开项目如果你还没有打开的话
2. 在“Projects”选项卡中展开项目的节点。
3. 展开项目节点下的“Web Pages” 和 “WEB-INF”节点。
4. 双击web.xml
5. 点击编辑器上部的General
6. 在Session Timeout字段，输入一个整数值

整数值表示会话超时之前必须通过的不活动分钟数。

## 会话追踪

为了将会话与用户相关联，Web容器可以使用多种方法，所有这些方法都涉及在客户端和服务器之间传递标识符。该标识符可以作为cookie保存在客户端上，或者Web组件可以在返回给客户端的每个URL中包括标识符。

如果您的应用程序使用会话对象，则必须确保通过在客户端关闭Cookie时使应用程序重写URL来启用会话跟踪。您可以通过在servlet返回的所有URL上调用response的encodeURL（URL）方法来执行此操作。该方法仅在Cookie被禁用时才在URL中包含的session ID;否则，该方法返回URL不变。

# 终结一个Servlet

Web容器可能会决定servlet应该从服务中删除（比如，当一个容器想要回收内存资源或者当它准备关闭的时候）。在这种情况下，容器调用Servlet接口的destroy方法。在此方法中，您可以释放servlet正在使用的任何资源，并保存任何持久状态。destroy方法释放在init方法中创建的数据库对象。

一个servlet的service方法应该在servlet移除的时候全部结束。服务器尝试通过仅在当所有的服务请求已经返回，或者在服务器指定宽限期之后，才调用destrou方法来确保这点。如果你的servlet操作可能运行的比服务器宽限时间更久的话，那么在调用destroy方法时，操作仍然可以运行。您必须确保任何线程仍处理客户端请求完成。

本节的其余部分将介绍如何执行以下操作。

* 跟踪当前运行service方法的线程数。
* 通过使用destroy方法提醒长时间运行的线程，关闭操作在等待它们的完成，以此提供一个干净的关机。
* 长时间运行的方法定期检查关机，如有必要，停止工作，清理并返回。

## 跟踪服务请求

要跟踪服务请求，请在servlet类中包含一个计算正在运行的service方法数的字段。该字段应该具有同步访问方法来递增，递减并返回其值：

public class ShutdownExample extends HttpServlet {

private int serviceCounter = 0;

...

// Access methods for serviceCounter

protected synchronized void enteringServiceMethod() {

serviceCounter++;

}

protected synchronized void leavingServiceMethod() {

serviceCounter--;

}

protected synchronized int numServices() {

return serviceCounter;

}

}

Service方法应当每次在进入方法的时候递增service counter，并且应当怎每次方法返回的时候递减counter。这是几种您的HttpServlet子类应该重写service方法的情景之一。新方法应该调用super.service来保留原始service方法的功能：

protected void service(HttpServletRequest req,

HttpServletResponse resp)

throws ServletException,IOException {

enteringServiceMethod();

try {

super.service(req, resp);

} finally {

leavingServiceMethod();

}

}

## 提醒方法关闭

为了确保清洁关机，你的destroy方法不应该释放任何共享资源，直到所有的服务请求全部完成。这样做的一部分就是检查service counter。另一部分是去提醒长时间运行的方法，现在是关闭的时间了。对于此通知，需要另一个字段。该字段应具有通常的访问方式：

public class ShutdownExample extends HttpServlet {

private boolean shuttingDown;

...

//Access methods for shuttingDown

protected synchronized void setShuttingDown(boolean flag) {

shuttingDown = flag;

}

protected synchronized boolean isShuttingDown() {

return shuttingDown;

}

}

以下是使用这些字段提供清洁关机的destroy方法的示例：

public void destroy() {

/\* Check to see whether there are still service methods /\*

/\* running, and if there are, tell them to stop. \*/

if (numServices()> 0) {

setShuttingDown(true);

}

/\* Wait for the service methods to stop. \*/

while (numServices()> 0) {

try {

Thread.sleep(interval);

} catch (InterruptedException e) {

}

}

}

## 创建礼让长时间运行的方法

提供干净关闭的最后一步是使任何长时间运行的方法表现得礼貌。可能运行很长时间的方法应该检查通知他们关闭的字段的值，并且如果需要的话应该中断他们的工作：

public void doPost(...) {

...

for(i = 0; ((i < lotsOfStuffToDo) &&

!isShuttingDown()); i++) {

try {

partOfLongRunningOperation(i);

} catch (InterruptedException e) {

...

}

}

}

# 使用Java Servlet技术上传文件

支持文件上传是许多Web应用程序的一个非常基本和通用的要求。在以前版本的Servlet规范中，实现文件上传需要使用外部库或复杂的输入处理。Java Servlet规范现在帮助以通用和便捷的方式为这个问题提供一个可行的解决方案。Java Servlet技术现在支持文件上传开箱即用，因此实现此规范的任何Web容器都可以解析多部分请求，并通过HttpServletRequest对象使mime附件可用。

一个新的注解，javax.servlet.annotation.MultipartConfig，用于指示声明它的servlet的期望使用multipart / form-data的MIME类型的请求。一个使用@MultipartConfig注解的Servlet可以获取给定multipart / form-data请求的Part组件，通过调用request.getPart(String name) 或者request.getParts() 方法.

## @MultipartConfig 注解

@MultipartConfig注解支持以下可选属性。

* Location：一个文件系统上目录的绝对路径。location属性不支持相对于应用程序上下文的路径。此路径用于临时存储文件，当part被处理时或者文件大小超过指定的fileSizeThreshold设置时。默认的location是“”。
* fileSizeThreshold：文件暂时存储在磁盘上时的大小，以字节为单位。默认大小是0字节
* MaxFileSize：允许上传的文件的最大大小，以字节为单位。如果任何上传的文件大小超过此设置，web容器会抛出一个异常（IllegalStateException）。默认大小是无限制。
* maxRequestSize：允许multipart/form-data请求的最大大小，以字节为单位。如果所有上传的文件的总体大小超过此阈值，Web容器将会抛出一个异常。默认大小是无限制。

例如，@MultipartConfig注解可以以如下构造：

@MultipartConfig(location="/tmp", fileSizeThreshold=1024\*1024,

maxFileSize=1024\*1024\*5, maxRequestSize=1024\*1024\*5\*5)

您可以在web.xml文件中添加以下作为servlet配置元素的子元素，而不是使用@MultipartConfig注解来对文件上传servlet中的这些属性进行硬编码：

<multipart-config>

<location>/tmp</location>

<max-file-size>20848820</max-file-size>

<max-request-size>418018841</max-request-size>

<file-size-threshold>1048576</file-size-threshold>

</multipart-config>

getParts和getPart方法

Servlet规范支持两种额外的HttpServletRequest方法：

* Collection<Part> getParts()
* Part getPart(String name)

request.getParts（）方法返回所有Part对象的集合。如果您有多个类型文件的输入，则返回多个Part对象。因为Part对象是有名称的，所以getPart（String name）方法可用于访问特定的Part。或者，可以使用返回Iterable <Part>的getParts（）方法来获取所有Part对象上的迭代器。

javax.servlet.http.Part接口是一个简单的接口，它提供了允许对每个Part进行内省的方法。方法如下：

* 获取Part的名称，大小，和内容类型
* 查询Part提交的头部信息
* 删除Part
* 将一个Part写入磁盘

例如，Part接口提供一个write（String filename）方法使用指定的名称来写入文件。然后，该文件可以保存在使用@MultipartConfig注释的location属性指定的目录中，或者，在fileupload示例的情况下，在由表单中的目标字段指定的位置。。

**异步处理**

在应用程序服务器中的web容器通常为每个客户端请求使用一个服务线程。在重负载条件下，容器需要大量线程来满足所有的客户端请求。可扩展性限制包括内存不足或容器线程池的耗尽。要创建可扩展的Web应用程序，您必须确保与请求相关联的线程没有空闲，这样容器可以使用它们来处理新的请求。

下面有两种与请求相关的线程被闲置的情况

* 在创建响应之前，线程需要等待资源变为可用或者正在处理数据。例如，应用程序可能需要在生成响应之前查询数据库或从远程Web服务访问数据。
* 线程需要等待事件才能生成响应。例如，应用程序可能必须在生成响应之前等待JMS消息，来自其他客户端的新信息或队列中可用的新数据。

这些场景表示了阻塞式操作，它们会限制web应用程序的可拓展性。异步处理是指将这些阻塞操作分配给新线程，并将与请求相关联的线程立即重新调用到容器。

**Servlet中的异步处理**

Java EE为servlet和过滤器提供异步处理支持。如果servlet或过滤器在处理请求时遇到潜在的阻塞操作，则可以将操作分配给异步执行上下文，并将与请求相关联的线程立即返回到容器而不产生响应。阻塞操作在异步执行上下文中在不同的线程中完成，可以生成响应或将请求发送到另一个servlet。

要在servlet上启用异步处理，请将@WebServlet注释上的参数asyncSupported设置为true，如下所示：

@WebServlet(urlPatterns={"/asyncservlet"}, asyncSupported=true)

public class AsyncServlet extends HttpServlet { ... }

javax.servlet.AsyncContext类提供了在service方法中执行异步处理所需的功能。要获取AsyncContext的实例，请在service方法的请求对象上调用startAsync（）方法;例如：

public void doGet(HttpServletRequest req, HttpServletResponse resp) {

...

AsyncContext acontext = req.startAsync();

...

}

此调用将请求置于异步模式，并确保退出service方法后未提交响应。你必须在异步上下文中等待阻塞式操作完成后或者将请求转发到另一个servlet后，生成一个响应。

下表介绍了AsyncContext类提供的基本功能。

| **Method Signature** | **Description** |
| --- | --- |
| void start(Runnable run) | 容器提供了可以处理阻塞操作的不同线程。  你为阻塞式操作提供代码，作为一个实现了Runable接口的类。可以提供这个类作为内部类，当调用start方法，或者使用使用其他机制将AsyncContext实例传递给您的类。 |
| ServletRequest getRequest() | 返回用于初始化此异步上下文的request。在上面的例子中，request与service方法中的相同。  您可以在异步上下文中使用此方法从request中获取参数。 |
| ServletResponse getResponse() | 返回用于初始化此异步上下文的response。在上面的例子中，response与service方法中的相同。  您可以在异步上下文中使用此方法，将阻塞操作的结果写入响应。 |
| void complete() | 完成异步操作并关闭与此异步上下文相关联的响应。  在写入异步上下文中的响应对象之后调用此方法。 |
| void dispatch(String path) | 将请求和响应对象调度到给定的路径。.  在阻止操作完成后，您可以使用此方法让另一个servlet写入响应。 |

**等待资源**

本节演示如何在下面示例中使用AsyncContext提供的功能：

1. 一个servlet接收一个来自GET请求中的参数。
2. servlet使用资源（如数据库或Web服务）根据参数的值检索信息。资源有时会很慢，所以这可能是一个阻塞操作。
3. servlet使用资源的结果生成响应

以下代码显示了不使用异步处理的基本servlet：

@WebServlet(urlPatterns={"/syncservlet"})

public class SyncServlet extends HttpServlet {

private MyRemoteResource resource;

@Override

public void init(ServletConfig config) {

resource = MyRemoteResource.create("config1=x,config2=y");

}

@Override

public void doGet(HttpServletRequest request,

HttpServletResponse response) {

response.setContentType("text/html;charset=UTF-8");

String param = request.getParameter("param");

String result = resource.process(param);

/\* ... print to the response ... \*/

}

}

以下代码显示了使用异步处理的同一servlet：

@WebServlet(urlPatterns={"/asyncservlet"}, asyncSupported=true)

public class AsyncServlet extends HttpServlet {

/\* ... Same variables and init method as in SyncServlet ... \*/

@Override

public void doGet(HttpServletRequest request,

HttpServletResponse response) {

response.setContentType("text/html;charset=UTF-8");

final AsyncContext acontext = request.startAsync();

acontext.start(new Runnable() {

public void run() {

String param = acontext.getRequest().getParameter("param");

String result = resource.process(param);

HttpServletResponse response = acontext.getResponse();

/\* ... print to the response ... \*/

acontext.complete();

}

}

AsyncServlet将asyncSupported = true添加到@WebServlet注解。其余的差异在服务方法之内。

* request.startAsync（）导致请求被异步处理;该响应不会在服务方法结束时发送给客户端。
* acontext.start（new Runnable（）{...}）从容器中获取一个新的线程。
* 内部类的run（）方法中的代码在新线程中执行。内部类可以访问异步上下文以从请求读取参数并写入响应。调用异步上下文的complete（）方法提交响应并将其发送给客户端。

AsyncServlet的服务方法立即返回，而请求在异步上下文中处理。

# 非阻塞式I/O

在应用程序服务器中的web容器通常为每个客户端请求使用一个服务线程。要开发可扩展的Web应用程序，您必须确保与客户端请求相关联的线程从不闲置需要等待阻塞操作完成。“异步处理”提供了一种在新线程中执行应用程序特定阻塞操作，并将与请求相关联的线程立即返回到容器中的机制。即使您在服务方法中使用异步处理来处理所有特定于应用程序的阻塞操作，基于与input/output会阻塞的考虑，与客户端请求相关联的线程仍然可能暂时闲置。

例如，如果客户端通过缓慢的网络连接提交大型HTTP POST请求，相比客户端提供的请求速度，服务器可以更快的处理请求。使用传统的I / O，与此请求关联的容器线程有时会空闲等待请求的剩余部分完成。

在异步模式下处理请求时，Java EE为servlet和过滤器提供非阻塞I / O支持。以下步骤总结了如何使用非阻塞I / O来处理请求并在服务方法中写入响应。

1. 将request置入如“异步处理”中所述的异步模式。
2. 在service方法中从request和response对象中获取一个输入流或输出流。
3. 分配一个读取监听器给输入流或者一个写入监听器给输出流。
4. 在监听器的回调方法内处理请求和响应。

表17-4和表17-5描述了用于非阻塞I / O支持的servlet输入和输出流中可用的方法。表17-6描述了读取监听器和写入监听器的接口。

***Table 17-4 Nonblocking I/O Support in javax.servlet.ServletInputStream***

| **Method** | **Description** |
| --- | --- |
| void setReadListener(ReadListener rl) | 将此输入流与一个包含回调方法的监听器对象关联起来，以用来异步读取数据。你以匿名类形式提供这个监听器对象，或者使用其他机制将输入流传递给这个读取监听器对象。 |
| boolean isReady() | 如果数据可以读取数据而不阻塞时，则返回true。 |
| boolean isFinished() | 当所有的数据读取完毕后返回true。 |

***Table 17-5 Nonblocking I/O Support in javax.servlet.ServletOutputStream***

| **Method** | **Description** |
| --- | --- |
| void setWriteListener(WriteListener wl) | 将此输出流与一个包含回调方法的监听器对象关联起来，以用来异步写入数据。你以匿名类形式提供这个写入监听器对象，或者使用其他机制将输出流传递给这个写入监听器对象。 |
| boolean isReady() | 如果数据可以写入而不阻塞时，则返回true。 |

***Table 17-6 Listener Interfaces for Nonblocking I/O Support***

| **Interface** | **Methods** | **Description** |
| --- | --- | --- |
| ReadListener | void onDataAvailable()  void onAllDataRead()  void onError(Throwable t) | 当有数据可用来读取、所有的数据被读取完毕或者当有错误发生时，一个ServletInputStream实例在它的监听器上调用这些方法。 |
| WriteListener | void onWritePossible()  void onError(Throwable t) | 当有可以写入数据时或者当有错误发生时，一个ServletOutputStream实例在它的监听器上调用这些方法。 |

## 使用非阻塞I/O 读取一个大的HTTP POST 请求

本节中的代码显示了如何通过将请求置于异步模式（如“异步处理”中所述）并使用表17-4和表17-6中的非阻塞I / O功能来读取servlet内的大型HTTP POST请求。

@WebServlet(urlPatterns={"/asyncioservlet"}, asyncSupported=true)

public class AsyncIOServlet extends HttpServlet {

@Override

public void doPost(HttpServletRequest request,

HttpServletResponse response)

throws IOException {

final AsyncContext acontext = request.startAsync();

final ServletInputStream input = request.getInputStream();

input.setReadListener(new ReadListener() {

byte buffer[] = new byte[4\*1024];

StringBuilder sbuilder = new StringBuilder();

@Override

public void onDataAvailable() {

try {

do {

int length = input.read(buffer);

sbuilder.append(new String(buffer, 0, length));

} while(input.isReady());

} catch (IOException ex) { ... }

}

@Override

public void onAllDataRead() {

try {

acontext.getResponse().getWriter()

.write("...the response...");

} catch (IOException ex) { ... }

acontext.complete();

}

@Override

public void onError(Throwable t) { ... }

});

}

}

此示例使用@WebServlet注解参数asyncSupported = true声明这个web servlet带有异步支持。服务方法首先通过调用request对象的startAsync（）方法将请求置于异步模式，这是为了使用非阻塞I / O所必需的。然后，服务方法获得与请求相关联的输入流，并分配一个定义为内部类的读取监听器。监听器读取请求的一部分，当它可用时，然后在完成读取请求后向客户端写入一些响应。

# 协议升级处理

在HTTP / 1.1中，客户端可以通过使用Upgrade头字段来请求切换在当前连接上的不同协议。如果服务器接受客户端指示的切换协议请求，它会使用状态吗101（切换协议）产生一个HTTP响应。在此交换之后，客户端和服务器使用新协议进行通信。

例如，一个客户端可以使一个HTTP请求切换到XYZP协议：

GET /xyzpresource HTTP/1.1

Host: localhost:8080

Accept: text/html

Upgrade: XYZP

Connection: Upgrade

OtherHeaderA: Value

客户端可以使用HTTP头为新协议指定一个参数。服务器可以接受这个请求并且产生如下的一个响应：

HTTP/1.1 101 Switching Protocols

Upgrade: XYZP

Connection: Upgrade

OtherHeaderB: Value

(XYZP data)

Java EE支持Servlet中的HTTP协议升级功能，如表17-7所示。

***Table 17-7 Protocol Upgrade Support***

| **Class or Interface** | **Method** |
| --- | --- |
| HttpServletRequest | HttpUpgradeHandler upgrade(Class handler)  Upgrade方法开始协议升级处理。这个方法实例化一个实现了 HttpUpgradeHandler 接口的类，并且将连接委托给它。  你在接受来自一个客户端切换协议的请求时，在service里调用upgrade方法。 |
| HttpUpgradeHandler | void init(WebConnection wc)  当servlet接受切换协议请求后，调用init方法。你可以实现这个方法，并且从Webconnection对象中获取输入输出流 来实现新的协议. |
| HttpUpgradeHandler | void destroy()  当客户端断开连接后调用destroy方法。你可以实现这个方法并且释放任何与处理新协议相关联的资源。. |
| WebConnection | ServletInputStream getInputStream()  getInputStream方法提供对连接的输入流的访问。你可以在返回的流中使用非阻塞I/O来实现新协议 |
| WebConnection | ServletOutputStream getOutputStream()  getOutputStream方法提供对连接的输出流的访问。你可以在返回的流中使用非阻塞I/O来实现新协议 |

以下代码演示如何接受来自客户端的HTTP协议升级请求：

@WebServlet(urlPatterns={"/xyzpresource"})

public class XYZPUpgradeServlet extends HttpServlet {

@Override

public void doGet(HttpServletRequest request,

HttpServletResponse response) {

if ("XYZP".equals(request.getHeader("Upgrade"))) {

/\* Accept upgrade request \*/

response.setStatus(101);

response.setHeader("Upgrade", "XYZP");

response.setHeader("Connection", "Upgrade");

response.setHeader("OtherHeaderB", "Value");

/\* Delegate the connection to the upgrade handler \*/

XYZPUpgradeHandler = request.upgrade(XYZPUpgradeHandler.class);

/\* (the service method returns immedately) \*/

} else {

/\* ... write error response ... \*/

}

}

}

XYZPUpgradeHandler类处理这个连接：

public class XYZPUpgradeHandler implements HttpUpgradeHandler {

@Override

public void init(WebConnection wc) {

ServletInputStream input = wc.getInputStream();

ServletOutputStream output = wc.getOutputStream();

/\* ... implement XYZP using these streams (protocol-specific) ... \*/

}

@Override

public void destroy() { ... }

}

实现HttpUpgradeHandler的类使用当前连接的流与客户端使用新协议进行通信。有关HTTP协议升级支持的详细信息，请参阅http://jcp.org/en/jsr/detail?id=340上的Servlet 3.1规范。