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# Introduction

This is one of the most important components of the report. It should begin with a clear statement of what the project is about so that the nature and scope of the project can be understood by a lay reader. It should summarise everything you set out to achieve, provide a clear summary of the project's background, relevance and main contributions. The introduction should set the context for the project and should provide the reader with a summary of the key things to look out for in the remainder of the report. When detailing the contributions it is helpful to provide pointers to the section(s) of the report that provide the relevant technical details. The introduction itself should be largely non-technical. It is useful to state the main objectives of the project as part of the introduction. However, avoid the temptation to list low-level objectives one after another in the introduction and then later, in the evaluation section (see below), say reference to like "All the objectives of the project have been met...".

# Identifying Complications with the Implementation

In this chapter we try to identify some of the overall problems to be solved in order for the Requirements Specification to be upheld. The problems are explained at a conceptual level and any further detailing of the individual problems will follow in later chapters.

The problems we’ll encounter in development are as follows:

|  |  |  |
| --- | --- | --- |
| Problem | Description | Reference |
| Adding Clients and removing clients to the train/bus computer | A way for the clients to logon to the transport system of their choice using their PDA, and later log out using their PDA. |  |
| Handling multiple clients logging on/out at once | Concurrently connecting clients to the train/bus server must be handled efficiently with little communication footprint from and to the main server. |  |
| Charging multiple clients when logged off | Multiple concurrent transactions with the main server to charge and update user entries from different train/bus servers and the website must be handled without risk of data loss/corruption by concurrency. |  |
| Finding the fastest route from point A to point B | A solution to finding the fastest path between two stations/stops using the available public transportation lines or walking. |  |
| Creating a website for user management and route planning |  |  |

# Problems in Detail

The following chapter seeks to explore the identified complications in detail by raising more technical issues with each. Then suggest and criticize the possible solutions, and finally conclude on the chosen implementation.

## Adding and Removing Clients to Bus/Train Server

The problem in detail

### Getting Server address

Premise:

The user has to be able to connect with a specific transport vehicle.

Issues:

1. The address for each train/bus has to be unique on the network.
2. The network has to be readily available and not require extra cost on the users’ part.

Solutions:

The first issue of uniqueness on the network leaves three options:

* Either using IPv6 on the Internet which includes the MAC address of the individual bus or train computer to ensure global uniqueness.
* Or use a local area network on which a range of IPv4 or IPv6 addresses can be used to connect with a range of vehicles all within range of the user.
* Or to use a local area network on which a single specific IPv4 or IPv6 can be used to connect with any vehicle. Each vehicle has a “code” that the client uses to single out a specific vehicle.

The second issue of availability and cost both speak in favor of implementing a local area network for communications.

In 2014 Wi-Fi will continue to become the primary network for smartphones[[1]](#footnote-1) and even though the implementation of free Wi-Fi Internet is on the rise, there is still no guarantee for Internet connection or data provided.

On the contrary a LAN Wi-Fi connection to the train or busses would not require data cost for the user or a wireless data connection from the users service provider.

Taking the path of the local network solution, there is still a choice between a range of IP addresses each unique to a specific bus or train, or a single address with a code unique to a specific bus or train.

Even though a code offers a larger range or possibilities, the number of possible IP addresses is beyond the number of possible vehicles. Therefore both solutions offer equal merit.

However, for testing purposes during development, the use of a code instead of a range of IP addresses is more feasible. Since we can test many random codes on a single computer, yet not use many random IP addresses and expect a connection.

Conclusion:

The bus and train server will all use the same specific IPv4 address and port number. But each implements a specific code to connect to only one unique bus/train.

### Connecting to the server

Premise:

The user has to know when to connect, and perform the connection.

Issues:

1. The bus or train computer has to choose when to accept new connections to not get false connections between stations.
2. The user subsequently has to know when the bus or train is listening.

Solutions:

The first issue of choosing when to accept connections can be solved in three different ways:

* Closing the server socket while between stations would stop any incoming connections.
* Changing the internal server code between stops, making possible to connect but impossible to register a connection.
* Have an internal server state that, when set to “left station” denies user registration.

The first solution of closing the server socket has the issue of throwing exceptions both in the server when the blocking await function is forced to terminate, and in each client when they attempt connection.

The second solution of chancing the connection code between stops would effectively deny user connections. As long as the between stops code is random, it won’t be a security issue either.

Using states to solve the issue is equally effective in denying users and also without security issues. Furthermore, it has a less difficult implementation than setting a random code (since the code mustn’t be unchanged, nor can it be the same as any other train or bus nearby) and offers more flexibility as using states allows for alternate connection handling between stations rather than no connections.

The second issue of knowing when to connect can be solved by either constantly attempt connection for a brief period or for the train or bus to message the user than it is listening.

The approach of bombarding the server with TCP requests is not favorable and should be avoided. The idea of having the train/bus message to all clients that they can connect is preferable. The way to do this is to multicast a UDP datagram to all listening clients and have them connect back with a TCP request.

The combination of using UDP to connect the clients along with using the flexible states implementation allows for fully automatic registration and deregistration with the train/bus server.

This is possible because the server knows whether a user is near the train/bus by sending out a UDP signal. This way it also knows whether a user has traveled with the vehicle by requesting the user to connect at two subsequent stops, if a user connects at both, then the user is actively on board.

If a user that has been active is suddenly not responding, the server can assume the client has left the train/bus and has to be charged.

The server code can furthermore be sent out with the UDP datagram, which removes the need for the client to know anything about the server TCP IP or code. Only the UDP port and IP is needed.

Conclusion:

The server implements a UDP transmitter to contact all potential clients near stops which sends them the needed code, and TCP IP address. The client can then connect automatically to the requesting server and go back to listening.

A user is active if it connects to the same server at two subsequent stops.

A user is charged if it used to be active and stopped replying to UDP requests.

Registrations cannot happen unwanted due to a randomized code and internal server state (whether left or arrived at station).

![](data:image/png;base64,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)

Figure 1

*The figure* shows a finite state diagram of the suggested solution for automated user registration and deregistration. A user registers and is added to a map of potential users, if the user replies on the next UDP transmission (at the following stop) it is moved to an active user array where it is kept until it stops responding.

## Concurrent Clients

The problem in detail

### Creating Multi-Threading

Premise:

The train/bus server and the main server has to start separate threads to handle client connections so new connections won’t wait for a single thread.

Issues:

1. For every client connection, the server must start a new thread to handle its execution and reply.
2. The servers have to keep a limit on the amount of threads it can create; less than JVM’s hard limit.
3. While locked at a thread limit, the server has to queue up execution calls in a schedule without interfering with the main server loops.

Solutions:

To start a new thread on has to consider whether the thread has to return a value upon finishing or not. The Java Runnable interface doesn’t allow for returning an object while the Callable interface does return a Future object.

Since we’re working towards a stateless communication design there should be no need to save connections in a cache, and therefore no need to return any object from the thread execution. Any getting and setting of shared resources within the server can happen using static objects instead.

For the second issue, two approaches can be used to keeping a limit on the amount of threads.

* A *fixed* number of threads waiting to accept Runnable tasks from the task queue. When a thread is ready and the queue has elements, the thread runs the task. When all threads are busy, the calls queue up waiting for available “workers”.
* A *dynamic* number of threads incremented up to a certain limit whenever new Runnable tasks are scheduled without available worker threads. These threads, when created and finished, are cached and waiting for new tasks. The cached thread can be cleared after a while of steady availability.

If dynamic threads are prone to clearing after a while of availability they can be put into a stack, where after the bottom worker thread is the oldest.

To keep the main execution thread from locking up when submitting a Runnable task to a full thread pool, a Runnable objects FIFO queue with the tasks can be implemented. This always allows the newest task to be executed first by calling the poll method.

Conclusion:

Runnable tasks with no return objects are used to handle the incoming clients. These Runnable classes are wrapped in a request class to hold basic information like returning socket and message body.

For the purposes of creating, executing, and managing threads, the Java Executor framework offers the needed functionality. This is implemented with the default Executor.newFixedThreadPool with its default ThreadFactory.

### Isolating Execution Threads

Premise:

Because threads execute independently of each other in a nondeterministic manner, it is necessary to isolate them as much as possible.

Issues:

1. Having multiple threads act on the same object instance creates unpredictable execution orders and corrupts non-atomic operations.
2. All client threads has to be able to request data using the same socket connection to the main server.

Solutions:

#### Producer Consumer Model

One solution for isolating threads is to push tasks between the threads and leave them free to decide when to pick up a given task, in a Producer/Consumer relationship. In this case one or several threads requests tasks to be completed while a single task handles execution of the requests.

The single consumer thread is deterministic and predictable and is therefore not liable to corrupting calls or data in the execution stack. Only the point of contact between the single consumer and the many producers needs to be thread safe. This point of contact is some form of queue to which all client threads can write and the consumer thread can read, this shared resource is discussed in the next chapter.

#### Synchronized Method Calls

The synchronized keyword introduces a lock to the scope it’s attached to. All code guarded by the same lock are guaranteed to have only one thread executing through them at any given time. This makes them able to ensure that one thread requests data at any given time and the calls to the main server will not be corrupted nor will the reply packet.

The issue with using locks is that they create delays and add overhead on the executed code, because every thread must wait in a queue for the method to unlock. This expensive nature of the synchronized keyword means that it should be used sparsely and only cover small methods so executing thread can unlock it quickly.

Conclusion:

The implementation is a modified producer/consumer model that uses a cyclical execution with a timed delay rather than a flag for signaling data/space availability in the bound resource shared between them. This is done to collect a group of requests into one transmission rather than transmit as soon as any data is available and lessen the load on the network and main server.

More than that, the implementation doesn’t require locks on the transmission method that would otherwise stop client threads from executing, and ultimately stop new clients from connecting to the bus/train server due to the thread limit.

To send requests to the server, a static server transmission class is added from which all threads can request client data or graph data from the main server.

The execution of the transmission class is as follows:

1. The transmitter thread sleeps for a set amount of time before execution.
2. The single transmitter thread tests if there are any tasks to be executed.
3. The thread pulls the available data to a local array. This allows for new data to be added to the “live array” by producer threads.
4. This array of request data is packed into a single transmission packet along with the appropriate command.
5. The packet is sent in one transmission to the main server. This keeps the communication chunky rather than chatty, and the thread count on the main server low.
6. If an error occurs, or an error (nil) message is returned from the main server, the local array is put into the original queue.

Future Development:

The transmission class could implement a concurrent map or priority queue as the point of contact between the producers and consumers. This would enable the potentially failed requests to get higher priority during next execution cycle.

### Implementing Shared Resources

Premise:

The train/bus server has to keep an array of active and one of potential users to implement the automated registration process.

Issues:

1. Concurrency of accessing the static thread pool.
2. Multiple producer threads accessing the point of contact with the single consumer thread.

Solutions:

Conclusion:

### Working towards Stateless Design

Premise:

Issues:

Solutions:

Conclusion:

### Speed of Client Processing

Premise:

Issues:

Solutions:

Conclusion:

### Avoiding Deadlocks, Livelocks, and Starvation

## Charging and Updating Concurrent Clients

The problem in detail

### Limiting Network Footprint

Premise:

Issues:

Solutions:

Conclusion:

### Keeping Data Reliable

Premise:

Issues:

Solutions:

Conclusion:

1. <http://www.wired.com/2014/01/collision-course-wi-fi-first-role-changing-mobile-communications/> and <http://www.pcmag.com/article2/0,2817,2425853,00.asp> [↑](#footnote-ref-1)