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# Постановка задачи

В лабораторной работе требуется на написанной ранее списке реализовать два способа представления графа – как матрицу смежностей и как список – и написать функцию постройки матрицы смежностей на основе списка смежностей (и наоборот…).

Пользователь программы может делать следующие запросы:

* Запустить сам алгоритм. Пользователю предложит ввести путь к файлу с матрицей/список смежностей и путь, в который будет записан обратный вариант.
* Вывести все запросы (на случай, если забудется одна из множества команд)
* Завершить программу.

Количество запросов со стороны пользователя неограниченно.

# Описание алгоритма

### Алгоритм построения списка смежностей из матрицы (10):

1. Считываем матрицу смежностей в переменную типа List<List<int>> с помощью функции readAdjMatrix().
2. Строим список смежностей с помощью функции asAdjList(). Для того, чтобы матрицу смежностей превратить в список, достаточно пройтись по строкам -> столбцам и добавлять в элемент, соответствующий столбцу, n раз элемент строки, где n – значение текущего элемента матрицы.
3. Записываем список в файл с помощью функции writeAdjList();

### Алгоритм построения матрицы смежностей из списка (10):

1. Считываем список смежностей в переменную типа List<List<int>> с помощью функции readAdjList().
2. Строим список смежностей с помощью функции asAdjMatrix(). Для того, чтобы список смежностей превратить в матрицу, достаточно пройтись по строкам -> столбцам матрицы и добавлять число, равное количеству встречаемости в списке у элемента, соответствующего столбцу, связей с элементом, соответствующего строке.
3. Записываем матрицу в файл с помощью функции writeAdjMatrix();

# Текст программы

Проект можно найти и посмотреть тут: [GitHub](https://github.com/Forthey/algorithms_ds/tree/main/task1)

### main.cpp

#include <fstream>

#include "list.hpp"

#pragma execution\_character\_set("utf-8")

int compareStrings(const std::string& s1, const std::string& s2) {

    return s1.compare(s2);

}

void test() {

    using namespace std;

    cout << "Тестовая программа считывает слова из words1.data и words2.data остортированно в списки, \nа затем записывает остортированный результирующий список в файл words12.data" << endl;

    cout << "Считывание списков в программу..." << endl;

    Alg::List<string> list1, list2;

    ifstream file1("files/words1.data"), file2("files/words2.data");

    if (!file1.is\_open() || !file2.is\_open()) {

        cout << "Не нашлись файлы \*.data для теста, завершение..." << endl;

        return;

    }

    list1.readSorted(file1, compareStrings);

    list2.readSorted(file2, compareStrings);

    file1.close();

    file2.close();

    cout << "Списки считаны" << endl;

    cout << "Список 1 отсортирован?: " << (list1.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "Список 2 отсортирован?: " << (list2.sorted(compareStrings) ? "true" : "false") << endl;

    Alg::List<std::string> list12 = (list1 + list2).sort(compareStrings);

    cout << "Результирующий список отсортирован?: " << (list12.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "Записывание результирующего списка в файл..." << endl;

    ofstream file("files/words12.data");

    if (!file.is\_open()) {

        cout << "Что - то помешало открыть файл words12.data, завершение..." << endl;

        return;

    }

    list12.display(file);

    file.close();

    cout << "Список записан" << endl;

}

void customFile() {

    using namespace std;

    string filename;

    cout << "Введите путь к первому файлу: ";

    cin >> filename;

    ifstream file1(filename);

    cout << "Введите путь ко второму файлу: ";

    cin >> filename;

    ifstream file2(filename);

    if (!file1.is\_open() || !file2.is\_open()) {

        cout << "Один из файлов не существует, выход..." << endl;

        return;

    }

    cout << "Считывание списков в программу..." << endl;

    Alg::List<string> list1, list2;

    list1.readSorted(file1, compareStrings);

    list2.readSorted(file2, compareStrings);

    file1.close();

    file2.close();

    cout << "Списки считаны" << endl;

    cout << "Список 1 отсортирован?: " << (list1.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "Список 2 отсортирован?: " << (list2.sorted(compareStrings) ? "true" : "false") << endl;

    Alg::List<std::string> list12 = (list1 + list2).sort(compareStrings);

    cout << "Результирующий список отсортирован?: " << (list12.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "display - вывести результирующий список" << endl;

    cout << "write - записать список в файл" << endl;

    cout << "back - выход" << endl;

    std::string response;

    cout << "> ";

    cin >> response;

    if (response == "display") {

        list12.display();

    }

    else if (response == "write") {

        cout << "Введите имя файла: ";

        cin >> filename;

        ofstream file(filename);

        if (!file.is\_open()) {

            cout << "Что-то помешало открыть файл, завершение..." << endl;

            return;

        }

        cout << "Записывание результирующего списка в файл..." << endl;

        list12.display(file);

        file.close();

        cout << "Список записан" << endl;

    }

    else if (response == "back") {

        return;

    }

}

void customConsole() {

    using namespace std;

    Alg::List<string> list1, list2;

    size\_t size;

    cout << "Создание первого списка" << endl;

    cout << "Введите число слов в списке: ";

    cin >> size;

    cout << "Введите " << size << " слов списка:" << endl;

    list1.readSorted(size, std::cin, compareStrings);

    cout << "Создание второго списка" << endl;

    cout << "Введите число слов в списке: ";

    cin >> size;

    cout << "Введите " << size << " слов списка : " << endl;

    list2.readSorted(size, std::cin, compareStrings);

    cout << "Списки считаны" << endl;

    cout << "Список 1 отсортирован?: " << (list1.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "Список 2 отсортирован?: " << (list2.sorted(compareStrings) ? "true" : "false") << endl;

    Alg::List<std::string> list12 = (list1 + list2).sort(compareStrings);

    cout << "Результирующий список отсортирован?: " << (list12.sorted(compareStrings) ? "true" : "false") << endl;

    cout << "display - вывести результирующий список" << endl;

    cout << "write - записать список в файл" << endl;

    cout << "back - выход" << endl;

    std::string response;

    cout << "> ";

    cin >> response;

    if (response == "display") {

        list12.display();

    }

    else if (response == "write") {

        std::string filename;

        cout << "Введите имя файла: ";

        cin >> filename;

        ofstream file(filename);

        if (!file.is\_open()) {

            cout << "Что-то помешало открыть файл, завершение..." << endl;

            return;

        }

        cout << "Записывание результирующего списка в файл..." << endl;

        list12.display(file);

        file.close();

        cout << "Список записан" << endl;

    }

    else if (response == "back") {

        return;

    }

}

void custom() {

    using namespace std;

    cout << "file - считывать файлов" << endl;

    cout << "console - считать из консоли" << endl;

    cout << "back - вернуться в основное меню" << endl;

    std::string response;

    cout << "> ";

    cin >> response;

    if (response == "file") {

        customFile();

    }

    else if (response == "console") {

        customConsole();

    }

    else if (response == "back") {

        return;

    }

    else {

        cout << "Неизвестная команда" << endl;

    }

}

void printMenuHelp() {

    using namespace std;

    cout << "test - Запустить тестовую программу" << endl;

    cout << "custom - Использовать собственные параметры" << endl;

    cout << "help - вывести это окно помощи" << endl;

    cout << "exit - Выйти" << endl;

}

void menu() {

    using namespace std;

    cout << "<< N1. Работа со списком (вариант 15) >>" << endl;

    printMenuHelp();

    bool isOpened = true;

    std::string response;

    while (isOpened) {

        cout << "> ";

        cin >> response;

        if (response == "test") {

            test();

        }

        else if (response == "custom") {

            custom();

        }

        else if (response == "help") {

            printMenuHelp();

        }

        else if (response == "exit") {

            isOpened = false;

        }

        else {

            cout << "Неизвестная команда (\"help\" - вывести список всех команд)" << endl;

        }

    }

}

int main() {

    std::locale::global(std::locale("ru\_RU.utf8"));

    menu();

    return 0;

}

### list.hpp

#pragma once

#include <iostream>

#include <string>

namespace Alg {

    /\*

     \* Default functions

     \*/

    template<typename Data>

    int defaultCompareFunc(const Data &data1, const Data &data2) {

        return data1 - data2;

    }

    template<typename Data>

    void defaultDisplayFunc(std::ostream &out, const Data &data) {

        out << data;

    }

    template<typename Data>

    Data defaultParseFunc(std::istream& in) {

        Data data;

        in >> data;

        return data;

    }

    /\*

     \* Class List declaration

     \*/

    template <typename Data>

    class List {

    public:

        explicit List();

        List(const List<Data> &list);

        List<Data>& pushBack(const Data& data);

        List<Data>& pushBack(const List<Data>& list);

        List<Data>& pushFront(const Data& data);

        List<Data>& pushFront(const List<Data>& list);

        List<Data>& pushAt(size\_t index, const Data& data);

        List<Data>& pushAt(size\_t index, const List<Data>& list);

        List<Data>& pushSorted(const Data& data, int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc);

        List<Data>& pushSorted(const List<Data>& list, int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc);

        List<Data>& popBack();

        List<Data>& popBack(Data& oldData);

        List<Data>& popFront();

        List<Data>& popFront(Data& oldData);

        List<Data>& popAt(size\_t index);

        List<Data>& popAt(size\_t index, Data& oldData);

        void clear();

        bool empty() const;

        size\_t length() const;

        bool sorted(int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc) const;

        void display(std::ostream& out = std::cout, void(&displayFunc)(std::ostream &, const Data &) = defaultDisplayFunc) const;

        List<Data>& read(const size\_t size, std::istream& in = std::cin, Data(&parseFunc)(std::istream&) = defaultParseFunc);

        List<Data>& readSorted(const size\_t size, std::istream& in = std::cin, int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc, Data(&parseFunc)(std::istream&) = defaultParseFunc);

        List<Data>& read(std::istream& in = std::cin, Data(&parseFunc)(std::istream&) = defaultParseFunc);

        List<Data>& readSorted(std::istream& in = std::cin, int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc, Data(&parseFunc)(std::istream&) = defaultParseFunc);

        size\_t find(const Data& data) const;

        // List<Data>& findAll(const Data& data);

        Data& min(int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc) const;

        Data& max(int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc) const;

        List<Data>& sort(int(&compareFunc)(const Data&, const Data&) = defaultCompareFunc);

        List<Data>& operator<<(const Data& data);

        List<Data>& operator<<(const List<Data>& list);

        List<Data>& operator>>(const Data& data);

        List<Data> operator+(const List<Data>& list) const;

        Data& operator[](size\_t index) const;

        ~List();

    private:

        class ListElement {

        public:

            explicit ListElement(Data data, ListElement\* next) : data(data), next(next) {};

            Data data;

            ListElement\* next;

        } \*head;

        size\_t len;

        Data& min(int(&compareFunc)(const Data&, const Data&), size\_t a, size\_t b);

        Data& max(int(&compareFunc)(const Data&, const Data&), size\_t a, size\_t b);

        void swap(Data& data1, Data& data2);

    };

    /\*

     \* Class List's functions definitions

     \*/

    template<typename Data>

    List<Data>::List() {

        head = nullptr;

        len = 0;

    }

    template<typename Data>

    List<Data>::List(const List<Data> &list) {

        head = nullptr;

        len = 0;

        ListElement\* listElement = list.head;

        for (size\_t i = 0; i < list.len; i++) {

            pushBack(listElement->data);

            listElement = listElement->next;

        }

    }

    template<typename Data>

    List<Data>::~List() {

        clear();

    }

    template<typename Data>

    List<Data>& List<Data>::pushBack(const Data& data) {

        ListElement\* newListElement = new ListElement(data, nullptr);

        if (newListElement == nullptr)

            return \*this;

        if (head == nullptr) {

            head = newListElement;

            len++;

            return \*this;

        }

        ListElement\* listElement = head;

        for (size\_t i = 0; i < len - 1; i++)

            listElement = listElement->next;

        listElement->next = newListElement;

        len++;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushBack(const List<Data>& list) {

        ListElement\* listElement = list.head;

        for (size\_t i = 0; i < list.len; i++) {

            (\*this).pushBack(listElement->data);

            listElement = listElement->next;

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushFront(const Data& data) {

        ListElement\* newListElement = new ListElement(data, head);

        if (newListElement == nullptr)

            return \*this;

        len++;

        head = newListElement;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushFront(const List<Data>& list) {

        ListElement\* listElement = list.head;

        for (size\_t i = 0; i < list.len; i++) {

            (\*this).pushAt(i, listElement->data);

            listElement = listElement->next;

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushAt(size\_t index, const Data& data) {

        if (head == nullptr) {

            return pushBack(data);

        }

        if (index >= len) {

            index = len - 1;

        }

        if (index == 0) {

            return pushFront(data);

        }

        ListElement\* listElement = head;

        for (size\_t i = 0; i < index - 1; i++) {

            listElement = listElement->next;

        }

        ListElement\* newListElement = new ListElement(data, listElement->next);

        if (newListElement == nullptr)

            return \*this;

        listElement->next = newListElement;

        len++;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushAt(size\_t index, const List<Data>& list) {

        ListElement\* listElement = list.head;

        for (size\_t i = 0; i < list.len; i++) {

            (\*this).pushAt(i + index, listElement->data);

            listElement = listElement->next;

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::pushSorted(const Data& data, int(&compareFunc)(const Data&, const Data&)) {

        if (head == nullptr) {

            return pushBack(data);

        }

        ListElement\* listElement = head;

        for (size\_t i = 0; i < len; i++) {

            if (compareFunc(listElement->data, data) > 0) {

                return pushAt(i, data);

            }

            listElement = listElement->next;

        }

        return pushBack(data);

    }

    template<typename Data>

    List<Data>& List<Data>::pushSorted(const List<Data>& list, int(&compareFunc)(const Data&, const Data&)) {

        ListElement\* listElement = list.head;

        for (size\_t i = 0; i < list.len; i++) {

            pushSorted(listElement->data, compareFunc);

            listElement = listElement->next;

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::popBack(Data& oldData) {

        if (len == 0)

            return \*this;

        ListElement\* listElement = head;

        ListElement\* previousListElement = nullptr;

        for (size\_t i = 0; i < len - 1; i++) {

            previousListElement = listElement;

            listElement = listElement->next;

        }

        oldData = listElement->data;

        delete listElement;

        if (previousListElement != nullptr)

            previousListElement->next = nullptr;

        else

            head = nullptr;

        len--;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::popBack() {

        Data tmp;

        return popBack(tmp);

    }

    template<typename Data>

    List<Data>& List<Data>::popFront(Data& oldData) {

        if (head == nullptr)

            return \*this;;

        ListElement\* oldElement = head;

        oldData = oldElement->data;

        head = head->next;

        delete oldElement;

        len--;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::popFront() {

        Data tmp;

        return popFront(tmp);

    }

    template<typename Data>

    List<Data>& List<Data>::popAt(size\_t index, Data& oldData) {

        if (head == nullptr)

            return \*this;

        if (index >= len)

            index = len - 1;

        if (len == 1)

            return popFront(oldData);

        ListElement\* listElement = head;

        for (size\_t i = 0; i < index - 1; i++)

            listElement = listElement->next;

        ListElement\* oldElement = listElement->next;

        listElement->next = oldElement->next;

        delete oldElement;

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::popAt(size\_t index) {

        Data tmp;

        return popAt(index, tmp);

    }

    template<typename Data>

    void List<Data>::clear() {

        while (!popFront().empty());

    }

    template<typename Data>

    bool List<Data>::empty() const {

        return len == 0;

    }

    template<typename Data>

    size\_t List<Data>::length() const {

        return len;

    }

    template<typename Data>

    bool List<Data>::sorted(int(&compareFunc)(const Data&, const Data&)) const {

        ListElement\* listElement = head;

        for (size\_t i = 0; i < len - 1; i++) {

            if (compareFunc(listElement->data, listElement->next->data) > 0) {

                return false;

            }

            listElement = listElement->next;

        }

        return true;

    }

    template<typename Data>

    void List<Data>::display(std::ostream& out, void(&displayFunc)(std::ostream&, const Data&)) const {

        ListElement\* element = head;

        if (len == 0) {

            out << "<Empty list>" << std::endl;

        }

        for (size\_t i = 0; i < len && element != nullptr; i++) {

            displayFunc(out, element->data);

            out << std::endl;

            element = element->next;

        }

        out << std::endl;

    }

    template<typename Data>

    List<Data>& List<Data>::read(const size\_t size, std::istream& in, Data(&parseFunc)(std::istream&)) {

        for (size\_t i = 0; i < size; i++) {

            \*this << parseFunc(in);

        }

        in.eof();

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::readSorted(const size\_t size, std::istream& in,int(&compareFunc)(const Data&, const Data&), Data(&parseFunc)(std::istream&)) {

        for (size\_t i = 0; i < size; i++) {

            Data data = parseFunc(in);

            pushSorted(data, compareFunc);

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::read(std::istream& in, Data(&parseFunc)(std::istream&)) {

        if (in.eof())

            return \*this;

        do {

            \*this << parseFunc(in);

        } while (!in.eof());

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::readSorted(std::istream& in, int(&compareFunc)(const Data&, const Data&), Data(&parseFunc)(std::istream&)) {

        if (in.eof())

            return \*this;

        do {

            Data data = parseFunc(in);

            pushSorted(data, compareFunc);

        } while (!in.eof());

        return \*this;

    }

    template<typename Data>

    size\_t List<Data>::find(const Data& data) const {

        ListElement\* listElement = head;

        size\_t index;

        for (index = 0; index < len; index++) {

            if (listElement->data == data)

                break;

            listElement = listElement->next;

        }

        return index;

    }

    template<typename Data>

    Data& List<Data>::min(int(&compareFunc)(const Data&, const Data&)) const {

        return min(compareFunc, 0, len);

    }

    template<typename Data>

    Data& List<Data>::max(int(&compareFunc)(const Data&, const Data&)) const {

        return max(compareFunc, 0, len);

    }

    template<typename Data>

    Data& List<Data>::min(int(&compareFunc)(const Data&, const Data&), size\_t a, size\_t b) {

        if (len == 0 || a >= b)

            throw std::runtime\_error("Cannot find the max element of an empty list");

        ListElement\* listElement = head;

        for (size\_t i = 0; i < a; i++)

            listElement = listElement->next;

        Data\* min = &listElement->data;

        listElement = listElement->next;

        for (size\_t i = a + 1; i < b; i++) {

            if (compareFunc(listElement->data, \*min) < 0)

                min = &listElement->data;

            listElement = listElement->next;

        }

        return \*min;

    }

    template<typename Data>

    Data& List<Data>::max(int(&compareFunc)(const Data&, const Data&), size\_t a, size\_t b) {

        if (len == 0 || a >= b)

            throw std::runtime\_error("Cannot find the max element of an empty list");

        ListElement\* listElement = head;

        for (size\_t i = 0; i < a; i++)

            listElement = listElement->next;

        Data\* max = &listElement->data;

        listElement = listElement->next;

        for (size\_t i = a + 1; i < b; i++) {

            if (compareFunc(listElement->data, \*max) > 0)

                max = &listElement->data;

            listElement = listElement->next;

        }

        return \*max;

    }

    template<typename Data>

    void List<Data>::swap(Data& data1, Data& data2) {

        Data tmp = data1;

        data1 = data2;

        data2 = tmp;

    }

    template<typename Data>

    List<Data>& List<Data>::sort(int(&compareFunc)(const Data&, const Data&)) {

        if (len == 0)

            return \*this;

        // Selection sort

        ListElement\* listElement = head;

        for (size\_t i = 0; i < len; i++) {

            swap(listElement->data, min(compareFunc, i, len));

            listElement = listElement->next;

        }

        return \*this;

    }

    template<typename Data>

    List<Data>& List<Data>::operator<<(const Data& data) {

        return pushBack(data);

    }

    template<typename Data>

    List<Data>& List<Data>::operator<<(const List<Data>& list) {

        return pushBack(list);

    }

    template<typename Data>

    List<Data>& List<Data>::operator>>(const Data& data) {

        return popBack(data);

    }

    template<typename Data>

    List<Data> List<Data>::operator+(const List<Data>& list) const {

        List<Data> resultList(\*this);

        resultList.pushBack(list);

        return resultList;

    }

    template<typename Data>

    Data& List<Data>::operator[](size\_t index) const {

        if (index >= len)

            index = len - 1;

        ListElement\* listElement = head;

        for (size\_t i = 0; i < index; i++)

            listElement = listElement->next;

        return listElement->data;

    }

}

# Описание тестирования

Протестировать успешное выполнение программы без вывода списка и визуального оценивания помогает метод sorted(). Для тестирования данной программы были созданы 2 файла: words1.data на 1000 слов и words2.data на 1330 слов, а результат выводился в файл words12.data. Также функционал позволял вводить данные из других файлов и их консоли, что позволило на более простых примерах еще раз проверить работоспособность программы. Проверялось:

* Стабильность работы программы при одинаковых входных данных;
* Отсутствие “падений” и “зависаний”;
* Корректное выполнение всех заявленных процедур;
* Корректное завершение программы;
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![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)

![](data:image/png;base64,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)

При проведении тестирования такого рода никаких проблем обнаружено не было, что позволяет судить о корректности работы программы в целом.